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Overview of User
Interface Options

The following topics are covered in this chapter:

User Interface OptionsinIDL ............ 8 Creating aWidget Interface ............ 10
Creating aniTool Interface .............. 9 Creating aCustomiTool Interface ....... 11
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Chapter 1: Overview of User Interface Options

User Interface Options in IDL

When creating a user-interface in IDL, you have severa choices. In order of
increasing complexity, you can use any of the following:

IDL command-line interface — using the IDL command line as anon-
graphical user interface to display Direct graphics visualizations, or datain the
IDL output log.

Existing iTool Interface — using an existing i Tool provides quick data display
and manipulation capabilities for image, plot, surface, volume and map data.
See “Creating an iTool Interface” on page 9 for more information.

Custom Widget Interface — using widgets offers complete control over user
interface design. However, in atraditional widget application, you must code
al underlying functionality. Thereis an option of creating a hybrid widget-
iTool application, but this requires additional programming expertise. See
“Creating a Widget Interface” on page 10 for more information.

Custom iTool — using a custom i Tool interface allows you to expand on the
capabilities of the standard i Tool design, and configure the appearance of the
tool. This requires the most programming expertise of the three options. It is
likely that one of the other two options will meet the needs of the majority of
the applications, but this level of customization is available for those who
requireit. See “ Creating a Custom iTool Interface” on page 11 for more
information.

User Interface Options in IDL Widget Application Programming
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Creating an iTool Interface

Using an existing i Tool user interface for data display and modification is the easiest
way to allow your user to access, visualize and modify supported plot, volume,
surface, map and image data. See Chapter 1, “Introducing the IDL iTools” (iTool
User’'s Guide) for information on using the iTools.

If you need functionality beyond that provided by an existing iTool, you can expand
the functionality by adding:

e Custom operations or manipulators to standard visualization types
»  Custom filewriters or file readers
¢ Custom messages

Using an existing iTool letsto provide your users with a great deal of pre-built
functionality. For information on expanding the iTool functionality mentioned above,
see the following sections in the iTool Programming:

e Chapter 7, “Creating an Operation” and Chapter 8, “Creating a Manipulator”
e Chapter 9, “Creating a File Reader” and Chapter 10, “Creating a File Writer”
e Chapter 12, “Using iTool User Interface Elements’

Widget Application Programming Creating an iTool Interface



10 Chapter 1: Overview of User Interface Options

Creating a Widget Interface

IDL allows you to construct and manipulate graphical user interfaces using widgets.
Widgets (or controls, in the terminology of some development environments) are
simple graphical objects such as pushbuttons or slidersthat allow user interaction via
apointing device (usually amouse) and a keyboard. Consider devel oping a widget
application when you want complete control over the interface layout and the
available Ul elements, or when you want to design aworkflow of data modification.
In addition to this chapter (Chapter 1, “ Overview of User Interface Options’), seethe
following for more information on creating a widget application:

e Chapter 3, “Widget Application Techniques’
e Chapter 4, “Using Widget Buttons’
e Chapter 5, “Using Draw Widgets’
¢ Chapter 6, “Using Property Sheet Widgets’
e Chapter 7, “Using Table Widgets’
e Chapter 8, “Using Tab Widgets’
e Chapter 9, “Using Tree Widgets”
A widget application can includeiTool elements, described in the following section.

Creating a Widget Interface Widget Application Programming
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Creating a Custom iTool Interface

Each of the standard iTools (such as theiPlot or ilmage tools) have the same basic
interface style. Beyond adding operations or manipulators, you can further modify
the existing iTool interface by adding:

* Moda dialogs, implemented through a user interface service

e iTool panels, which provide a set of controlsthat are attached to avisualization
window and are always available

Beyond this, you also have the option of modifying the standard i Tool interface.
Standard i Tools are constructed of a number of compound widgets designed to work
explicitly within the iTool architecture. You can modify the standard iTool interface
by creating a custom i Tool-widget interface, a hybrid tool that combines traditional
widget functionality and iTool compound widgets. This requires knowledge of
widget programming, how to create an iTool, how to create a Ul service, and how to
use the iTool compound widgets. For more information on the previous topics, see
the following sectionsin the iTool Programming:

e Chapter 13, “Creating a User Interface Service’
e Chapter 14, “Creating a User Interface Panel”
e Chapter 15, “Creating a Custom iTool Widget Interface’

Widget Application Programming Creating a Custom iTool Interface
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14 Chapter 2: Creating Widget Applications

About Widgets

IDL allows you to construct and manipulate graphical user interfaces using widgets.
Widgets (or controls, in the terminology of some development environments) are
simple graphical objects such as pushbuttons or slidersthat allow user interaction via
apointing device (usually amouse) and a keyboard. This style of graphical user
interaction offers many significant advantages over traditional command-line based
systems. (See Chapter 1, “Overview of User Interface Options’ for information on
the different types of user interfaces you can createin IDL.)

IDL widgets are significantly easier to use than other alternatives, such aswritingaC
language program using the native window system graphical interface toolkit directly.
IDL handles much of the low-level work involved in using such toolkits. The
interpretive nature of IDL makes it easy to prototype potential user interfaces. In
addition to the user interface, the author of a program written in atraditional
compiled language also must implement any computational and graphical code
required by the program. IDL widget programs can draw on the full computational
and graphical abilities of IDL to supply these components.

The style of widgets IDL creates depends on the windowing system supported by
your host computer. Unix hosts use Motif widgets, while Microsoft Windows systems
use the native Windows toolkit. Although the different toolkits produce applications
with adightly different look and feel, most properly-written widget applications
work on all systems without change.

IDL graphical user interfaces are constructed by combining widgetsin atreelike
hierarchy. Each widget has one parent widget and zero or more child widgets. There
is one exception: the topmost widget in the hierarchy (called atop-level base) is
always a base widget and has no parent.

About Widgets Widget Application Programming
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About Widget Applications

The flow of control in awidget application is fundamentally different than in other
IDL programs. A program written to be used from the IDL command line generally
acceptsits inputs when the program is invoked. The program then proceedsin awell-
defined order to process those inputs and provide some output — a calcul ated value, a
plot, an image, etc. In contrast, widget applications are event driven.

In an event driven system, the program creates an interface and then waits for
messages (events) to be sent to it from the window system. Events are generated in
response to user manipulation, such as pressing a button or moving a slider. The
program responds to events by carrying out the action or computation specified by the
programmer, and then waiting for the next event.

This approach to computing is fundamentally different from the traditional
command-based approach. Actions occur in the order specified by the user at
runtime, rather than in the order determined by the programmer. The widget
application model and programming techniques are discussed later in this chapter.
Events from IDL widgets are generated in the form of an IDL structure variable
specific to the widget. Widget events and event-processing are also discussed in
detail.

This chapter discusses topics related to creating widget user interfaces, controlling
widgets, processing events generated by user interaction, and managing the
application state of awidget application. Chapter 3, “Widget Application
Techniques® explores the use of specific types of widgets in widget applications and
discusses methods for creating specific types of interfaces and applications.

Running the Example Code

The example code used in this chapter and in Chapter 3, “Widget Application
Techniques’ is part of the IDL distribution. All of the examples developed in the text
of these chapters are included as . pro filesin the examples/doc/widgets
subdirectory of the IDL distribution. By default, thisdirectory is part of IDL's path; if
you have not changed your path, you will be able to run the examples as described
here. See“!PATH” (IDL Reference Guide) for information on IDL’s path.

In addition to the examples developed here, a number of simple examples of widget
programming can be seen by running the IDL program wexmaster . pro, located in
the /examples/widgets/wexmast folder of the IDL distribution. A widget
interface with a pulldown menu of small widget applications should appear.

Widget Application Programming About Widget Applications
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Types of Widgets

IDL supports several types of widgets and widget-like interface elements that can be
used in your widget application:

Type Descriptions
Widget W dget primitives are the base interface elements used to
Primitives create widget applications. They are used to display

visualizations, to alow the user to make selections within a
Ul, and to generate events. IDL widget primitives include
standard interface el ements such as buttons, combo boxes,
lists, tables and labels. You can also add tables, trees, ActiveX
controls, drawing areas and property sheets to a widget
application.

See “Widget Routines’ (IDL Quick Reference) for alist of
widget primitives and related widget routines.

Compound Compound widgets are more complex interface elements built
Widgets from the widget primitives. A compound widget isacomplete,
self-contained, reusable widget sub-tree that behavesto alarge
degree just like a widget primitive, but which iswritten in the
IDL language. Compound widgets allow the development of
reusable widget code, much like a GUI subroutine.

Compound widget routines provided with IDL can be found
(along with many other routines that use the widgets) in the
1ib subdirectory of the IDL distribution. All compound
widgets supplied along with IDL have filenames beginning
with “CW_" to make them easier to identify.

See “Widget Routines, Compound” (IDL Quick Reference) for
alist of the compound widget routines provided in IDL.

Note - See " Creating a Compound Widget” on page 46 for
information on writing your own compound widgets.

Table 2-1: Introduction to Widget Types in IDL

Types of Widgets Widget Application Programming
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Type

Descriptions

Dialogs

Dialogs are widget-like elements that can be called from any
IDL application (whether or not it uses other widgets), but
which do not belong to awidget hierarchy. Dialogs are useful
for informing users of changes in the application state or
collecting relatively simple input, such asthe answer toa*“Yes
or No” question or the name of afile. They have short
lifetimes, and disappear after serving their purpose.

Dialogs are modal (or “blocking”), which means that when a
dialog is displayed, no other interface elements (widgets or
compound widgets) can be manipulated until the user
dismissesthe dialog. While the dialog is not part of any widget
hierarchy, you can specify awidget over which the dialog will
be centered on screen, making it possible to visually associate
the dialog with a specific widget application.

See “Dialog Routines” (IDL Quick Reference) for alist of
available routines.

Utilities

Utilities are self-contained widget applications written in the
IDL language that can beinvoked from the IDL command line
or called from within an application. Most names of utility
routines are prefaced with the letter “ X”.

Although utility routines cannot be inserted directly into a
widget application (becoming part of the application’s widget
hierarchy), they can belinked to awidget applicationin such a
way (viathe GROUP keyword) that when the widget
application isiconized or destroyed, the utility isiconized or
destroyed as well. Utility routines can also be configured as
modal applications, requiring that the user exit from the utility
before returning to the widget application that called it. See
“Using Multiple Widget Hierarchies’ in Chapter 3 for further
discussion of grouping and modal behaviors.

See “Utilities” (IDL Quick Reference) for alist of available
routines.

Table 2-1: Introduction to Widget Types in IDL (Continued)

Widget Application Programming

Types of Widgets
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Widget Programming Concepts

This section discusses some basic ideas and conceptsthat are central to the process of
writing IDL widget applications.

Widget Values

Many widget primitives and compound widgets have widget values associated with
them. Depending on the type of widget, the widget value may represent a static item
set by the programmer (the label of abutton widget, for example) or adynamic value
set by the user (the numerical value of a dider widget, for example).

Widget values are retrieved from a widget using the GET_VALUE keyword to the
WIDGET_CONTROL procedure, and set either when the widget is created or using
the SET_VALUE keyword to WIDGET_CONTROL. Descriptions of widget value
datatypes and default values are included along with the descriptions of individual
widgetsin the following sections. (See “Manipulating Widgets’ on page 26 for
details on using WIDGET_CONTROL.)

Widgets can also have user values. A widget's user valueis an IDL variable, and can
thus be of any of IDL’s data types. User values can contain any information the
programmer wants to include; they are not examined or used by IDL except as
specified by the widget application programmer. User values and their role in widget
programming are discussed in “Widget User Values’ on page 33.

Note
If awidget valueisastring (as for a button label), you can use language catalogs to
internationalize the widget with sets of stringsin particular languages. For more
information, see “Using Language Catalogs’ on page 471.

Widget IDs

IDL widgets are uniquely identified via their widget IDs. The widget ID isalong
integer assigned to the widget when it isfirst created; thisinteger is returned as the
value of the widget creation function. For example, you might create a base widget
with the following IDL command:

base = WIDGET_BASE()

Here, the IDL variable base receives the widget 1D of the newly-created top-level
base widget.

Widget Programming Concepts Widget Application Programming
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Routines within your widget application that need to retrieve data from widgets or
change their appearance need access to the widgets' 1Ds. Techniques for passing
widget | Ds between independent routines in your widget application are discussed in
“Working With Widget IDs’ on page 31.

Widget Parent/Child Relationships

With one exception (described below), when you create a new widget using one of
the WIDGET _* functions, you specify the widget ID of the new widget’s parent
widget. This parent-child relationship defines awidget hierarchy.

For example, suppose you have created a base widget whose widget 1D is contained
inthe IDL variable base. The following IDL command creates a button widget that
isachild of the base widget whose widget ID is stored in the variable base:

buttonl = WIDGET_BUTTON (base, VALUE='Test button')

In addition to being below base in the widget hierarchy, but ton1 appearsinside
basel when the base widget is realized on the screen.

The exception to this parent-child ruleis a special instance of a base widget called a
top-level base. A top-level baseis different from an “ordinary” base widget in the
following ways:

e It does not have a parent widget
» It servesasthetop of awidget hierarchy

» Itswidget ID isincluded in the Top field of every widget event structure
generated by other widgetsin its hierarchy

In practice, awidget application always beginswith atop-level base. The fact that the
widget ID of the top-level base widget is always available in the event structure of
widget eventsis very useful for managing the state of awidget application. Thistopic
is discussed in depth in “Managing Application State” on page 42.

Instantiating and Displaying Widgets

When you call aroutinethat creates awidget, IDL “creates’ the widget and assignsit
aunique identifier (the widget ID). For example, the following IDL statements create
a base widget that holds a button widget, and stores the widgets' identifiersin the
variables base and button:

base = WIDGET_BASE()
button = WIDGET_BUTTON (base, VALUE='My Button')

Widget Application Programming Widget Programming Concepts
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At this point, the widgets are nothing more than data structures (referred to as widget
records) in IDL's memory. Nothing appears on screen, and in fact IDL has yet to
calculate the sizes of the widgets or the way they will appear.

In order to instantiate the widget — that is, to create the final form of the widget that
will be displayed from components supplied by the platform-specific user interface
toolkit and (in most cases) make it appear on screen — the widgets must be realized.
Realization occurs with a call to the WIDGET_CONTROL procedure, using the
REALIZE keyword:

WIDGET_CONTROL, base, /REALIZE

After this command has been issued, the widgets appear on the computer screen. (See
“Manipulating Widgets’ on page 26 for details on using WIDGET_CONTROL.)
Between the time when the widget is created as an IDL widget record and when it is
realized as a platform-specific interface element, you have control over many, but not
all, aspects of the widget's state. Some details of the final realized widget's state
(such asits exact screen geometry) may remain undetermined until the widget is
instantiated. Realization, and the related concepts of mapping and sensitivity, are
discussed in greater in following sections.

It isimportant to note that unrealized widgets in awidget hierarchy can be

mani pul ated programmatically. Examples of attributes you can manipulate before
realization are the overall geometry of the user interface, widget values, and user
values. You can even retrieve widget values before the widgets are realized.
Unrealized widgets do not, however, generate widget events, since the actual
platform-specific user interface has yet to be created.

Once awidget has been realized, its corresponding platform-specific user interface
toolkit element isinstantiated. The native toolkit determines the widget’s exact screen
geometry. If the widget is then mapped, it becomes visible on the computer screen,
can be manipulated by a user, and generates widget events.

Note
Widgets are mapped by default. This means that when you realize awidget
hierarchy, the widgetsincluded in that hierarchy will usually be displayed on screen
immediately. You can control the visibility of widget hierarchies— before or after
realization — using the MAP keyword to WIDGET_CONTROL. See “Controlling
Widget Visibility” on page 27 for details.

Note also that widgets that are visible on screen can be made unavailable to the user
by setting the SENSITIVE keyword to WIDGET_CONTROL. See “ Sensitizing
Widgets’ on page 28 for details.

Widget Programming Concepts Widget Application Programming
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Example: A Simple Widget Application

The following example demonstrates the simplicity of widget programming. The
example program creates a base widget containing a single button, labelled “ Done.”
When you position the mouse cursor over the button and click, the widget is
destroyed.

Note
If you are new to IDL widget programming, don’'t be dismayed if parts of this
example are not immediately clear to you. Asyou read further through this chapter,
the principles of the event-driven programming model and IDL’s specific
implementation of that model will become clearer.

Example Code
Thisexampleisincluded in the file doc_widgetl.pro inthe
examples/doc/widgets subdirectory of the IDL distribution. Run this example
procedure by entering doc_widget1 at the IDL command prompt or view thefile
in an IDL Editor window by entering . EDIT doc_widget1.pro. See“Running
the Example Code” on page 15 if IDL does not run the program as expected.

PRO doc_widgetl_event, ev

IF ev.SELECT THEN WIDGET_CONTROL, ev.TOP, /DESTROY
END

PRO doc_widgetl
base = WIDGET_BASE (/COLUMN)
button = WIDGET_BUTTON (base, value='Done')
WIDGET_CONTROL, base, /REALIZE
XMANAGER, 'doc_widgetl', base
END

While this simple example does nothing particularly useful, it does illustrate some
basic concepts of event-driven programming. Let’s examine how the exampleis
constructed.

First, note that the “ application” consists of two parts: an event handling routineand a
creation routine. Let's first examine the second part — the creation routine —
contained in the doc_widget1 procedure.

Widget Application Programming Example: A Simple Widget Application
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The doc_widget1 procedure does the following:

1. Createsatop-level base widget whose widget ID isstored in the variable base.
All widget applications have at |east one base.

2. Createsabutton widget whose widget ID isstored in thevariable but ton. The
button widget hasbase asits parent. The value “Done” is assigned to the
button. The value of abutton widget is the text that appears on the button’s
face.

3. Redlizesthe widget hierarchy built on base by calling WIDGET_CONTROL
with the /REALIZE keyword. Realizing the widget hierarchy displays the
widget on your computer screen.

4. Invokesthe XMANAGER routine to manage the widget event loop, providing
the name of the calling routine (doc_widget1) and the widget ID of the top-
level base on which the widget hierarchy is built (base).

The doc_widget1_event procedure isthe event handling routine for the
application. By convention, the XMANAGER procedure looks for an event handling
procedure with the same name as the procedure that creates the widgets, with
“_event” appended to the end. (This default can be overridden by specifying an event
handler directly usingthe EVENT_HANDLER keyword to XMANAGER.) When an
event isreceived by XMANAGER, the event structure is passed to the
doc_widgetl_event procedure viathe ev argument.

In this example, al the event handling routine does is check the event structure to see
if the event passed to it was a select event generated by the button widget. If asELECT
event isreceived, theroutine calsWIDGET _CONTROL with the DESTROY keyword to
destroy the widget hierarchy built on the top-level base widget (specified in the Top
field of the event structure).

For further discussion of widget events and event structures, see “Widget Event
Processing” on page 34. For details about the event structures returned by different
widgets, see the documentation for each widget in the IDL Reference Guide.

Example: A Simple Widget Application Widget Application Programming
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Widget Application Lifecycle

When you create and use awidget application, you do the following things:
1. Construct the Widget Hierarchy

Provide an Event-Handling Routine

Realize the Widgets

Register the Program with the XMANAGER

Interact with the Application

Destroy the Widgets

o ok~ w DN

Construct the Widget Hierarchy

You must first build a widget hierarchy using the WIDGET_* functions. Start by
creating atop-level base with the WIDGET _BASE function.

Combine other widget creation functions— WIDGET_BUTTON, CW_PDMENU,
etc. — to create and organize the user interface of your widget application. At this
point, the widgets are unrealized — they exist only as IDL widget records — and
nothing has been created or displayed on the screen.

Note
Widget applications can include multiple widget hierarchies headed by multiple
top-level base widgets. See “Using Multiple Widget Hierarchies’ on page 61 for
more on creating a hierarchy of widget hierarchies.

Provide an Event-Handling Routine

In order for awidget application to do anything, you must provide aroutine that
examines events, determines what action to take, and implementsthat action. Actions
may involve computation, graphics display, or updates to the widget interface itself.

For best performance, event processing routines must run and return to the calling
routine as quickly as possible. Widgets won't respond to user input while the event-
processing routine is running. Widget-based programs should wait for user-generated
events, handle them as quickly as possible, and return to wait for more events. Event
processing is discussed in detail in “Widget Event Processing” on page 34.
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Event handling routines can manipulate widgets viathe WIDGET_CONTROL
procedure. Possible actions include the following:

* Obtain or change the value of awidget (see “Widget VValues’ on page 18) using
the APPEND, GET_VALUE, and SET_VALUE keywords.

< Obtain or change the value of awidget’s user value using the GET_UVALUE
and SET_UVALUE keywords. (User values are discussed in “Widget User
Values' on page 33)

e Map and unmap widgets using the MAP keyword. Unmapped widgets are
removed from the screen and become invisible, but they still exist in memory.

« Change awidget’s sensitivity using the SENSITIVE keyword. A widget
indicates that it isinsensitive by changing its appearance (often by graying
itself or displaying text with dashed lines) and ignoring any user input. Itis
useful to make widgets insensitive at points where it would be inconvenient to
get events from them (for example, if your program is waiting for input from
another source).

« Change the settings of toggle buttons using the SET_BUTTON keyword.

»  Push awidget hierarchy behind the other windows on the screen, or pull it in
front, using the SHOW keyword.

« Display the “hourglass’ cursor while the application is busy and not able to
respond to user actions by setting the HOURGLASS keyword. (See
“Indicating Time-Consuming Operations’ on page 28.)

Realize the Widgets

To convert the IDL widget records representing your widget hierarchy into a set of
platform-specific user interface toolkit elements, use the REALIZE keyword to the
WIDGET_CONTROL procedure. Unless you have specifically unmapped the
widgets before realizing them, the REALIZE keyword causes the widgets to be
displayed on screen. See “Manipulating Widgets” on page 26 for additional details.

Register the Program with the XMANAGER

Your widget application waits for events to be reported to it and reacts as specified in
the event handling routine after being registered with the XMANAGER procedure.

Events are obtained by XMANAGER viathe WIDGET_EVENT function and passed
to the calling routine (your event handler) in the form of an IDL structure variable.
Each type of widget returns a different type of structure, as described in the
documentation for the individual widget creation functionsin the IDL Reference
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Guide. Every event structure has three common elements: long integers named 1D,
TOP, and HANDLER:

e IDisthewidget ID of the widget generating the event.

* ToP isthewidget ID of the top-level base containing the widget that generated
the event.

e HANDLER isimportant for event handler functions, which are discussed later in
this chapter.

When an event occurs, XMANAGER arranges for the event structure to be passed to
an event-handling procedure specified by the program, and the event handler takes
some appropriate action based on the event. This means that multiple widget
applications can run simultaneously — XMANAGER arranges for the events be
dispatched to the appropriate routine.

Interact with the Application

Once the widget application has been realized and registered with XMANAGER, the
user can interact with the application to accomplish whatever tasks the application is
designed to accomplish.

Destroy the Widgets

When the application has finished (usually when the user clickson a“Done” or
“Quit” button), destroy the widget hierarchy using the DESTROY keyword to the
WIDGET_CONTROL procedure. This causes al resourcesrelated to the hierarchy to
be freed and removes it from the screen.
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Manipulating Widgets

IDL provides several routines that allow you to manipulate and manage widgets
programmatically:

« WIDGET_CONTROL allowsyou to realize widget hierarchies, manipulate
them, and destroy them.

«  WIDGET_EVENT alows you to process events generated by a specific
widget hierarchy.

«  WIDGET_INFO alows you to obtain information about the state of a specific
widget or widget hierarchy.

«  XMANAGER provides an event loop and manages events generated by all
existing widget hierarchies.

* XREGISTERED allows you to test whether a specific widget is currently
registered with XMANAGER.

These widget manipulation routines are discussed in more detail in the following
sections.

WIDGET_CONTROL

The WIDGET_CONTROL procedure alows you to realize, manage, and destroy
widget hierarchies. It is often used to change the default behavior or appearance of
previously-realized widgets.

Keywords to WIDGET_CONTROL may affect only certain types of widgets, any
type of widget, or the widget system in general. See “WIDGET_CONTROL” (IDL
Reference Guide) for complete details. We discuss here only afew of the more
common uses of this procedure.

Realizing Widget Hierarchies

IDL widgets are actually widget records that represent platform-specific user
interface toolkit elements. In order to instantiate the platf orm-specific toolkit
elements, widgets must be realized with the following statement:

WIDGET_CONTROL, base, /REALIZE

where base isthe widget ID of the top-level base widget for your widget hierarchy.
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Destroying Widget Hierarchies

The standard way to destroy awidget hierarchy iswith the statement:
WIDGET_CONTROL, base, /DESTROY

wherebase isthewidget ID of thetop-level base widget of the hierarchy to be killed.
Usually, IDL programs that use widgets issue this statement in their event-handling
routine in response to the user’s clicking on a“Don€e” button in the application.

In addition, some window managers place a pulldown menu on the frame of the top-
level base widget that allows the user to kill the entire hierarchy. Using the window
manager to kill awidget hierarchy is equivalent to using the DESTROY keyword to
the WIDGET_CONTROL procedure.

When designing widget applications, you should aways include a“Done” button (or
some other widget that allows the user to exit) in the application itself, since some
window managers do not provide the user with akill option from the outer frame.

Retrieving or Changing Widget Values

You can use WIDGET_CONTROL to retrieve or change widget values using the
GET_VALUE and SET_VALUE keywords. Similarly, you can retrieve or change
widget user values with the GET_UVALUE and SET_UVALUE keywords.

For example, you could use the following commands to retrieve the value of a draw
widget whose widget ID is stored in the variable drawwid, and to make that draw
widget the current graphics window:

WIDGET_CONTROL, drawwid, GET_VALUE=draw
WSET, draw

Similarly, you could use the following command in an event handling procedure to
save the user value of the widget that generates an event into an IDL variable named
uval:

WIDGET CONTROL, event.id, GET_UVALUE=uval
For more on widget user values, see “Widget User Values’ on page 33.
Controlling Widget Visibility

You can display or remove realized widgets from the screen by mapping or
unmapping them. Unmapped widgets still exist in the widget hierarchy, but they are
not displayed and do not generate events.
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Set the MAP keyword to WIDGET_CONTROL equal to zero to hide awidget, or to a
nonzero value to display it again. For example, to hide the base1 widget and al its
child widgets from view, use the following command:

WIDGET_CONTROL, basel, MAP=0

By default, widgets are mapped automatically when they are realized. You can
prevent awidget from appearing on screen when you redize it by setting MAP=0
before realizing the widget hierarchy.

Note
Whileit ispossibleto call WIDGET_CONTROL, MAP=0 with the widget ID of
any widget, only base widgets can actually be unmapped. If you specify awidget ID
that is not from a base widget, IDL searches upward in the widget hierarchy until it
finds the closest base widget. The map operation is applied to that base.

Sensitizing Widgets

Use sensitivity to control when a user is allowed to manipulate awidget. When a
widget is sensitive, it has a normal appearance and can receive user input. When a
widget is insensitive, it ignores any input directed at it. Note that while most widgets
change their appearance when they become insensitive, some simply stop generating
events.

Set the SENSITIVE keyword equal to zero to desensitize awidget, or to a nonzero
value to make it sensitive. For example, you might wish to make a group of buttons
contained in abase whose widget ID isstored in the variable bgroup insensitive after
some user input. You would use the following command:

WIDGET_ CONTROL, bgroup, SENSITIVE=0

Indicating Time-Consuming Operations

In an event driven environment, it isimportant that the interface be highly responsive
to the user’s manipulations. Widget event handlers should be written to execute
quickly and return. However, sometimes the event handler has no option but to
perform an operation that is Slow. In such a casg, it isagood ideato give the user
feedback that the system is busy. Thisis easily done using the HOURGLASS
keyword just before the expensive operation is started:

WIDGET_CONTROL, /HOURGLASS

This command causes IDL to turn on an hourglass-shaped cursor for all IDL widgets
and graphics windows. The hourglass remains active until the next event is processed,
at which point the previous cursor is automatically restored.
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WIDGET_EVENT

The WIDGET_EVENT function returns events for the widget hierarchy rooted at
Widget_ID. Events are generated when a button is pressed, a slider position is
changed, and so forth. In most cases, you will not use WIDGET_EVENT directly, but
instead will use the XMANAGER routine to manage widget events. Event processing
isdiscussed in detail in “Widget Event Processing” on page 34. See dso
“WIDGET_EVENT” (IDL Reference Guide) for additional details.

WIDGET_INFO

The WIDGET _INFO function is used to obtain information about the widget
subsystem and individual widgets. You supply the widget 1D of awidget for which
you want to retrieve some information, along with a keyword that specifies the type
of information. For example, to determine the index of the selected item in alist
widget whose widget ID is contained in the variable 1ist, you would use a
command like the following:

listindex = WIDGET INFO(list, /LIST_SELECT)
Finding Widget IDs using WIDGET_INFO

One noteworthy use of WIDGET _INFO isto locate the widget ID of awidget with a
specified user name. (A user name isa part of the widget's widget record that
contains atext identifier, specified by the programmer.) See “Working With Widget
IDs’” on page 31 for more information on this technique.

See “WIDGET_INFO” (IDL Reference Guide) for more information.

XMANAGER

The XMANAGER procedure provides the main event loop registration and widget
management. Calling XMANAGER “registers’ awidget program with the
XMANAGER event handler. XM ANAGER takes control of event processing until all
widgets have been destroyed.

Using XMANAGER allows you to run multiple widget applications and work at the
IDL command line at the same time. Whileit is possible to use WIDGET_EVENT
directly to manage eventsin your application, it is almost aways easier to use
XMANAGER.

See “XMANAGER” (IDL Reference Guide) for complete details.
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XREGISTERED

The XREGISTERED function returns True if the widget specified by itsargument is
currently registered with the XMANAGER.

One use of the XREGISTERED function is to control the number of instances of a
given widget application that run at a given time. For example, suppose that you have
awidget program that registersitself with the XMANAGER with the command:

XMANAGER, 'mywidget',6 base

You could limit this widget to one instantiation by adding the following line as the
first line (after the procedure definition statement) of the widget creation routine:

IF (XREGISTERED('mywidget') NE 0) THEN RETURN

See “XREGISTERED” (IDL Reference Guide) for complete details.
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Working With Widget IDs

Any widget application capable of doing real work will include one or more routines
that are separate from the routine that creates the widget hierarchy, designed to
handle and respond to user-generated events. Event processing routines — the
routines that process information contained in widget event structures and respond
accordingly — often retrieve information contained in the widget values of the
widgets that make up the interface, perform calculations, and modify the widget
interface itself in response to user actions.

Since awidget ID isrequired to retrieve information from or set valuesin awidget,
you will need away for your event processing routinesto retrieve the ID of a
specified widget. This section describes techniques you can use to pass widget IDs
between the routines in your widget application — most notably between the widget
creation routine (where widget | Ds are generated) and the event processing routines.

Use the Widget Event Structure

Every time a user interacts with awidget using the mouse or keyboard, awidget event
structure is generated. Widget event structures contain the widget ID of the widget
that generated the event. In addition, widget event structures provide the widget ID of
the top-level base in the widget hierarchy to which the widget the generated the event
belongs.

Getting the widget 1D of the appropriate widget from the event structure is almost
always the preferred method for passing awidget D from one routine to another
within your application. Widget event processing is discussed in detail in “Widget
Event Processing” on page 34.

Pass the Widget ID Using a Widget User Value

The widget event structure always includes two widget I Ds: the ID of the widget that
generated the event, and the ID of the top-level base widget. If you need to pass
multiple widget |Ds between routines, it is often useful to place the widget ID values
in the user value of the top-level base widget. Widget user values are discussed in
“Widget User Values’ on page 33.

Use a User Name to Locate the Widget
One of the pieces of information you can specify when you create awidget is a user

name. You can associate a name with each widget in a specific hierarchy, and then
use that name to query the widget hierarchy and get the correct widget ID. To specify
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auser name, set the UNAME keyword to the widget creation routine equal to a string
that can be used to identify the widget in your code.

To query the widget hierarchy, use the WIDGET _INFO function with the widget ID
of the top-level base widget and the FIND_BY_UNAME keyword. Note that user
names must be unique within the widget hierarchy, because the FIND_BY_UNAME
keyword returns the ID of the first widget with the specified name.

Pass the Widget ID Explicitly

In some cases, you may need to pass a specific widget ID availablein oneroutineto a
second routine. In this case, you can specify the widget ID as a parameter when
calling the second routine from the first. While this method is not so general as using
the widget event structure, it is useful in some circumstances.

Use a COMMON Block

In rare cases, it may be useful to store widget IDsin a COMMON block, making
them availableto all routinesin the application. While usinga COMMON block may
seem like a good strategy on first inspection, this method has several drawbacks.
Most importantly, using a COMMON block to hold widget IDs means that only one
instance of a given widget application can be running at once.
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Widget User Values

Every widget primitive and compound widget can carry auser-specified value of any
IDL datatype and organization; that is, every widget contains avariable that can store
arbitrary information. Thisvalueisignored by the widget and isfor the programmer’s
convenience only.

Theinitial user value is specified using the UVALUE keyword to the widget creation
function. If noinitial valueis specified, the user value is undefined. Once the widget
exists, its user value can be examined and/or changed using the GET_UVALUE and
SET_UVALUE keywords to the WIDGET_CONTROL procedure.

Note
The widget user value should not be confused with the widget value, described in

“Widget Values’ on page 18.

User Values Simplify Event Handling

User values can be used to simplify event-handling. If each widget has a distinct user
value, you need only check the user value of any event to determine which widget
generated it. In practice, this means you do not need to keep track of the widget IDs
of all the widgets in your widget hierarchy in order to determine what to do with a
given event.

User Values can be Accessible Throughout a Widget
Application
Another use for user variables isto simulate a variable that is available in more than
one IDL routine. For example, you can set the user value of atop-level base widget

equal to one or more widget IDs. You then have an easy way to pass the widget IDs
from your widget creation routine to your event handling routine.

We will take advantage of both of these aspects of user valuesin “Example: Event
Processing and User Values’ on page 40.
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Widget Event Processing

The concepts of events and event processing underlie every aspect of widget
programming. It is important to understand how IDL handles widget eventsin order
to use widgets effectively.

This section discusses the following topics:
e What are Widget Events?
e Structure of Widget Events
¢ Managing Widget Events with XMANAGER
« Event Processing and Callbacks

For adiscussion of techniques you can use to detect and respond to specific types of
events, see “Working with Widget Events” in Chapter 3.

What are Widget Events?

A widget event is a message returned from the window system when a user
manipul ates a widget. In response to an event, awidget program usually performs
some action (e.g., opens afile, updates a plot).

Structure of Widget Events

As events arrive from the window system, IDL saves them in a queue for the target
widget. The WIDGET_EVENT function delivers these eventsto the IDL program as
IDL structures. Every widget event structure has the same first three fields: these are
long integers named 1D, TOP, and HANDLER:

« 1D isthewidget ID of the widget that generated the event.
« TOP isthewidget ID of the top-level base containing 1D.

e HANDLER isthewidget ID of the widget associated with the event handling
routine. The importance of HANDLER will become apparent when we discuss
event routines and compound widgets, below.

Event structures for different widgets may contain other fields as well. The exact
form of the event structure for any given widget is described in the documentation for
that widget's creation function in the IDL Reference Guide.
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Managing Widget Events with XMANAGER

The XMANAGER procedure provides a convenient, simplified interface IDL’s event-
handling capabilities. At the highest level, creating awidget application consists of
the following steps:

1. Creating routines to react to widget events.

2. Creating the widgets that make up the application’s interface.

3. Redlizing the widgets.

4. Calling XMANAGER to manage events flowing from the widget interface.

XMANAGER arranges for an event-handling procedure supplied by the application
to be called when eventsfor it arrive. The application is shielded from the details of
calling the underlying WIDGET_EVENT function and interacting with other widget
applications that may be running simultaneously.

Note
Whileit is possible for a user-written program to call the WIDGET_EVENT
function directly, in practice thisis very unusual. For details on how events are
handled at alow level, see “The WIDGET_EVENT Function” on page 37.

Thefilexmng_tmpl.pro, foundinthe 1ib subdirectory of the IDL distribution, isa
template for writing widget applications that use XMANAGER.

XMANAGER and Blocking

Theterm blocking is used to describe a situation in which processing by IDL is
suspended until some event or action takes place. Unless you specifically arrange
otherwise, IDL will only allow one user interface (the IDL command line or asingle
widget application) to be active at one time. XMANAGER simplifies the process of
arranging things so that multiple user interfaces can run at the sametime — that is,
managing events so that applications do not need to block in order to be assured of
receiving the correct event information.

IDL’s blocking behavior is discussed in detail in “XMANAGER” (IDL Reference
Guide). In most cases, specifying the NO_BLOCK keyword when calling
XMANAGER will allow your application to “play nicely with others,” but you
should keep the following things in mind when writing widget applications:

Active Command Line

IDL can provide an active command line. If the command lineis active, IDL will
execute commands entered at the command line even if one or more widget
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applications are aready running. In order for IDL to behave in thisway, all widget
applications must be run via XMANAGER with the NO_BLOCK keyword set. See
“Active Command Line” under “XMANAGER” (IDL Reference Guide) for details

Blocking and Non-Blocking Applications

By default, widget applications — even those managed with XMANAGER — will
block. To enable your application to run without blocking other widget applications
or the IDL command line, you must explicitly set the NO_BLOCK keyword to
XMANAGER when registering the application. Put another way, any running widget
application that does not have this keyword set will block all event processing for
widget applications and the IDL command line. See “Blocking vs. Non-blocking
Applications’ under “XMANAGER” (IDL Reference Guide) for details.

Registering Applications Without Processing Their Events

In order to allow multiple widget applications to run simultaneously, each application
must be registered with XMANAGER, so it knows how to recognize events generated
by the application. In most cases, the registration step takes place automatically when
XMANAGER is called to begin processing events for the application.

In some cases, however, it may be useful to register an application with
XMANAGER before asking it to begin processing the application’s events. In these
cases, you can use the JUST_REG keyword to XMANAGER; the application is
added to XMANAGER'slist of known applications without starting event
processing, and XMANAGER returns immediately. See “JUST_REG vs.
NO_BLOCK” under “XMANAGER” (IDL Reference Guide) for details.

Tips on Working With XMANAGER

Because XMANAGER buffersyou from direct handling of widget events, you cannot
explicitly specify an event-handling function or procedure for the top-level base using
the EVENT_FUNC or EVENT_PRO keywordsto WIDGET_BASE or
WIDGET_CONTROL. Event handlers for top-level bases specified viathese
keywords will be overwritten by XMANAGER.

Instead, provide the name of the event handler routineto XMANAGER viathe
EVENT_HANDLER keyword. If you do not supply the name of an event handler via
the EVENT_HANDLER keyword, XMANAGER will construct a default name by
adding the suffix “_event” to the Name argument.

Note that this guideline applies only to top-level bases (base widgets created with no
parent widget). Child base widgets should use the EVENT_FUNC or EVENT_PRO
keywords to specify event handling routines, if necessary.
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In addition, it is often convenient to specify the death-notification routine for the top-
level base of awidget application viathe CLEANUP routine to XMANAGER rather
than viathe KILL_NOTIFY keyword to WIDGET_BASE or WIDGET_CONTROL.
Either method will work, but the last routine specified is the routine that will be
called when the base widget is destroyed. Since the call to XMANAGER is often the
last call made when creating a widget application, using the CLEANUP keyword to
specify the routine to be called when the application ends is preferred.

The XREGISTERED Function

The XMANAGER procedure allows multiple instances of awidget application to run
simultaneously. In some cases, however, you may wish to ensure that only asingle
instance of application can run at a given time. An obvious example of thisisan
application that usesa COMMON block to maintain its current state (see “Managing
Application State” on page 42).

The XREGISTERED function can be used in such applications to ensure that only a
single copy of the application run at atime. Place the following statement at the start
of the widget creation routine:

IF (XREGISTERED('routine _name') NE 0) THEN RETURN
where routine_name is the name of the widget application.
See “XREGISTERED” (IDL Reference Guide) for further information.

The WIDGET_EVENT Function

All widget event processing in IDL is eventually handled by the WIDGET_EVENT
function. Note that while we will discuss WIDGET_EVENT here for completeness,
in most cases you will not want to call WIDGET _EVENT directly. The
XMANAGER routine provides a convenient, simplified interface to
WIDGET_EVENT and allows DL to take over the task of managing multiple widget
applications.

In its simplest form, the WIDGET_EVENT function is called with awidget ID
(usually, the ID of abase widget) asits argument. WIDGET_EVENT checks the
queue of undelivered events for that widget or any of its children. If an event is
present, it isimmediately dequeued and returned. If no event is available,
WIDGET_EVENT blocksall other processing by IDL until an event arrives, and then
returns it. Typically, the request is made for atop-level base, so WIDGET_EVENT
returns events for any widget in the widget hierarchy rooted at that base widget.

This simple usage suffers from a major weakness. Since each call to
WIDGET_EVENT islooking for events from a specified widget hierarchy, it is not
possibleto receive events for more than one widget hierarchy at atime. Itisimportant
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to be able to run multiple widget applications (each with a separate top-level base)
simultaneously. An example would be an image processing application, a color table
mani pul ation tool, and an on-line help reader al running together.

One solution to this problem isto call WIDGET_EVENT with an array of widget
identifiersinstead of asingle ID. In thiscase, WIDGET_EVENT returns events for
any widget hierarchy in thelist. This solution is effective, but it still requires that you
maintain acompletelist of all interesting top-level baseidentifiers, which impliesthat
al cooperating applications need to know about each other.

The most powerful way to use WIDGET_EVENT isto call it without any arguments
at all. Called thisway, it will return events for any currently-realized widgets that
have expressed an interest in being managed. (You specify that a widget wants to be
managed by setting the MANAGED keyword to the WIDGET_CONTROL
procedure.) Thisform of WIDGET_EVENT isespecially useful when used in
conjunction with widget event callback routines, discussed in “ Event Processing and
Callbacks’ on page 38.

Event Processing and Callbacks

Previously, we mentioned that when IDL receives an event, the event is queued until a
call to WIDGET_EVENT is made (either explicitly by the user program or by
XMANAGER), whereupon the event is dequeued and returned. The following isa
more complete description of what actually happensin IDL’s event loop.

Events for a given widget are processed in the order that they are generated. The
event processing performed by WIDGET_EVENT consists of the following steps,
applied iteratively:

1. Wait for an event from one of the specified widgetsto arrive.

2. Starting with the widget that generated the event, search up the widget
hierarchy for awidget with an associated event-handling procedure or
function.

Event-handling routines associated with widgets are known as callback
routines. Other caseswhere an IDL system routine (WIDGET_EVENT, inthis
instance) calls a user-specified, user-written routine include routines specified
viathe KILL_NOTIFY or NOTIFY_REALIZE keywords to the widget
creation functions and WIDGET_CONTROL, as well asthe corollary
keywordsto XMANAGER.

3. If an event-handling procedureisfound, it is called with the event asits
argument. The HANDLER field of the event is set to the widget 1D of the widget
associated with the handling procedure. When the procedure returns,
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WIDGET_EVENT returnsto the first step above and starts searching for
events. Hence, event-handling procedures are said to “swallow” events.

4. |If an event-handling function isfound, it is called with the event asits
argument. The HANDLER field of the event is set to the widget 1D of the widget
associated with the handling function.

When the function returns, its value is examined. If the value is not a structure,
it isdiscarded and WIDGET_EVENT returnsto the first step. This behavior
alows event-handling functions to selectively act like event-handling
procedures and “swallow” events.

If the returned value is a structure, it is checked to ensure that it has the
standard first three fields: 1D, Top, and HANDLER. If any of these fieldsis
missing, IDL issues an error. Otherwise, the returned val ue replaces the event
found in the first step and WIDGET_EVENT continues moving up the widget
hierarchy looking for another event handler routine, as described in step 2,
above.

In situations where an event structure is returned, event functions are said to
“rewrite” events. This ability to rewrite eventsisthe basis of compound
widgets, which combine several widgets to give the appearance of asingle,
more complicated widget. Compound widgets are an important widget
programming concept. For more information, see “ Creating a Compound
Widget” on page 46.

5. If an event reaches the top of awidget hierarchy without being swallowed by
an event handler, it is returned as the value of WIDGET _EVENT.

6. If WIDGET_EVENT was called without an argument, and there are no
widgets left on the screen that are being managed (as specified viathe
MANAGED keyword to the WIDGET_CONTROL procedure) and could
generate events, WIDGET_EVENT endsthe search and returns an empty event
(a standard widget event structure with the top three fields set to zero).
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Example: Event Processing and User Values

The following example demonstrates how user values can be used to simplify event
processing and to pass val ues between routines. It creates a base widget with three
buttons and atext field that reports which button was pressed.

Note
If you are new to IDL widget programming, don’'t be worried if parts of this
example are not immediately clear to you. Asyou read further through this chapter,
the principles of the event-driven programming model and IDL’s specific
implementation of that model will become clearer.

Example Code
Thisexampleisincluded in the file doc_widget2.pro inthe
examples/doc/widgets subdirectory of the IDL distribution. Run this example
procedure by entering doc_widget2 at the IDL command prompt or view thefile
in an IDL Editor window by entering . EDIT doc_widget?2.pro. See“Running
the Example Code” on page 15 if IDL does not run the program as expected.

PRO doc_widget2_event, ev
WIDGET_CONTROL, ev.TOP, GET_UVALUE=textwid
WIDGET_CONTROL, ev.ID, GET_UVALUE=uval
CASE uval OF

'"ONE' : WIDGET_CONTROL, textwid, SET VALUE='Button 1 Pressed'’
"TWO' : WIDGET_CONTROL, textwid, SET VALUE='Button 2 Pressed'’
'DONE': WIDGET_CONTROL, ev.TOP, /DESTROY

ENDCASE

END

PRO doc_widget2
base = WIDGET_BASE (/COLUMN)
buttonl = WIDGET BUTTON (base, VALUE='One', UVALUE='ONE')
button2 = WIDGET BUTTON (base, VALUE='Two', UVALUE='TWO')
text = WIDGET_TEXT (base, XSIZE=20)
button3 = WIDGET_BUTTON (base, value='Done', UVALUE='DONE')
WIDGET_CONTROL, base, SET _UVALUE=text
WIDGET_CONTROL, base, /REALIZE
XMANAGER, 'doc_widget2', base

END

Let’s examine the creation routine, doc_widget?2, first. Wefirst create atop-level
base, this time specifying the COLUMN keyword to ensure that the widgets
contained in the base are stacked vertically. We create two buttons with values “Onge”
and “Two,” and user values “ONE" and “TWO.” Remember that the value of abutton
widget is aso the button’s label. We create a text widget, and specify its width to be
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20 characters using the X SIZE keyword. The last button isthe “Done”’ button, with a
the user value “DONE.”

Next follow two callsto the WIDGET_CONTROL procedure. Thefirst call setsthe
user value of the top-level base widget equal to the widget 1D of our text widget,
alowing easy access to the text widget from the event handling routine. The second
call realizes the top-level base and all its child widgets. Finally, we invoke the
XMANAGER to manage the widget application.

The doc_widget2_event routineis slightly more complicated than the event
handler in “Example: A Simple Widget Application” on page 21, but it is still
relatively ssimple. We begin by using WIDGET_CONTROL to retrieve the widget ID
of our text widget from the user value of the top-level base. We can do this because
the widget ID of our top-level base is contained in the Top field of the widget event
structure. We use the GET_UVALUE keyword to store the widget ID of the text
widget in the variable textwid.

Next, we use WIDGET_CONTROL with the GET_UVALUE keyword to retrieve the
user value of the widget that generated the event. Again, we can do this because we
know that the widget ID of the widget that generated the event is stored in the 1p field
of the event structure. We then use a CA SE statement to compare the user value of the
widget, now stored in the variable uvai, with the list of possible user valuesto
determine which button was pressed and act accordingly.

In the CASE statement, we check to seeif uval isthe user value associated with
either button one or button two. If it is, we use WIDGET_CONTROL and the
SET_VALUE keyword to alter the value of the text widget, whose ID we stored in the
variable textwid. If uval is 'DONE', we recognize that the user has clicked on the
“Done” button and use WIDGET_CONTROL to destroy the widget hierarchy.
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Managing Application State

A widget application is usually divided into at |east two separate routines, one that
creates and realizes the application and another that handles events. These multiple
routines need shared access to certain types of information, such as the widget |Ds of
the application’s widgets and data being used by the application. This shared
information is referred to as the application state.

Techniques for Preserving Application State

The following are some techniques you can use to preserve and share application
state data between routines.

Using COMMON Blocks

One obvious answer to this problem isto use a COMMON block to hold the state.
However, this solution is generally undesirable because it prevents more than asingle
copy of the application from running at the sametime. It is easy to imagine the chaos
that would ensue if multiple instances of the same application were using the same
common block without some sort of interlocking.

Using a State Structure in a User Value

A better solution to this problem isto use the user value of one of the widgets to store
state information for the application.Using this technique, multiple instances of the
same widget code can exist simultaneously. Since this user value can be of any type, a
structure can be used to store any number of state-related values.

For example, consider the following example widget code:

PRO my_widget_event, event
WIDGET_CONTROL, event.TOP, GET_UVALUE=state, /NO_COPY

Event-handling code goes here

WIDGET_CONTROL, event.TOP, SET_UVALUE=state, /NO_COPY
END

PRO my_widget
; Create some widgets
wBase = WIDGET_BASE (/COLUMN)
wDraw = WIDGET_DRAW (wBAse, XSIZE=300, YSIZE=300)

; Realize the base widget and retrieve the widget ID
; of the drawable area.
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WIDGET_CONTROL, wBase, /REALIZE
WIDGET_CONTROL, wDraw, GET_VALUE=idxDraw

; Create a state structure variable and set the user

; value of the top-level base equal to the state variable.
state = {wDraw:wDraw, idxDraw:idxDraw}

WIDGET_CONTROL, wBase, SET_UVALUE=state

; Use XMANAGER to manage the widgets
XMANAGER, 'my_widget', wBase
END

In this example, we store state information (the widget 1D of the draw widget and the
index of the drawable ared) in a structure variable, and set the user value of the top-
level base widget equal to that structure variable. This makesit possible to retrieve
the structure using the widget ID contained in the Top field of any widget event
structure that arrives at the event handler routine.

Notice the use of the NO_COPY keyword to WIDGET_CONTROL in the example.
This keyword prevents IDL from duplicating the memory used by the user value
during the GET_UVALUE and SET_UVALUE operations. Thisis an important
efficiency consideration if the size of the state dataislarge. (In this example the use
of NO_COPY is not really necessary, as the state data consists only of the two long
integers that represent the widget |Ds being passed in the state variable.)

Whileit isimportant to consider efficiency, the use of the NO_COPY keyword does
have the side effect of causing the user value of the widget to become undefined when
itisretrieved using the GET_UVALUE keyword. If the user value is not replaced
before the event handler exits, the next execution of the event routine will fail, since
the user value will be undefined.

Using a Pointer to the State Structure

A variation on the above technique uses an IDL pointer to contain the state variable.
This eliminates the duplication of data and the need for the use of the NO_COPY
keyword.

Consider the following example widget code:

PRO my_widget_event, event
WIDGET_CONTROL, event.TOP, GET_UVALUE=pState

Event-handling code goes here, accessing the state
structure via the retrieved pointer.

END

PRO my_widget_cleanup, wBase
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; This routine is called when the application quits.
; Retrieve the state variable and free the pointer.
WIDGET_ CONTROL, wBase, GET_UVALUE=pState

PTR_FREE, pState

END

PRO my_widget

; Create some widgets.
wBase = WIDGET_BASE (/COLUMN)
wDraw = WIDGET_DRAW (wBAse, XSIZE=300, YSIZE=300)

; Realize the base widget and retrieve the widget ID
; of the drawable area.

WIDGET_CONTROL, wBase, /REALIZE

WIDGET_CONTROL, wDraw, GET_VALUE=idxDraw

; Create a state structure variable.
state = {wDraw:wDraw, idxDraw:idxDraw}

; Place the state structure in a pointer and set the user
; value of the top-level base widget equal to the pointer.
pState = PTR_NEW(state, /NO_COPY)

WIDGET_CONTROL, wBase, SET_UVALUE=pState, /NO_COPY

; Call XMANAGER to manage the widgets, specifying the routine
; to be called when the application quits.
XMANAGER, 'my_widget', wBase, CLEANUP='my_widget_cleanup'

END

Notice the following differences between this technique and the technique shown in
the previous example:

This method eliminates the removal of the user value from the top-level base
widget by removing the use of the NO_COPY keyword with the
GET_UVALUE keyword to WIDGET_CONTROL. Since only the pointer (a
long integer) is passed to the event routine, the efficiency issues connected
with copying the value are small enough to ignore. (Note that we do use the
NO_COPY keyword when creating the pointer and when initially setting the
user value of the top-level base widget; since these statements are executed
only once, we don't worry about the fact that the state or pState variables
become undefined.)

The state structure contained in the pointer must now be referenced using
pointer-dereferencing syntax. For example, to refer to the i dxDraw field of the
state structure within the event-handling routine, you would use the syntax

(*pState) . idxDraw
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« Thepointer allocated to store the state structure must be freed when the widget
application quits. We do this by specifying a cleanup routine viathe
CLEANUP keyword to XMANAGER. It isthe cleanup routine’s responsibility
to free the pointer.

Each of the above techniques has advantages. Choose a method based on the
complexity of your application and your level of comfort with features like IDL
pointers and the NO_COPY keyword.
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Creating a Compound Widget

Widget primitives can be used to construct many varied user interfaces, but complex
programs written with them suffer the following drawbacks:

Large widget applications become difficult to maintain. As an application
grows, it becomes more difficult to properly write and test. The resulting
program suffers from poor organization.

Good ideas can be difficult to reuse. Most larger applications are constructed
from smaller sub-units. For example, a color table editor might contain control
panel, color selection and color-index selection sub-units. These sub-units are
often complicated tools that could be used profitably in other programs. To
reuse such sub-units, the programmer must understand the existing application
and then transplant the interesting parts into the new program — at best a
tedious and error-prone proposition.

Compound widgets solve these problems. A compound widget is a complete, self-
contained, reusable widget sub-tree that behavesto alarge degree just like aprimitive
widget. Complex widget applications written with compound widgets are much
easier to maintain than the same application written without them. Using compound
widgetsis analogous to using subroutines and functions in programming languages.

Writing Compound Widgets

Compound widgets are written in the same way as any other widget application. They
are distinguished from regular widget applications in the following ways:

Compound widgets usually have a base widget at the root of their hierarchies.
This base contains the subwidgets that make up the compound widget. From
the user’s paint of view, this single widget is the compound widget — its
children are not programmatically accessible on their own.

Notice that the base widget at the root of a compound widget is not a top-level
base. When used, a compound widget must always have a parent widget.

It isimportant that the compound widget not make use of the base's user value.
In order to preserve the illusion that the compound widget works just like any
of the widget primitives, the user value of the compound widget's top-level
base should be reserved for use by the caller of the compound widget. Instead,
the compound widget should use the user value of one of its child widgets.

Thewidget at the root of the compound widget’s hierarchy always has an event
handler function associated with it viathe EVENT_FUNC keyword to the
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widget creating function or the WIDGET_CONTROL procedure. This event
handler manages events from its sub-widgets and generates events for the
compound widget. By swallowing events from the widgets that comprise the
compound widget and generating events that represent the compound widget,
it presents the illusion that the compound widget is acting like a widget
primitive.

« If the compound widget has a value that can be set, it should be assigned a
value setting procedure viathe PRO_SET VALUE keyword to the widget
creating function or the WIDGET_CONTROL procedure.

» If the compound widget has avalue that can be retrieved, it should be assigned
avalue retrieving function viathe FUNC_GET_VALUE keyword to the
widget creating function or the WIDGET_CONTROL procedure.

For an example of how a compound widget might be written, see “ Example:
Compound Widget” on page 49.

The HANDLER Field of the Widget Event Structure

Recall that when WIDGET_EVENT finds an event to return, it moves up the widget
hierarchy looking for an event-handling routine registered to the widgets in between
its current position and the top-level base of the widget application. If such aroutine
isfound, it is called with the event as its argument, and the HANDLER field of this
event is set to the widget ID of the widget where the event routine was found. Since
compound widgets have event handlers associated with their root widget, the
HANDLER field gives the event handler the widget ID of the root widget. This allows
the event handler for a compound widget instance to easily locate the location of its
state information relative to this root.

Storing State Information

IDL programmers are often tempted to store the state information directly in the user
value of the root widget, but thisis not a good idea. The user value of acompound
widget is reserved for the user of the widget, just like any basic widget. Therefore,
you should store the state information in the user value of one of the child widgets
below the root. As aconvention, the user value of thefirst child is often used, leading
to event handlers structured as follows:

FUNCTION EVENT_ FUNC, event
; Get state from the first child of the compound widget root:
child = WIDGET_INFO (event.HANDLER, /CHILD)
WIDGET_CONTROL, child, GET_UVALUE=state, /NO_COPY

; Execute event-handling code here.
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; Restore the state information before exiting routine:
WIDGET_CONTROL, child, SET_UVALUE=state, /NO_COPY

; Return result of function
RETURN, result
END
Sometimes, an application will find that it needs to use the user value of al itschild
widgets for some other purpose, and there is no convenient place to keep the state
information. One way to work around this problem is to interpose an extra base
between the root base and the rest of the widgets:
ROOT = WIDGET_BASE (parent)
EXTRA = WIDGET_BASE (root)
In such an approach, the remaining widgets would all be children of EXTRA rather
than ROQT.

Widget Application Programming
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Example: Compound Widget

The following example incorporates ideas from the previous sections to show how
you might approach the task of writing acompound widget. The widget is called
CW_DICE, and it simulates a single six-sided die. Figure 2-1 shows the appearance
of XDICE, an application that uses two instances of CW_DICE. XDICE is discussed
in“Using CW_DICE in aWidget Program” on page 51.

Example Code
The cw_dice.pro can befoundin the 1ib subdirectory of the IDL distribution.
xdice.pro canbefoundinthe examples/doc/widgets subdirectory of the
IDL distribution. Run this example procedure by entering cw_dice at the IDL
command prompt or view thefilein an IDL Editor window by entering .EDIT
cw_dice.pro. You should examine thesefiles for additional details and comments
not included here. We present sections of the code here for didactic purposes—there
is no need to re-create either of these files yourself.

The CW_DICE compound widget has the following features:

* It usesabutton widget. The current value of the die is displayed as a bitmap
label on the button itself. When the user pressesthe button, the die“rolls” itself
by displaying a sequence of bitmaps and then settles on afinal value. An event
is generated that returns thisfinal value.

« Timer events are used to create therolling effect. This allows the dice to give
the same appearance on machines of varying performance levels. (Timer
events are discussed in “Working with Widget Events’ in Chapter 3.)

e Thedie can be set to a specific value viathe SET_VALUE keyword to the
WIDGET_CONTROL procedure. If the desired value is outside of the range 1
through 6, the dieisrolled asif the user had pressed the button and afinal
valueis selected randomly. Using WIDGET _CONTROL to set the value of the
widget in this manner does not cause an event to be issued — IDL's convention
isthat user actions cause events, while programmeatic changes do not.

e Thecurrent value of the die can be obtained viathe GET_VALUE keyword to
the WIDGET_CONTROL procedure.

Almost any compound widget will have an associated state. The following
information is used by an instantiation of the CW_DICE compound widget:

1. Thecurrent value.

2. The number of timesthe die should “tumble”’ before settling on afinal value.
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The amount of time to take between tumbles.

A count of how many tumbles are left before afinal valueis displayed, while a
roll isin progress.

5. The bitmaps to use for the 6 possible die values.
6. The seed to use for the random number generator.

Thefirst four items are stored in a per-widget structure kept in one of the child
widget's user values. Since the bitmaps never change, it makes sense to keep them in
aCOMMON block to be accessed fredly by al the CW_DICE routines. It also makes
sense to use a single random number seed for the entire CW_DICE class rather than
one per instance to avoid the situation where multiple dice, having been created at the
same time, have the same seed and thus display the same value on each roll.

Note
It israre that the use of a COMMON block in a compound widget makes sense.
Notice, however, that we are not storing widget state information, but read-only
data (bitmaps) and data that can be overwritten at any time with no negative effects
(random number generator seed). The use of a COMMON block in this situation
means that the read-only data can be created once and used by any number of
instantiations of the CW_DICE widget. See “Managing Application State” on
page 42 for adiscussion of techniques (including the per-widget structure used
here) you can use to store and access widget-specific state information.

Given the above decisions, it is now possible to write the CW_DICE procedure.

Example Code
The following sections discuss elements of the procedure’s source code, located in
cw_dice.pro inthe 1ib subdirectory of the IDL distribution. Run this example
procedure by entering cw_dice at the IDL command prompt or view thefilein an
IDL Editor window by entering .EDIT cw_dice.pro.

In the CW_DICE function, beginning with function CW_DICE, parent,
value, UVALUE=uvalue, notice that the code makes reference to two routines
named CW_DICE_SET VAL and CW_DICE_GET _VAL.

By using the FUNC_GET_VALUE and PRO_SET_VALUE keywordsto
WIDGET_BASE, WIDGET_CONTROL can call these routines whenever the user
makesaWIDGET_CONTROL, SET_VALUE or GET_VALUE request. See the
functions, cw_dice_set_val and cw_dice_get_val inthefor details.
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CW_DICE_SET_VALUE makes reference to a procedure named CW_DICE_ROLL
that does the actual dicerolling. Rolling isimplemented as follows:

1. If thisistheinitial call to CW_DICE_ROLL, then pick the final value that will
end up being displayed and enter this into the widget's state. Hence,
WIDGET_CONTROL, /GET_VALUE reportsthefinal value instead of one of
the intermediate “tumble”’ values no matter when it is called.

2. If thisisnot the final tumble, pick arandom intermediate value and display
that. Then, make another timer event request for the next tumble.

If thisis the final tumble, use the saved final value.

CW_DICE_ROLL worksin cooperation with the event handler function for
CW_DICE. Each timer event causes the event handler to be called and the
event handler in turn calls CW_DICE_ROLL to process the next tumble.

The CW_DICE_ROLL procedure leads us to the event handler function,
CW_DICE_EVENT. This event handler expects to see button press events generated
from auser action aswell as TIMER events from CW_DICE_ROLL. We only want
to issue events for the button presses so if the tag name in the event structure is not
WIDGET_TIMER, then create an event.

Using CW_DICE in a Widget Program

We can use CW_DICE to implement an application named XDICE. XDICE displays
two dice aswell asa“Roll” button. Pressing either die causes it to roll individually.
Pressing the “Roll” button causes both dice to roll together. A text widget at the
bottom displays the current value.

Fair Q' Dice
Done| Roll

Current Walue: &5, 1

Figure 2-1: The XDICE Example Program
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Example Code
xdice.pro can befoundinthe examples/doc/widgets subdirectory of the
IDL distribution. Run this example procedure by entering xdice at the IDL
command prompt or view thefilein an IDL Editor window by entering .EDIT
xdice.pro. See“Running the Example Code” on page 15 if IDL does not run the

program as expected.
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Debugging Widget Applications

In addition to the“normal” debugging tasks associated with any IDL program, widget
applications a so require you to debug errors in the widget event loop. If your widget
application experiences errorsin an event handling routine, keep the following points
in mind:

By default, XMANAGER catches errors and continues processing (see
“CATCH" (IDL Reference Guide)). If you are using XMANAGER to manage
your widget application (asin most cases you should), calling XMANAGER
with CATCH=0 will cause XMANAGER to halt when it encounters an error.

Setting CATCH=0 is useful during debugging, but finished programs should
run with the default setting (CATCH=1) and refrain from setting it explicitly.

CATCH isonly effective if XMANAGER is blocking to dispatch errors.
During debugging, make sure to call XMANAGER with NO_BLOCK=0 (the
default).

Setting NO_BLOCK=0 is useful during debugging, but in many cases you will
want your finished program to set NO_BLOCK=1 in order to alow other
widget programs (and the IDL command line) to remain active while your
application is running.

If awidget application stops responding, you can restart event processing by doing
the following:

1
2.
3.

Enter RETALL at the IDL prompt to return to the main program level.
Optionally, modify the code to fix the error and re-compile.

If one or more of the applications you are running blocks the active command
line, enter XMANAGER at the IDL prompt in order to have it resume processing
eventsin the blocking mode. If all applicationshave NO_BLOCK=1 set, acall
to xMaNAGER Will immediately return, and can be safely omitted.

See Chapter 8, “Debugging and Error-Handling” for complete details about
debugging IDL programs.
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Working with Widget Events

Widget events and the process of establishing awidget event loop for your
application are described in “Widget Event Processing” on page 34. This section
discusses additional topics that may be useful when creating event-driven
applications, including:

e “Interrupting the Event Loop”

e “ldentifying Widget Type from an Event” on page 57
e “Keyboard Focus Events’ on page 57

e “Timer Events’ on page 58

e “Tracking Events’ on page 59

* “Context Menu Events’ on page 60

Interrupting the Event Loop

Beginning with IDL version 5, IDL has the ability to process commands from the
IDL command line while simultaneously processing widget events. This means that
the IDL command line will remain active even when widget applications are running.

It is possible to interrupt the event function by sending the interrupt character
(Control-C). However, you may find that even after sending the interrupt character,
IDL does not immediately interrupt the event loop. IDL will interrupt the process that
is“ontop”—that is, if several applications are running at once, the interrupt will be
handled by the first application to receiveit.

If your widget application is the only active application, and sending the interrupt
does not cause it to break, move the mouse cursor across (or click on) one of the
widgets.

Thisworks because when IDL isin the event function, it only checksfor the interrupt
between event notifications from the window system. Such events do not necessarily
tranglate one-to-one into IDL widget events because the window system typically
generates alarge number of eventsrelated to the window system’s operation that IDL
quietly handles. Moving the mouse cursor across the widgets typically generates
some of these events which gives IDL a chance to notice the interrupt and act on it.
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Identifying Widget Type from an Event

Given awidget event structure, often you need to know what type of widget
generated it without having to match the widget 1D in the event structureto all the
current widgets. Thisinformation is available by specifying the
STRUCTURE_NAME keyword to the TAG_NAMES function:

PRINT, 'Event structure type: ', TAG_NAMES (EVENT, /STRUCTURE_NAME)

Thisworks because each widget type generates a different event structure. The event
structure generated by a given widget type is documented in the description of the
widget creation function in the IDL Reference Guide.

When using this technique, be aware that although al the basic widgets use named
structures for their events, many compound widgets return anonymous structures.
This technique does not work well in that case because anonymous structures lack a
recognizable name.

An dternative technique involves using the TY PE keyword to the WIDGET_INFO
function. This method is useful when the widget event name does not specify the
widget from which the event originated. Timer events are an example; although the
events originate from awidget, the event structure’s nameis WIDGET_TIMER. The
following statement checksto see if the event isatimer event and, if it is, printsthe
type code of the widget that generated the event.

IF ((TAG_NAMES (EVENT, /STRUCTURE) EQ 'WIDGET_TIMER') THEN $
PRINT, WIDGET_INFO(EVENT.ID, /TYPE)

Such a check would be useful if a given widget could generate either atimer event or
a“normal” event, and you wanted to differentiate between the two.

Note
Always check for adistinct type of widget event. IDL will continue to add new
widgets with new event structures, so it isimportant not to make assumptions about
the contents of arandom widget event structure. The structure of existing widget
events will remain stable, (although new fields may be added) so checking for a
particular type of widget event will always work.

Keyboard Focus Events

Base, table, and text widgets can be set to generate keyboard focus events. Generating
and examining keyboard focus events allows you to determine when a given widget
has either gained or lost the keyboard focus—that is, when it is brought to the
foreground or when it is covered by another window.
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Set the KBRD_FOCUS_EVENTS keyword to WIDGET_BASE, WIDGET_TABLE,
or WIDGET_TEXT to generate keyboard focus events. (You can also modify an
existing base, table, or text widget to generate keyboard focus events using the
KBRD_FOCUS EVENTSkeywordto WIDGET_CONTROL.) You can then use your
event-handling procedure to cache the widget 1D of the last widget (with keyboard
focus events enabled) to have the keyboard focus. One situation where thisis useful is
when you have an application menu (created with the MBAR keyword to
WIDGET_BASE) and you wish to perform an action in atext widget based on the
menu item selected. Although the event generated by the user’s menu selection has
the menu’s base as itstop-level widget ID, if you generate and track keyboard focus
events for the text widget, you can “remember” which widget the action triggered by
the menu selection should affect. Note that in this example, keyboard focus events are
not generated for the menubar’s base.

Timer Events

In addition to the normal widget events discussed previously, IDL allows the user to
make timer event requests by using the TIMER keyword. Such events are useful in
many applications that are time dependent, such as animation. The syntax for making
such arequest is:

WIDGET_CONTROL, Widget_Id, TIMER=interval_in_seconds

Widget_Id can bethe ID of any type of widget. When such arequest ismade, IDL
generates a timer request after the requested time interval has passed. Timer events
consist of astructure with only the standard three fields — no additional information is
provided.

Note
At most one timer event request can be associated with a given widget ID. If
multiple timer event requests are associated with a single widget, the last request
made takes precedence.

It is up to the programmer to differentiate between a normal event and atimer event
for a given widget. One way to solve this problem is to make timer requests for
widgets that do not otherwise generate events, such as base or label widgets.

Each timer request causes a single event to be generated. To generate a steady stream
of timer events, you must make a new timer request in the event handler routine each
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time atimer event is delivered. The following example demonstrates how to check for
atimer event and generate a new timer event each time atimer event occurs:

PRO timer_example_event, ev

WIDGET_CONTROL, ev.ID, GET_UVALUE=uval

IF (TAG_NAMES (ev, /STRUCTURE_NAME) EQ 'WIDGET_TIMER') THEN BEGIN
PRINT, 'Timer Fired'
WIDGET_CONTROL, ev.TOP, TIMER=2

ENDIF

CASE uval OF

'timer' : BEGIN
WIDGET_CONTROL, ev.TOP, TIMER=2
END
'exit' : WIDGET_CONTROL, ev.TOP, /DESTROY
ELSE:
ENDCASE

END

PRO timer_example
base = WIDGET_BASE (/COLUMN, UVALUE='base')
bl = WIDGET_BUTTON (base, VALUE='Fire event', UVALUE='timer')
b2 = WIDGET_BUTTON (base, VALUE='Exit', UVALUE='exit')
WIDGET_CONTROL, base, /REALIZE
XMANAGER, 'timer_example', base, /NO_BLOCK

END

See “Draw Widget Example” on page 118 for alarger example using timer events.
Tracking Events

Tracking events allow you to determine when the mouse pointer has entered or left
the area of the computer screen covered by a given widget. You can use tracking
events to allow your interface to react as the user moves the mouse pointer over
different interface elements. Tracking events are generated for awidget when the
widget creation routine is called with the TRACKING_EVENTS keyword set.

The event structure of atracking event includes afield named ENTER that containsa
1 (one) if the mouse pointer entered the region covered by the widget, or O (zero) if
the mouse pointer left the region covered by the widget. The following example
demonstrates how to check for tracking events and modify the value of a button
widget when the mouse cursor is positioned over it.

PRO tracking demo_event, event
IF (TAG_NAMES (event, /STRUCTURE_NAME) EQ 'WIDGET_TRACKING') $
THEN BEGIN
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IF (event.ENTER EQ 1) THEN BEGIN
WIDGET_CONTROL, event.ID, SET_VALUE='Press to Quit'

ENDIF ELSE BEGIN
WIDGET_CONTROL, event.ID, $
SET_VALUE='What does this button do?'
ENDELSE
ENDIF ELSE BEGIN
WIDGET_CONTROL, event.TOP, /DESTROY

ENDELSE
END

PRO tracking_demo
base = WIDGET_BASE (/COLUMN)
button = WIDGET_BUTTON (base, $
VALUE='What does this button do?', /TRACKING_EVENTS)

WIDGET_CONTROL, base, /REALIZE
XMANAGER, 'tracking_demo', base
END

Context Menu Events

Base, list, text, table and tree widgets can be set to generate context menu events.
Generating and examining context menu events allows you to determine when the
user has clicked the right-hand mouse button over a given widget, which in turn
alowsyou to display a“context menu.” (Draw widgets can a so generate events when
the right-hand mouse button is clicked, using the general BUTTON_EVENTS
mechanism.) See “ Context-Sensitive Menus’ on page 69 for a detailed description.
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Using Multiple Widget Hierarchies

Using widgets, you can create IDL applications with graphical user interfaces.
Although widget applications are running “inside” IDL, awell-designed program can
behave and appear just like a stand-alone application.

While a simple application may consist of a single widget hierarchy headed by a
single top-level base widget, more complex applications can include multiple widget
hierarchies, each with their own top-level base. Widget applications that include
multiple widget hierarchies consist of a group of top-level base widgets organized
hierarchically. Theindividual widgets that make up the widget application’s interface
have astheir parent widget either one of the top-level bases or abase that isa child of
one of the top-level bases.

Groups of widgets are defined by setting the GROUP_LEADER keyword when
creating the widget. Group membership controls how and when widgets areiconized,
which layer they appear in, and when they are destroyed.

Figure 3-1 depicts awidget application group hierarchy consisting of six top-level
bases in three groups: base 1 leads all six bases, base 2 leads bases 4 and 5, and base
3 leads base 6. What does this mean? Operations like inconization or destruction that
affect base 2 also affect bases 4 and 5. Operations that affect base 3 also affect base 6.
Operationsthat affect base 1 affect all six bases—that is, a group includes not only
those bases that explicitly claim one base as their leader, but aso all bases led by
those member bases.

base 2 base 3

Group leader: Group leader:
base 1 hase 1

s
~ ~

= .
base 4 base 5 base 6

Group leader: Group leader: Group leader:
hase 2 hase 2 hase 3

Figure 3-1: A widget application group hierarchy with six top-level bases.
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The following IDL commands would create this hierarchy:

basel = WIDGET_BASE ()

base2 = WIDGET_BASE (GROUP_LEADER=basel)
base3 = WIDGET_BASE (GROUP_LEADER=basel)
based4 = WIDGET_BASE (GROUP_LEADER=base2)
base5 = WIDGET_BASE (GROUP_LEADER=base2)
base6 = WIDGET_BASE (GROUP_LEADER=base3)

Widget Group Behaviors

Groups of widgets are displayed and destroyed according to the following principles:
Iconization

Bases and groups of bases can be iconized (or minimized) by clicking the system
minimize control. When a group leader isiconized, all members of the group are
minimized as well.

Layering

Layering isthe process by which groups of widgets seem to share the same plane on
the display screen. Within a layer on the screen, widgets have a Z-order, or front-to-
back order, that defines which widgets appear to be on top of other widgets.

All widgets within a group hierarchy share the same layer—that is, when one group
member has the input focus, all members of the group hierarchy are displayed in a
layer that appears in front of al other groups or applications. Within the layer, the
widgets can have an arbitrary Z-order, determined by the programmer.

Destruction

When a group leader widget is destroyed, either programmatically or by clicking on
the system “close” button, all members of the group are destroyed as well.

See “Iconizing, Layering, and Destroying Groups of Top-Level Bases’ under
“WIDGET_BASE” (IDL Reference Guide) for detailed information on how group
membership defines widget behavior on different platforms.

Titlebar Icon Inheritance

On Microsoft Windows platforms, if the group leader has the BITMAP keyword set,
the sametitlebar icon is used for all group members. (Titlebar icons are not supported
on Motif platforms.)
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Floating bases

Top-level base widgets created with the FLOATING keyword set will float above
their group leaders, even though they share the same layer. Floating bases and their
group leaders are iconized in asingle icon (on platforms where iconization is
possible). Floating bases are destroyed when their group leaders are destroyed.

Modal bases

Top-leve base widgets created with the MODAL keyword will float above their
group leaders, and will suspend processing in the widget application until they are
dismissed. (Dialogs are generally modal.) Modal bases cannot be iconized, and on
some platforms other bases cannot be moved or iconized while the modal dialog is
present. Modal bases cannot have scroll bars or menubars.

Menubars

Widget applications can have an application-specific menubar, created by the MBAR
keyword to WIDGET_BASE. Menus and menubars are discussed in detail in
“Creating Menus’ on page 64.
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Creating Menus

Menus allow a user to select one or more options from alist of options. IDL widgets
alow you to build a number of different types of menus for your widget application.

This section discusses the following different types of menus:
e Button Groups
e Lists
¢ Pulldown Menus
¢ Menuson Top-Level Bases

« Context-Sensitive Menus
Button Groups

One approach to menu creation isto build an array of buttons. With abutton menu, all
options are visible to the user all the time. To create a button menu, do the following:

1. Cadlthe WIDGET_BASE function to create a base to hold the buttons. Usethe
COLUMN and ROW keywords to determine the layout of the buttons.

2. Cdl the WIDGET_BUTTON function once for each button to be added to the
base created in the previous step.

Because menus of buttons are common, IDL provides a compound widget named
CW_BGROUP to create them. Using CW_BGROUP rather than a series of callsto
WIDGET_BUTTON simplifies creation of a menu of buttons and also simplifies
event handling by providing a single event structure for the group of buttons. For
example, the following IDL statements create a button menu with five choices:
values = ['One', 'Two', 'Three', 'Four', 'Five']
base = WIDGET_BASE()

bgroup = CW_BGROUP (base, values, /COLUMN)
WIDGET_CONTROL, base, /REALIZE

In this example, one call to CW_BGROUP replaces five calls to
WIDGET_BUTTON.

Exclusive or Nonexclusive Buttons

Buttons in button groups normally act as independent entities, returning a selection
event (aonein the select field of the event structure) or similar value when pressed.
Groups of buttons can also be made to act in concert, as either exclusive or non-
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exclusive groups. In contrast to normal button groups, both exclusive and non-
exclusive groups display which buttons have been selected.

Exclusive button groups alow only one button to be selected at agiven time. Clicking
on an unselected button deselects any previoudy-selected buttons. Non-exclusive
button groups allow any number of buttons to be selected at the same time. Clicking
on the same button repeatedly selects and deselects that button. The following code
creates three button groups. Thefirst group isa“normal” button group as created in
the previous example. The next is an exclusive group, and the third is anon-exclusive

group.

values =

['One',

base = WIDGET_BASE (/ROW)

bgroupl

LABEL_TOP='Normal', /FRAME)

LABEL_TOP='Exclusive',

bgroup3

/EXCLUSIVE, $

/NONEXCLUSIVE, $

'"Two', 'Three', 'Four', 'Five']
= CW_BGROUP (base, values, /COLUMN, $
bgroup2 = CW_BGROUP (base, values, /COLUMN,
/FRAME)
= CW_BGROUP (base, wvalues, /COLUMN,
/FRAME)

LABEL_TOP='Nonexclusive',
WIDGET_CONTROL, base,

The widget created by this code is shown in the following figure:

/REALIZE

= idi « | O]
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Oke w One 7 One
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MI + Three 7 Three
M + Four T Four
L ml “* Five o Five i

- =13l
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Ore " One [ Ore
ﬂl * Two [T Two
ml " Three ¥ Three
ﬂl " Four ¥ Four
Five ||| € Five I Five

Figure 3-2: Normal Menus (left), Exclusive Menus (center) and
Non-exclusive Menus (right)
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Lists

A second approach to menu creation isto provide the user with alist of optionsin the
form of ascrolling or drop-down list. A scrolling list is always displayed, although it
may not show all itemsin thelist at al times. A drop-down list shows only the
selected item until the user clicks on thelist, at which time it displays the entire list.
Both lists allow only asingle selection at atime.

Thefollowing example code usesthe WIDGET _LIST and WIDGET_DROPLIST
functions to create two menus of five items each. While both lists contain five items,
the scrolling list displaysonly three at atime, because we specify thiswiththe Y SIZE
keyword.

values = ['One', 'Two', 'Three', 'Four', 'Five']

base = WIDGET_BASE (/ROW)

list WIDGET_LIST (base, VALUE=values, YSIZE=3)

drop WIDGET_DROPLIST (base, VALUE=values)
WIDGET_CONTROL, base, /REALIZE

The widget created by this code is shown in the following figure:

Thres

Four

Fiva
Figure 3-3: Scrolling and drop-down lists.

Pulldown Menus

A third approach to menu creation involves menus that appear as a single button until
the user selects the menu, at which time the menu pops up to display thelist of
possible selections. Buttons in such a pulldown menu can activate other pulldown
menus to any desired depth. The method for creating a pulldown menu is as follows:

1. Thetopmost element of any pulldown menu is a button, created with the
MENU keyword to the WIDGET_BUTTON function.
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2. Thetop-leved button has one or more child widget buttons attached. (That is,
one or more buttons specify thefirst button’swidget ID astheir “parent.”) Each
button can either be used asis, in which case pressing it causes an event to be
generated, or it can be created with the MENU keyword and have further child
widget buttons attached to it. If it has child widgets, pushing it causes a
pulldown menu containing the child buttons to pop into view.

3. Menu buttons can be the parent of other buttons to any desired depth.

Because pulldown menus are common, IDL provides a compound widget named
CW_PDMENU to create them. Using CW_PDMENU rather than a series of callsto
WIDGET_BUTTON simplifies creation of a pulldown menu in the same way the
CW_BGROUP smplifies the creation of button menus.

The following example uses CW_PDMENU to create a pulldown menu. First, we
create an array of anonymous structures to contain the menu descriptions.

desc = REPLICATE({ flags:0, name:'"' }, 6)

The desc array contains six copies of the empty structure. Each structure has two
fields: flags and name. Next, we populate these fields with values:

desc.flags = [ 1, 0, 1, 0, 2, 2]
desc.name = [ 'Operations', 'Predefined', 'Interpolate', $
'Linear', 'Spline', 'Quit' ]

The value of the flags field specifies the role of each button. In this example, the first
and third buttons start a new sub-menu (values are 1), the second and fourth buttons
are plain buttons with no other role (values are 0), and the last two buttons end the
current sub-menu and return to the previous level (values are 2). The value of the
name field is the value (or label) of the button at each level.

base WIDGET_BASE ()
menu = CW_PDMENU (base, desc)
WIDGET_CONTROL, base, /REALIZE

The format of the menu description used by CW_PDMENU in the above example
requires some explanation. CW_PDMENU views a menu as consisting of a series of
buttons, each of which can optionally lead to a sub-menu. The description of each
button consists of a structure supplying its name and aflag field that tells what kind
of button it is (starts a new sub-menu, ends the current sub-menu, or a plain button
within the current sub-menu). The description of the complete menu consists of an
array of such structures corresponding to the flattened menu.
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Compare the description used in the code above with the result shown in the
following figure.

I ] -1
l@ I Operations
= Predefined I

Predefined

Interpolate ¥ Linear

Interpolate P\ Quit

Luit Spline

Figure 3-4: Pulldown menus created with CW_PDMENU.

Menus on Top-Level Bases

A fourth approach to providing menus in your widget application is to attach the
menus directly to the top-level base widget. Menus attached to atop-level base
widget are created just like pulldown menus created from button widgets, but they do
not appear as buttons. Menus created in this way are children of a specia sub-base of
the top-level base, created by specifying the MBAR keyword when the top-level base
is created.

For example, the following code creates a top-level base widget and attaches a menu
titted MENU1 to it. MENU1 contains the choices ONE, TWO, and THREE.

base = WIDGET_BASE (MBAR=Dbar)

menul = WIDGET_BUTTON (bar, VALUE='MENUl', /MENU)
buttonl WIDGET_BUTTON (menul, VALUE='ONE')
button2 WIDGET_BUTTON (menul, VALUE='TWO')
button3 = WIDGET_BUTTON (menul, VALUE='THREE')
draw = WIDGET_DRAW (base, XSIZE=100, YSIZE=100)
WIDGET_CONTROL, base, /REALIZE

Creating Menus Widget Application Programming



Chapter 3: Widget Application Techniques 69

The resulting widget is shown in the following figure:

Y o=k
MEMLI1

Figure 3-5: Menus attached to a top-level base.

Context-Sensitive Menus

Context-sensitive menus (also referred to as context menus or pop-up menus) are
hidden until auser performs an action to display the menu. When summoned, the
appearance of acontext menu is similar to that of amenu created in afloating, modal
base. The behavior of a context menu is the same as that of a menu on a menu bar;
when the user clicks one of the menu’s buttons, a button event is generated and the
menu isdismissed. If the user clicks outside the context menu, it is dismissed without
generating any events.

_iBx
|Eu:unte:-:t benu Test |
Context Menu Test

List selection 1
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List =selection 1

Don | ist selection 2

Figure 3-6: Widget Context Menus.

Widget Application Programming Creating Menus



70

Chapter 3: Widget Application Techniques

By convention, context-sensitive menusin IDL widget applications are displayed
when the user clicks the right mouse button. Several IDL widget primitives — base,
draw, list, table, text, and tree widgets — can be configured to generate events when
this occurs. The mechanism used to generate right mouse button events is different
for draw widgets than for the other types; these differences are discussed below.

Note
Whileit is customary to display context-sensitive menus when the user clicksthe
right mouse button, IDL’s mechanism for displaying the menusis quite general, and
can be invoked under many circumstances. Examplesin this section will discussthe
common usage.

To create a context-sensitive menu in awidget application, do the following:
1. Create a Context Menu
2. Generate and Handle Context Events
3. Display the Context Menu

4. Process Button Events

Create a Context Menu

Context menus are contained within a special base widget created with the
CONTEXT_MENU keyword. A base widget used as the base for a context menu
must have asits parent widget one of the following widget types:

e Basewidget
e Draw widget

e Listwidget

»  Property sheet widget
e Tablewidget

e Text widget

e Treewidget

The process for creating a context menu is similar to that for creating amenu for a
top-level base (a menubar). Create menu entries on the base widget using the
WIDGET_BUTTON function. Context menu entries can display sub-menus (using
the MENU keyword to WIDGET_BUTTON or the CW_PDMENU compound
widget) or appear as separators (using the SEPARATOR keyword to
WIDGET_BUTTON).
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The following code snippet illustrates a very simple context menu attached to a base
widget:

topLevelBase = WIDGET_BASE (/CONTEXT_EVENTS)

contextBase = WIDGET_BASE (topLevelBase, /CONTEXT_MENU)

buttonl = WIDGET BUTTON (contextBase, VALUE='First button')
button2 = WIDGET BUTTON (contextBase, VALUE='Second button')

Generate and Handle Context Events

Generating Right Mouse Button Events

In order to display the context menu at the appropriate time, the widget that serves as
the parent for the context menu base must be configured to generate an event when
the user clicks the right mouse button over that widget. For base, list, property sheet,
table, text, and tree widgets, thisis accomplished by setting the
CONTEXT_EVENTS keyword when creating the widget, or by enabling context
events by setting the CONTEXT_EVENTS keyword to WIDGET_CONTROL. When
auser clicksthe right mouse button over an appropriately configured base, list, text,
or tree widget, awidget event with the following structure is generated:

{WIDGET_CONTEXT, ID:0L, TOP:0L, HANDLER:0L, X:0L, Y:0L,
ROW:0L, COL:0L}

Thefirst threefields are the standard fields found in every widget event. The X and Y
fields give the device coordinates at which the event occurred, measured from the
upper left corner of the base widget. The ROW and COL fields return meaningful
information for table widgets and values of zero (0) for other widgets.

For table widgets, ROW and COL indicate the zero-based index of the cell that was
clicked on when the context menu was initiated. The upper-left data cell has arow
and column index of 0,0. Row and column headers have indices of -1. If the context
menu event takes place outside of all table cells and headers, then both ROW and
COL will have values of -1.

Note
When working with context menu events, it isimportant to notice that the event
structure does not have a TY PE field, so special code is heeded for the property
sheet event handler. Instead of keying off the TY PE field, use the structure’s name.
An exampleis provided in the WIDGET_PROPERTY SHEET “Example” section
in the IDL Reference Guide.
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For draw widgets, button events are handled differently. Set the BUTTON_EVENTS
keyword to WIDGET_DRAW (or the DRAW_BUTTON_EVENTS keyword to
WIDGET_CONTROL) to generate widget events with the following structure:

{ WIDGET_DRAW, ID:0L, TOP:0L, HANDLER:0L, TYPE: 0, X:0L, Y:0L,
PRESS:0B, RELEASE:0B, CLICKS:0, MODIFIERS:0L, CH:0, KEY:0L }

Thefirgt three fields are the standard fields found in every widget event. The X and Y
fields give the device coordinates at which the event occurred, measured from the
lower left corner of the drawing area. PRESS and REL EA SE are bitmasks that
represent which of the left, center, or right mouse button was pressed: that is, avalue
of 1 (one) represents the left button, 2 represents the middle button, and 4 represents
the right button. (See “Widget Events Returned by Draw Widgets’ (IDL Reference
Guide) for a complete description of the WIDGET _DRAW event structure.)

Detecting Right Mouse Button Events

Once the parent widget of your context menu is configured to generate events when
the user clicks the right mouse button, you must detect the eventsin your event
handler routine. For base, list, text, and tree widgets, your event handler should
examine the event structure name to determine the type of event; if the event is of
type WIDGET_CONTEXT, you know that the right mouse button was pressed.

To detect aright mouse button click in a base, list, text, or tree widget (with context
events enabled), use the following test:

IF (TAG_NAMES (event, /STRUCTURE_NAME) EQ 'WIDGET_CONTEXT') THEN
BEGIN

; process event here
ENDIF

For draw widgets, your event handler should examine the WIDGET_DRAW event
structure; if the value of the RELEASE field is equal to four, you know that the right
mouse button was pressed and rel eased.

To detect aright mouse button click in adraw widget (with button events enabled),
use the following test:

IF (event.release EQ 4) THEN BEGIN
; process event here
ENDIF
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Note that in a complex widget application, your event handler may first need to
determine whether the event came from a draw widget. In this case, you may need a
test that looks like this:

IF (TAG_NAMES (event, /STRUCTURE_NAME) EQ 'WIDGET_DRAW') THEN BEGIN
IF (event.release EQ 4) THEN BEGIN
; process event here
ENDIF
ENDIF

Display the Context Menu

When your event handler routine detects a right mouse button click, use the
WIDGET_DISPLAY CONTEXTMENU procedure to display the context menu. This
routine takes as its parameters the widget 1D of the widget for which the context
menu is to be displayed, the X and Y coordinates at which the menu should be
displayed, and the widget 1D of the context menu base widget that holds the context
menu. See “WIDGET_DISPLAY CONTEXTMENU” (IDL Reference Guide) for
additional information.

In all cases, the ID field of the event structure generated by the right mouse button
click contains the widget ID of the widget whose context menu isto be displayed.
Similarly, the event structure contains the location of the mouse click inthe X and Y
fields; in most cases, thisis where you will want to display the context menu.

The following code fragment would display a context menu held in a base widget
whose widget ID is contextBase at the location of the user’s right mouse click:

WIDGET DISPLAYCONTEXTMENU, event.ID, event.X, $
event.Y, contextBase

In asimple application with only one context menu, you know the widget ID of the
context menu base widget to be displayed. In area application, however, it islikely
that more than one context menu exists. See “ Determining Which Context Menu to
Display”, below, for tips on dealing with multiple context menus.

Process Button Events

Once the context menu is displayed, processing eventsthat flow from it isthe same as
processing events from any other menu. The individual buttons that make up the
menu can have event handler routines associated with them; these routines are then
invoked when the user clicks on one of the menu buttons. See the “ Context Menu
Example” below for asimple illustration of menu button event processing.
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Determining Which Context Menu to Display

Inareal application, you may have multiple context menus available to display when
the user right-clicks on different portions of the user interface. One way to handle this
situation isto have your event handler keep track of which context menu should be
displayed for each widget. Consider awidget hierarchy that contains a text widget
and alist widget, both of which have associated context menus:

topLevelBase = WIDGET_BASE (/COLUMN, XSIZE = 120, YSIZE = 80)

wText = WIDGET TEXT (topLevelBase, VALUE="Context Menu Test", $
/CONTEXT_EVENTS)

wList = WIDGET _LIST(topLevelBase, VALUE=['one',K6 'two', 'three'], $
/CONTEXT_EVENTS)

contextBasel = WIDGET_BASE (wText, /CONTEXT_MENU, $
UNAME="tContextMenu")

contextBase2 = WIDGET_ BASE (wList, /CONTEXT_MENU, $
UNAME="1ContextMenu")

Now the application’s event handler, after detecting a right mouse button click with
the

IF (TAG_NAMES (event, /STRUCTURE_NAME) EQ 'WIDGET_CONTEXT')

test, must somehow determine whether the user had clicked on the text widget or the
list widget. To make this determination, you could use the WIDGET _INFO function
to search the widget hierarchy starting with the widget at the top of the event structure
for awidget with the correct UNAME value:

IF (WIDGET_INFO (event.id, FIND_BY UNAME = 'tContextMenu') GT 0) $

THEN BEGIN
WIDGET_DISPLAYCONTEXTMENU, event.id, event.x, event.y, $

WIDGET_ INFO (event.id, FIND_BY_UNAME = 'tContextMenu')
ENDIF
IF (WIDGET_INFO (event.id, FIND_BY_UNAME = 'lContextMenu') GT 0) $

THEN BEGIN
WIDGET_DISPLAYCONTEXTMENU, event.id, event.x, event.y, $
WIDGET_INFO(event.id, FIND_BY UNAME = 'lContextMenu')
ENDIF

While this method will alwayswork, it may involve a substantial amount of code, and
must search the widget hierarchy multiple times to find the widget 1D of the base for
the context menu. If, however, your application has at most one context menu for
each base, draw, list, or text widget, you can streamline the code significantly by
using acommon UNAME value for al of the context menus. For example, if the
definitions of the context menu bases change to this:

contextBasel = WIDGET_ BASE (wText, /CONTEXT_MENU, $
UNAME="contextMenu")
contextBase2 = WIDGET_BASE (wList, /CONTEXT_MENU, $
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UNAME="contextMenu")

then the code detecting and displaying the context menu becomes:

contextBase = WIDGET_INFO (event.ID, FIND_BY_UNAME = 'contextMenu')

WIDGET_DISPLAYCONTEXTMENU, event.ID, event.X, $
event.Y, contextBase

Since the context menu base is a child of the text or list widget, the call to
WIDGET_INFO finds the appropriate base by searching for the UNAME value
“contextMenu”, starting at the widget specified by event. ID.

Context Menu Example

The context menu example defines a simple application with two context menus, one
each for alist widget and atext widget. When a menu item on one of the context
menus is selected, IDL prints an informational message.

Example Code
Seethefile context_menu_example.pro inthe examples/doc/widgets
subdirectory of the IDL distribution for the example code. Run this example
procedure by entering context_menu_example at the IDL command prompt or
view thefilein an IDL Editor window by entering . EDIT
context_menu_example.pro. See"Running the Example Code” on page 15 if
IDL does not run the program as expected.

Example Code
Additional examples using the context menu in various situations can be found in
the examples/doc/widgets subdirectory of the IDL distribution:

context_tlbase_example.pro

context_draw_example.pro
context_list_example.pro
context_text_example.pro
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Widget Sizing

This section explains how IDL widgets size themselves, widget geometry concepts,
and how to explicitly size and position widgets.

Widget Geometry Terms and Concepts

Widget size and layout is determined by many interrelated factors. In the following
discussion, the following terms are used:

e Geometry: The size and position of awidget.

* Natural Sze: The natural, or implicit, size of awidget isthe size awidget has
if no external constraints are placed on it. For example, alabel widget hasa
natural sizethat is determined by the size of thetext it is displaying and space
for margins. These values are influenced by such things as the size of the font
being displayed and characteristics of the low-level (i.e., operating-system
level) widget or control used to implement the IDL widget.

* Explicit Sze: The explicit, or user-specified, size of awidget is the size set
when an IDL programmer specifies one of the size keywordsto an IDL widget
creation function or WIDGET_CONTROL.

Note
To retrieve information about the geometry of an existing widget, use the
GEOMETRY keyword to the WIDGET _INFO function.

How Widget Geometry is Determined

IDL uses the following rules to determine the geometry of awidget:

* Theexplicit size of awidget, if oneis specified, takes precedence over the
natural size. That is, the user-specified sizeis used if available.

* If an explicit sizeis not specified, the natural size of the widget—at the time
the widget is realized—is used. Once redlized, the size of awidget does not
automatically change when the value of the widget changes, unless the
widget's dynamic resize property has been set. Dynamic resizing is discussed
in more detail below. Note that any realized widget can be made to change its
size by calling WIDGET_CONTROL with any of the sizing keywords.
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e Children of a“bulletin board” base (i.e., a base that was created without setting
the COLUMN or ROW keywords) have an offset of (0,0) unless an offset is
explicitly specified viathe XOFFSET or YOFFSET keywords.

*  The offset keywords to widgets that are children of ROW or COLUMN bases
areignored, and IDL calculatesthe offsetsto lay the children out in agrid. This
calculation can be influenced by setting any of the ALIGN or BASE_ALIGN
keywords when the widgets are created.

Dynamic Resizing

Realized widgets, by default, do not automatically resize themsel ves when their
values change. Thisistrue whether the widget was created with an explicit size or the
widget was allowed to size itself naturally. This behavior makesit easy to create
widget layoutsthat don’t change size too frequently or “flicker” dueto small changes
in awidget’s natura size.

This default behavior can be changed for label, button, and droplist widgets. Set the
DYNAMIC_RESIZE keyword to WIDGET _LABEL, WIDGET_BUTTON, or
WIDGET_DROPLIST to make awidget that automatically resizes itself when its
value changes. Note that the X SIZE and Y SIZE keywords should not be used with
DYNAMIC_RESIZE. Setting explicit sizing values overrides the dynamic resize
property and creates a widget that will not resize itself.

Explicitly Specifying the Size and Location of
Widgets

The XSIZE (and SCR_XSIZE), Y SIZE (and SCR_Y SIZE), XOFFSET, and
YOFFSET keywords, when used with a standard base widget parent (a base created
without the COLUMN or ROW keywords—also called a“bulletin board” base),
allow you to specify exactly how the child widgets should be positioned. Sometimes
thisisavery useful option. However, in general, it is best to avoid this style of
programming. Although these keywords are usually honored, they are merely hintsto
the widget toolkit and might be ignored.

Note
Draw widgets are the exception to this recommendation. In almost all cases, you
will want to set the size of draw widgets explicitly, using the sizing keywords.

Explicitly specifying the size and offset makes a program inflexible and unableto run
gracefully on various platforms. Often, alayout of thistype will look good on one
platform, but variationsin screen size and how the toolkit works will cause widgets to
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overlap and not ook good on another platform. The best way to handle this situation
isto use nested row and column bases to hold the widgets and | et the widgets arrange
themselves. Such bases are created using the COLUMN and ROW keywordsto the
WIDGET_BASE function.

Sizing Keywords

When explicitly setting the size of awidget, IDL allows you to control three aspects
of the size:

* Thevirtual sizeisthe size of the potentially viewable area of the widget. The
virtual size may be larger than the actual viewable area on your screen. The
virtual size of awidget is determined by either the widget's value, or the
XSIZE and Y SIZE keywords to the widget creation routine.

» Theviewport sizeisthe size of the viewable area on your screen. If the
viewport sizeis smaller than the virtual size, scroll bars may be present to
alow you to view different sections of the viewable area. When creating
widgetsfor which scroll bars are appropriate, you can add scroll bars by setting
the either SCROLL keyword or the APP_SCROLL keyword to the widget
creation routine. (For information on the difference, see “ Scrolling Draw
Widgets’ on page 113.) You can explicitly set the size of the viewport area
using the X_SCROLL_SIZE and Y_SCROLL_SIZE keywords when creating
base, draw, and table widgets.

* Thescreen sizeisthe size of the widget on your screen. You can explicitly
specify a screen size using the SCR_XSIZE and SCR_Y SIZE keywordsto the
widget creation routine. Explicitly-set viewport sizes (set with
X _SCROLL_SIZE or Y_SCROLL_SIZE) areignored if you specify the
screen size.

The following code shows an example of the WIDGET_DRAW command:

draw = WIDGET_DRAW (base, XSIZE=384, YSIZE=384,$S
X_SCROLL_SIZE=192, Y_SCROLL_SIZE = 192, SCR_XSIZE=200)
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Thisresultsin the following:

Screen Size (SCR_XSIZE)
| |

— I 1
N 9 [ ]
7‘) &
i ﬁ ‘
e ! ;
X £ -l
o Iy
> T
8 1=
@ _ L‘AJL; 3 4
5 — 5
>

Virtual Size (XSIZE & YSIZE)

Figure 3-7: Visual description of widget sizes.

In this case, the XSIZE and Y SIZE keywords set the virtual size to 384 x 384 pixels.
TheX_SCROLL_SIZEandY_SCROLL_SIZE keywords set the viewport sizeto 192
x 192 pixels. Finaly, the SCR_XSIZE keyword overridesthe X_SCROLL_SIZE
keyword and forces the screen size of the widget (in the X-dimension) to 200 pixels,
including the scroll bar.

Controlling Widget Size after Creation

A number of keywords to the WIDGET_CONTROL procedure allow you to change
the size of awidget after it has been created. (You will find alist of the keywords to
WIDGET_CONTROL that apply to each type of widget at the end of the widget
creation routine documentation.) Note that keywordsto WIDGET _CONTROL may
not control the same parameters as their counterparts associated with widget creation
routines. For example, while the XSIZE and Y SIZE keywords to WIDGET_DRAW
control the virtual size of the draw widget, the XSIZE and Y SIZE keywords to
WIDGET_CONTROL (when called with the widget ID of a draw widget) control the
viewport size of the draw widget. See the IDL Reference Guide for details.
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Units of Measurement

You can specify the unit of measurement used for most widget sizing operations.
When using awidget creation routine, or when using WIDGET_CONTROL or
WIDGET_INFO, set the UNITS keyword equal to O (zero) to specify that all
measurements are in pixels (thisisthe default), to 1 (one) to specify that all
measurements are in inches, or to 2 (two) to specify that all measurements arein
centimeters.

Note
The UNITS keyword does not affect al sizing operations. Specificaly, the value of
UNITSisignored when setting the XSIZE or Y SIZE keywordsto WIDGET _LIST,
WIDGET_TABLE, or WIDGET_TEXT.

Finding the Size of the Screen

When creating the top-level base for an application, sometimesit is useful to know
the size of the screen. Thisinformation is available viathe GET_SCREEN_SIZE
function. GET_SCREEN_SIZE returns atwo-element floating-point array specifying
the size of the screen, in pixels. See “GET_SCREEN_SIZE” (IDL Reference Guide)
for details.

Preventing Layout Flicker

After awidget hierarchy has been realized, adding or destroying widgets in that
hierarchy causes IDL to recalculate and set new geometries for every widget in the
hierarchy. When a number of widgets are added or destroyed, these calculations
occur between each change to the hierarchy, resulting in unpleasant screen “flashing”
asthe user sees abrief display of each intermediate widget configuration. This
behavior can be eliminated by using the UPDATE keyword to WIDGET_CONTROL.

The top-level base of every widget hierarchy has an UPDATE attribute that
determines whether or not changes to the hierarchy are displayed on screen. Setting
UPDATE to 0 turns off immediate updates and allows you to make alarge number of
changesto awidget hierarchy without updating the screen after each change. After all
of your changes have been made, setting UPDATE to 1 causes the final widget
configuration to be displayed on screen.

For example, consider the following main-level program that realizes an unmapped
base, then adds 200 button widgets to the previoudy-realized base:

time = SYSTIME (1)
b = WIDGET_BASE (/COLUMN, XSIZE=400, YSIZE=400, MAP=0)
WIDGET_CONTROL, b, /REALIZE
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FOR i = 0, 200 DO button = WIDGET_BUTTON (b, VALUE=STRING (1))
WIDGET_CONTROL, b, /MAP

PRINT, 'time used: ', SYSTIME(1l) - time

END

This program takes approximately 1.5 seconds to run on a Red Hat linux workstation.
If the base had been mapped, the user would see the base “flashing” as each button
was added to the base. Altering the example to use the UPDATE keyword reduces the
execution time to approximately 0.1 seconds and eliminates the flashing:

time = SYSTIME (1)
b = WIDGET_BASE (/COLUMN, XSIZE=400, YSIZE=400, MAP=0)
WIDGET_CONTROL, b, /REALIZE, UPDATE=0
FOR i = 0, 200 DO button = WIDGET_BUTTON (b, VALUE=STRING (i))
WIDGET_CONTROL, b, /MAP, /UPDATE
PRINT, 'time used: ', SYSTIME(l) - time
END
Note
Do not attempt to resize awidget on the Windows platform while UPDATE is

turned off. Doing so may prevent IDL from updating the screen properly.
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Tips on Creating Widget Applications

The following are some ideas to keep in mind when writing widget applicationsin
IDL.

*  When writing new applications, decompose the problem into sub-problems
and write reusable compound widgets to implement them. In thisway, you will
build a collection of reusable widget solutionsto general problems instead of
hard-to-modify, monolithic programs.

e Usethe GROUP_LEADER keyword to WIDGET_BA SE to define the
rel ationships between parts of your application. Group leadership/membership
relationships make it easy to group widgets appropriately for iconization,
layering, and destruction.

¢ Usethe MBAR keyword to WIDGET_BASE to create application-specific
menubars. Use keyboard focus events to track which widget menu options
should affect.

»  Useexisting compound widgets when possible. In particular, use the
CW_BGROUP and CW_PDMENU compound widgetsto create menus. These
functions are easier to use than writing the menu code directly, and your intent
will be more quickly understood by others reading your code.

*  The many advantages of the XMANAGER procedure dictate that all widget
programs should useit. There are few if any reasonsto call the
WIDGET_EVENT procedure directly.

e Use CATCH to handle any unanticipated errors. The CATCH branch can free
any pointers, pixmaps, logical units, etc., to which the calling routine will not
have access, and restore | DL session-wide settings like color tables and system
variables that were locally modified.

e It can be difficult to write 100% portable widget code that looks good on all
platforms, so let IDL do the layout for you when possible. If al elsefails, itis
possible to use the value of the WIDGET_INFO function to execute special-
case code for each platform’s user interface toolkit. It is desirable, however, to
avoid large-scal e special-case programming because this makes maintenance
of the finished program more difficult. See “ Portability Issues’ below for
additional suggestions.

e Usethe BITMAP keyword to WIDGET_BA SE to add a custom icon to your
base widget (Windows platform only).
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Portability Issues

Although IDL widgets are essentially the same on all supported platforms, there are
some differences that can complicate writing applications that work well everywhere.
The following hints should help you write such applications:

Avoid specifying the absolute size and location of widgets whenever possible.
(That is, avoid using the XSIZE, Y SIZE, XOFFSET, and YOFFSET
keywords.) The different user interface toolkits used by different platforms
create widgets with slightly different sizesand layouts, so it is best to use bases
that order their child widgetsin rows or columns and stay away from explicit
positioning. If you must use these keywords, try to isolate the affected widgets
in a sub-base of the overall widget hierarchy to minimize the overall effect.

When using a bitmap to specify button labels, be aware that some toolkits
prefer certain sizes and give sub-optimal results with others.

Try to placetext, label, and list widgets in locations where their absolute size
can vary without making the overall application look bad. The fonts used by
the different toolkits have different physical sizes that can cause these widgets
to have different proportions.

It is reasonably easy to write applications that will work in all environments without
having to resort to much special-case programming. It is very helpful to have a
machine running each environment available so that the design can be tested on each
iteratively until a suitable layout is obtained.

Note

Also see “Widgetsin Cross-Platform Programs’ on page 172 for additional
information.
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Enhancing Widget Application Usability

Implementing features such as tabbing and keyboard accel erators into applications
that require extensive user-interaction with widget elements can improve application
usability. This allows power-users to quickly make selections and initiate actions
using the keyboard instead of the mouse. See the following sections for details:

e “Tabbing in Widget Applications’ in the following section describes the
tabbing functionality and the differencesin this functionality between
platforms.

« “Assigning Acceleratorsin Widget Applications’ on page 92 describes
implementing keyboard accelerators for button widgets including menu items.

Tabbing in Widget Applications

Microsoft Windows and UNIX platforms support using the Tab key to navigate
between IDL widgets (except draw widgets, label widgets and property sheet widgets
on Windows). Under Windows, the TAB_MODE keyword determines how IDL
widgets are affected by tabbing in an application. Under UNIX, the Motif library
controls what widgets can receive and lose focus through tabbing. The TAB_MODE
keyword is ignored when running a widget application on the UNIX platform.

Note
It is not possible to tab to disabled (SENSITIVE=0) or hidden (M AP=0) widgets.
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The following table highlights other differencesin tabbing functionality between the

two platforms.

Widget

Description

WIDGET_BUTTON
(Grouped, exclusive
button widgets, also
known asradio
buttons)

On Windows — radio buttons can receive and lose
focus through tabbing as long as there is a selected
button within the group. Use the arrow keysto
change the selection within the group.

On UNIX — the Matif library controls tabbing
functionality.

WIDGET_BUTTON
(Grouped, non-
exclusive button
widgets also known as
check boxes)

On Windows — toggle buttons (or check boxes) can
individually receive and | ose focus through tabbing.
Use the Space key to select or deselect a check box.

On UNIX — the Motif library controls tabbing
functionality.

WIDGET_DROPLIST

On Windows — droplist widgets can receive and lose
focus through tabbing.

On UNIX — the Matif library controls tabbing
functionality.

WIDGET_TABLE

On Windows — table widgets can receive and lose
focus through tabbing, but the focusis not clearly
depicted.

On UNIX — the Motif library controls tabbing
functionality.

Table 3-1: Tabbing Behavior in Windows and UNIX
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Widget Description

WIDGET_TEXT * On Windows — text widgets can receive and lose
focus through tabbing. When a text widget can lose
focus via tabbing, keypress events are not generated
for the Tab key and tab characters are not inserted
into the text field.

* On UNIX — tabbing behavior is controlled by the
Motif library, and may vary from platform to
platform. For single-line text widgets, the value of
the TAB_MODE keyword isignored, keypress
events are not generated for the Tab key, and tab
characters are not inserted into the text field. For
multi-line text widgets, the behavior is the same as
under Windows.

WIDGET_TREE * On Windows — tree widgets can receive and lose
focus through tabbing. Use the arrow keys to select
higher or lower level nodes.

e On UNIX — the Motif library controls tabbing
functionality.

Table 3-1: Tabbing Behavior in Windows and UNIX
Widget Applications (Continued)

Note
WIDGET_LABEL, WIDGET_PROPERTY SHEET, WIDGET_DRAW, and menu-
related widgets do not support receiving or losing focus through tabbing. See the
TAB_MODE keyword for each widget in the IDL Reference Guide for special
behavior and navigation notes.

Defining Tabbing Behavior in a Windows Application
The TAB_MODE keyword provides control over tabbing behavior in a Windows

application. This keyword controls navigation by specifying how a given widget
should respond to the Tab key.
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Allowable values are:

Value Description

0 Disable navigation onto or off of the widget. Thisisthe default
unless the TAB_MODE has been set on a parent base. Child
widgets automatically inherit the tab mode of the parent base as
described in “Inheriting the TAB_MODE Value” on page 88.

1 Enable navigation onto and off of the widget.
2 Navigate only onto the widget.
3 Navigate only off of the widget.

Table 3-2: TAB_MODE Keyword Options

Note
Widgetsincluding top level bases have a TAB_MODE value of zero by default.

Note
In widget applications on the UNIX platform, the Motif library controls what
widgets are brought into and rel eased from focus using tabbing. The TAB_MODE
keyword value is always zero, and any attempt to change it isignored when running
awidget application on the UNIX platform. Tabbing behavior may vary
significantly between UNIX platforms; do not rely on a particular behavior being
duplicated on al UNIX systems.

Many compound widgets also support the TAB_MODE keyword. See each CW_*
widget in the IDL Reference Guide for more information.

Navigation Among Widgets Using Tabbing

Navigation among widgets follows the widget hierarchy. Although it is not possible
to specify atab order, the widget tree hierarchy provides anatural progression among
the widgets. Traversal is depth-first, meaning that once a widget receives focus
through tabbing, additional tabbing will navigate through the interior nodes of the
widget if possible before traversing to the next widget.

The TAB_MODE is either inherited from a parent base or explicitly set on awidget.
However, to understand the effective range of a TAB_ MODE setting, the
TAB_MODE keyword value and the current focus must be considered.
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e Setting TAB_MODE on atop level base— this setting isinherited by all lower
level bases and child widgets on which TAB_MODE is not explicitly set.

e Setting TAB_MODE on an intermediate base — this setting is inherited by
child widgetsif TAB_MODE is not explicitly set on awidget. For example, if
the top level base TAB_MODE=0, but the base associated with a group of
buttons hasa TAB_MODE=1, then when any of the buttonsin the group is
selected, tabbing will navigate among the buttons. If focus is anywhere other
than on this base’s elements, tabbing is disabled.

e Setting TAB_MODE on awidget — this setting affects tabbing capabilities
only when the widget has focus. For example, if the parent base has a
TAB_MODE=1 (enabling tabbing), but aslider widget hasa TAB_MODE=3,
then the slider cannot receive focus through tabbing, it can only lose focus.

Note
Depressing the Tab key navigates down the widget hierarchy or to the right.
Depressing Shift+Tab navigates up the widget hierarchy or to the left.

Specifying and Inheriting TAB_MODE

The TAB_MODE keyword is allowed in most widget creation routines with the
exception of WIDGET_LABEL, WIDGET_PROPERTY SHEET, and
WIDGET_DRAW. The TAB_MODE keyword also cannot be explicitly set for the
following widgets.

»  Grouped, exclusive button widgets (radio buttons)

* Menuitems or menu bases
Attempting to set TAB_MODE on these widgets will generate an error.
Inheriting the TAB_MODE Value

Tabbing behavior isinherited from aWIDGET_BASE. When TAB_MODE is set on
abase widget, child widgetsinherit the setting when they are created. This providesa
quick way of enabling or disabling tabbing for all widgets belonging to abase. Thisis
especially useful for widgets that do not directly support the TAB_MODE keyword.
For example, attempting to set TAB_MODE for exclusive, grouped button widgets
(radio buttons) will generate an error. Setting the tab mode on the parent base passes
the specified tabbing functionality along to all widget children on that base. In the
following code, the base (base) is defined as one which can receive and lose focus
through tabbing. The child widgets (b1, b2, and b3) inherit this setting and will
receive and lose focus through tabbing as well.
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Note
See the following section for the complete, working example.

; Define a base for the radio buttons.
base = WIDGET_BASE(tlb, /COLUMN, /FRAME, /EXCLUSIVE, TAB_MODE = 1)

bl = widget_button( base, $

value = "MorphOpen" , UVALUE="Open")
b2 = widget_button( base, $

value = "MorphClose" , UVALUE="Close")
b3 = widget_button( base, $

value = "Dilate ", UVALUE="Dilate")

; Set button one as selected.
WIDGET_CONTROL, bl, /SET_BUTTON

Use WIDGET_CONTROL to make an initial selection within the group of radio
buttons. This needsto be set before the group can receive focus through tabbing.

Note
For a child widget to receive focus through tabbing, the parent base must have a
value of TAB_MODE=1 (receive and lose focus) or TAB_ MODE=2 (only receive
focus). A parent base witha TAB_MODE=0 or TAB_MODE=3 insulates child
widgets from receiving focus. Only when focusis on the child widget would the
child'sindividual TAB_MODE value be in effect.

Specifying TAB_MODE Values for Individual Widgets

The tab mode of the parent base is inherited by child widgets, but it is possible to
control what widgets can receive or lose focus by specifying different TAB_MODE
values on lower-level bases or individual widgets. For example, consider atop level
base populated with a group of radio buttons, a group of check boxes, and a slider
widget. The top level base has TAB_MODE=1, meaning that this base, and all
widgets that inherit the setting from the base, will be able to receive and lose focus
through tabbing. However, the TAB_MODE of the slider widget is explicitly set to 3
meaning that it can lose, but not receive focus. This excludes the widget from
receiving focus when navigating the widget hierarchy. However, when focusison a
widget with a TAB_MODE keyword value of 3, and the Tab key is depressed, focus
leaves the current widget and returns to the first widget that accepts focus through
tabbing. The following simple example illustrates these concepts.

pro tabbing_example_event, event

; Return and print the uvalue of the widget with focus.
WIDGET_CONTROL, event.ID, GET_UVALUE = uvalue
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PRINT, 'Event on: ', UVALUE
end
pro tabbing_example

; Create a top level base. Specify a tab mode that allows child
; widgets to receive and lose focus (TAB_MODE=1).
tlb = WIDGET_BASE (/COLUMN, TITLE = "Tabbing Example", $

XPAD=0, YPAD=10, XOFFSET=25, YOFFSET=25, TAB_MODE=1)

; Create a base with radio buttons that inherits the ability

; to receive and lose focus through tabbing from parent tlb. This
; setting is also inherited by widget children of rbase.

rbase = WIDGET_BASE(tlb, /COLUMN, /FRAME, /EXCLUSIVE)

rbl = WIDGET_BUTTON (rbase, VALUE = "MorphOpen", UVALUE = "Open")
rb2 = WIDGET_BUTTON (rbase, VALUE = "MorphClose", UVALUE = "Close")
rb3 = WIDGET_ BUTTON (rbase, VALUE = "Dilate", UVALUE = "Dilate")

; Mark the first button as selected to enable tabbing to the
; group of radio buttons.
WIDGET_CONTROL, rbl, /SET_BUTTON

; Create a base with check boxes that inherits the ability to

; receive and lose focus through tabbing from tlb. This setting
; 1s also inherited by widget children of cbase.

cbase = WIDGET_ BASE(tlb, /COLUMN, /FRAME, /NONEXCLUSIVE)

bl = WIDGET_BUTTON (cbase, $

VALUE = "Structuring Element: 3x3", UVALUE = "se3x3")
b2 = WIDGET_BUTTON (cbase, $
VALUE = "Structuring Element: 5x5", UVALUE = "sebx5")

; Create a slider widget. Set the tab mode so that it can
; lose focus, but not receive focus through tabbing.
slider = WIDGET_ SLIDER(tlb, UVALUE = 'slider', TAB_MODE=3)

; Draw the widgets and activate events.
WIDGET_CONTROL, tlb, /REALIZE
XMANAGER, 'tabbing_example', tlb, /NO_BLOCK

end
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Save and run the above code. Thisresultsin a group of widgets similar to the
following figure.
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Figure 3-8: Navigating Widget Hierarchies Using Tabbing

Select aradio button or check box and then depress the Tab key to navigate between
these widgets. With the mouse select and move the sider. Press the Tab key and the
focus shifts to the group of radio buttons.

On Windows, use the arrow keys to navigate among the radio button options. Tab to
the check boxes. Depress the Space key to select or deselect a check box. Use the
Tab key to navigate through the check box options. Once the slider has focus, the
arrow keys, Page Up and Page Down keys can be used to move the slider marker.

On UNIX, the TAB_MODE keyword isignored. The arrow keys can be used to
navigate between radio buttons, check boxes, and move the slider marker.

Modifying and Accessing the TAB_MODE Keyword

The TAB_MODE keyword value can be changed using WIDGET _CONTROL and
queried using WIDGET_INFO. A change made to TAB_MODE using
WIDGET_CONTROL affects only the widget for which the change is explicitly
made. If changed on awidget base, the change is not propagated to the child widgets
that have already been created. Use WIDGET_CONTROL to change the
TAB_MODE value of any widget that supports the TAB_MODE keyword.

For example, if the TAB_MODE keyword val ue of the top level baseis changed from
1 to O after child widgets have been created, tabbing will still be enabled for any
applicable child bases or widgets when they have focus.
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WIDGET_ CONTROL, tlb, TAB_MODE=0

Use WIDGET_INFO to return any widget's TAB_MODE keyword value. For
example, the following returns the keyword value of aslider widget, s1ider.

; Query the tabbing capabilities of a slider widget.
vtabmode = WIDGET INFO(slider, /TAB_MODE)
print, vtabmode

Note
In widget applications on the UNIX platform, the Motif library controls what
widgets are brought into and released from focus using tabbing. The TAB_MODE
keyword value is always zero, and any attempt to change it isignored when running
awidget application on the UNIX platform. Tabbing behavior may vary
significantly between UNIX platforms; do not rely on a particular behavior being
duplicated on al UNIX systems.

Assigning Accelerators in Widget Applications

Keyboard accel erators allow the user to activate button widget events using keyboard
key combinations instead of the mouse. On Windows platforms, accelerators can be
defined for menu items and various types of WIDGET_BUTTON. Note, however,
that:

e UNIX and Macintosh platforms support only menu item accelerators

» context menu items do not support accelerators on any platform

Note
Ordinarily, accelerators are processed before keyboard events reach awidget. This
can cause button accelerators to steal keyboard events from widgets that have focus.
If you find that thisis an issue, see “Disabling Button Widget Accelerators’ on

page 97.

Successfully Implementing Keyboard Accelerators

The following tips should be kept in mind when adding accelerators to button
widgets.

« Additional work is required to enabl e accelerators using the Alt key to work on
Mac. To get the Apple (command) key to function as the Alt key, see
“Enabling Alt Key Accelerators on Macintosh” on page 93.
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* When an accelerator isimplemented, it intercepts keyboard events before they
are passed to the widgets. Widgets will never see keyboard events that are
mapped to accelerators unless the accelerator is disabled as described in
“Disabling Button Widget Accelerators’ on page 97. For example, if Ctrl1+Cis
mapped to a button that creates a contour plot, the key combination will no
longer perform the copy function.

Note
Under Sun operating systems, the Delete key will not function asan
accelerator if awidget has keyboard focus.

* Bemindful of the inherent operating system keyboard combinations when
choosing your accelerators. For example, avoid a Ctrl+Alt+Del accelerator for
an application run on the Windows platform.

» To support the greatest cross-platform portability, consider avoiding mapping
function keys F9 to F12 for the following reasons:

e Sun operating systems have the F11 and F12 keys mapped to SunF36 and
SunF37. Attempting to reassign them can be problematic.

e Mac OS 10.3 with Expose uses F9, F10, F11. Additionally, I nsert and Alt
may be unavailable.

Enabling Alt Key Accelerators on Macintosh

Two steps are required to enable accel erators that use the Alt key to work with the
Macintosh Apple key (also known asthe Command key):

1. Createa .xmodmap file in your home folder and add the following three lines
toit:

clear modl
clear mod2
add modl = Meta_L

When Apple's X11 program starts, thisfile will automatically be read, and the
Apple key will be mapped to the left metakey 3, which for IDL's purposesis
the Alt key. (Windows Alt key accelerators are mapped to the Macintosh
Apple key, not the Option (alt) key.)

2. Run Apple's X11 program and changeits preferences. Under I nput in the X11
Preferences dialog, make sure that the following two items are unchecked:

* Follow system keyboard layout
» Enable key equivalents under X11
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Note
You must relaunch Apple’'s X11 program for these changes to take effect.

Performing these two stepswill also have the benefit of making the IDL Workbench's
keyboard shortcuts operate in the normal Macintosh fashion. Namely, pressing the
Apple (3 key) in conjunction with X, C, and V will perform cut, copy and paste.
The IDL Workbench's other shortcuts will also work. If you distribute your
application to other Macintosh users, they too will need to have an appropriate

. xmodmap and correct X11 Preferences dialog settings in order for Alt key
accelerators to work.

Specifying WIDGET_BUTTON Accelerators

The ACCELERATOR keyword assigns akey combination that activates amenu item
or button event. The value of the keyword is a case-insensitive string that specifies
zero or more modifier keys (Ctrl, Shift, or Alt) and one other key. (Mac users must
take specia stepsto enable Alt key accelerators. See “Enabling Alt Key Accelerators
on Macintosh” on page 93 for details.) If there is more than one item in the string, a
“+” must separate them. For example:

base WIDGET_BASE( tlb, /COLUMN, /FRAME )
bRun = WIDGET_BUTTON( base, VALUE = "Run", ACCELERATOR = "F5" )
bPause = WIDGET_BUTTON( base, VALUE = "Pause", $
ACCELERATOR = "Ctrl+F5" )
bResume = WIDGET BUTTON( base, VALUE = "Resume", $
ACCELERATOR = "Ctrl+Shift+F5" )

The valid combinations are:

Accelerator Keys Description

Ctrl, Shift, or Alt plus | A modifier key plus any alphabetic character, A-Z
an alphanumeric key (which is case-insensitive), or a number, 0-9, creates a
valid accelerator.

Ctrl, Shift, or Alt plusa | A modifier key plus any key on the number pad can be
number pad key used as an accelerator The NumL ock key must be
activated for any accelerator using number pad keys to
function properly.

Note - On Windows only, a keyboard accelerator using
the Shift key and a number key on the number pad will
not work.

Table 3-3: Valid ACCELERATOR Keyword Combinations
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Accelerator Keys

Description

Ctrl, Shift, or Alt plus
the Back Space, Tab or

Space key

These miscellaneous keys need a modifier key in the
accelerator definition.

Navigation keys (Home,

The navigation keys do not require a modifier in the

End, PageUp, accelerator definition. Prior and PageUp are equivalent
PageDown, Up, Down, | asare Next and PageDown. Up, Down, L eft, and Right
L eft, Right) map to the arrow keys.

Function keys (F1to Function keys do not need a modifier key in the

F12) accelerator definition. However, not all platforms

support the use of al function keys as accelerators. See
“Successfully Implementing Keyboard Accelerators’ on
page 92 for details.

Return, Escape, Insert,
Del keys

These miscellaneous keys do not need amodifier key in
the accelerator definition. You must specify Return in
the accelerator definition to indicate the Enter key on
Windows. You must specify Del in the accelerator
definition to indicate the Delete key.

Table 3-3: Valid ACCELERATOR Keyword Combinations (Continued)

Note

Accelerators can be defined for menu items and other types of WIDGET_BUTTON
on Windows. However, UNIX supports only menu item accelerators. Context menu

items do not support accelerators on any platform.

When an accelerator is defined for amenu item, the ACCELERATOR keyword string
is automatically displayed next to the menu item value. The ACCELERATOR
keyword string is not included with a button value. Therefore, the VALUE keyword
of aWIDGET_BUTTON that is not amenu item should also indicate the accel erator
keyboard shortcut so that the user is aware of the option.

The following simple example creates avariety of WIDGET_BUTTON types with
accelerators.

; AcceleratorExample.pro
; Example of the use of keyboard accelerators.

pro acceleratorexample_event, event
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WIDGET_CONTROL, event.ID, GET_UVALUE = uvalue

PRINT, 'Event on: ', uvalue

IF ( uvalue EQ 'Quit' ) THEN BEGIN
WIDGET_CONTROL, event.TOP, /DESTROY

END

end

pro AcceleratorExample

tlb = WIDGET_BASE( /ROW, $
MBAR = mbar, TITLE = "Accelerator Example", $

XPAD = 10, YPAD = 10, XOFFSET = 25, YOFFSET = 25 )

; Create a menu with accelerators. The accelerator string is
; automatically displayed along with the menu item text.

file = WIDGET_BUTTON( mbar,
VALUE = "File" )

one = WIDGET_BUTTON( file, $

/MENU, $

VALUE = "One", UVALUE = "One", $

ACCELERATOR = "Ctrl+1l" )

two = WIDGET_BUTTON( file, $

VALUE = "Two", UVALUE = "Two", $

ACCELERATOR = "Ctrl+2" )

three = WIDGET_BUTTON( file,
VALUE = "Three", UVALUE =
ACCELERATOR = "Ctrl+3" )

quit = WIDGET_BUTTON( file,
VALUE = "Quit", UVALUE =
ACCELERATOR = "Ctrl+Q" )

"Three", $

"Quit", ¢

; Create a base with push buttons. Include the accelerator
; text in the button value so users are aware of it.
base = WIDGET_BASE( tlb, /COLUMN, /FRAME )

bl = WIDGET_BUTTON( base, $

VALUE = "Affirmative (Ctrl+Y)", UVALUE = "Yes", $

ACCELERATOR = "Ctrl+y" )

b2 = WIDGET_BUTTON( base, $

VALUE = "Negative (Ctrl+N)",

ACCELERATOR = "Ctrl+N" )

UVALUE = "No", $

; Create a base with radio buttons.
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base = WIDGET_BASE( tlb, /COLUMN, /FRAME, /EXCLUSIVE )

bl = widget_button( base, $
VALUE = "Owl (Ctrl+0O)", UVALUE = "Owl", $
ACCELERATOR = "Ctrl+0" )

b2 = WIDGET_BUTTON( base, $
VALUE = "Emu (Shift+E)", UVALUE = "Emu", $
ACCELERATOR = "Shift+E" )

b3 = WIDGET_BUTTON( base, $
VALUE = "Bat (Alt+B)", UVALUE = "Bat", $
ACCELERATOR = "Alt+B" )

; Create a base with check boxes.
base = WIDGET_BASE( tlb, /COLUMN, /FRAME, /NONEXCLUSIVE )

bl = WIDGET_BUTTON( base, $
VALUE = "Hello (F3)", UVALUE = "Hello", $
ACCELERATOR = "F3" )

b2 = WIDGET_BUTTON( base, $
VALUE = "Goodbye (F4)", UVALUE = "Goodbye", $
ACCELERATOR = "F4" )

; Create the widgets and accept events.
WIDGET_CONTROL, tlb, /REALIZE
XMANAGER, 'acceleratorexample', tlb, /NO_BLOCK

end

Save and run the example. The Output Log window reports which button has been
activated using the accel erator.

Note
Menu item accelerators are only operational when the menu is closed.

Disabling Button Widget Accelerators

Keyboard events are intercepted by the accelerators before they are passed along to
widgets. This means that awidget will never see akeyboard event that mapsto an
accelerator. This can be resolved using one of the following methods:

e Usethe|GNORE_ACCEL ERATORS keyword on those widgets that you want
to receive keyboard input regardless of defined accelerators. Thisisthe
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recommended method. See “Using IGNORE_ACCELERATORS’ on page 98
for details.

» Disablethe accelerated item by programmatically desensitizing the item when
the widget that you want to receive events gains focus, and resensitize the item
when the widget loses focus. This allows the keystrokes that would ordinarily
map to the accelerator to reach the desired widget when it has focus.

Using IGNORE_ACCELERATORS

The IGNORE_ACCELERATORS keyword is available on the following widgets:
¢ WIDGET_COMBOBOX
« WIDGET_DRAW
*  WIDGET_PROPERTY SHEET
» WIDGET_TABLE
WIDGET_TEXT

For each widget with atext area, accelerator overrides are active only when focusis
on an editable text portion. (Accelerator overrides for draw widgets are active when
the drawing area hasfocus.) For example, when the focusison atable cell that cannot
be edited, accelerators are still enabled.

Note
Depending on system hardware, the number of widgets that have accelerators, and

the number of acceleratorsignored, you may notice a dight performance penalty.

Set the IGNORE_ACCELERATORS equal to the text string of a single accelerator,
an array containing multiple accelerator strings, or 1 (to ignore al accelerators).

Managing Accelerators Example

The following example shows various ways accel erators can be managed. This
example creates several menu items with accelerators. Three text boxes either allow
all accelerators, some accelerators or no accelerators to receive keyboard events.
Additionally you can select a checkbox to desensitize the Delete menu item. When
the menu item is desensitized, the accd erator never receives keyboard events.

PRO manage_accel, event
END

PRO quit_event, event
WIDGET_CONTROL, event.top, /DESTROY
END
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PRO menu_event, event
PRINT, WIDGET_INFO( event.id, /UNAME )
END

PRO menu_sense_event, event
deleteltem = WIDGET_ INFO( event.top, FIND_BY_UNAME ="MenuDel" )
WIDGET_CONTROL, deleteltem, SENSITIVE = event.select

END

pro manage_accel

; Create the top level base.
tlb = WIDGET BASE( /COLUMN, MBAR = mbar, XSIZE = 250, /TAB_MODE)

; Build the menu bar.

edit= WIDGET_BUTTON( mbar, /MENU, VALUE = "Edit" )

menuDel = WIDGET_BUTTON( edit, VALUE = "Delete", $
UNAME = "MenuDel", ACCELERATOR = "Del", $
EVENT_PRO = "menu_event" )

menuCut = WIDGET_BUTTON( edit, VALUE = "Cut", $
UNAME = "MenuCut", ACCELERATOR = "Ctrl+X", $
EVENT_PRO = "menu_event" )

menuCopy = WIDGET_BUTTON( edit, VALUE = "Copy", $
UNAME = "MenuCopy", ACCELERATOR = "Ctrl+C", $
EVENT_PRO = "menu_event" )

menuPaste = WIDGET BUTTON( edit, VALUE = "Paste", S
UNAME = "MenuPaste", ACCELERATOR = "Ctrl+V", $
EVENT_PRO = "menu_event" )

menuUndo = WIDGET_BUTTON( edit, VALUE = "Undo", $
UNAME = "MenuUndo", ACCELERATOR = "Ctrl+Z",$
EVENT_PRO = "menu_event" )

quit = WIDGET_ BUTTON( edit, VALUE = "Quit", $
ACCELERATOR = "Ctrl+Q", EVENT_PRO = "quit_event" )

; Add text boxes with various levels of disabled accelerators.
textl = WIDGET TEXT( tlb, /EDITABLE, $
VALUE = "Doesn't use IGNORE_ACCELERATORS." )
text2 = WIDGET_TEXT( tlb, /EDITABLE, $
VALUE = "Receives Delete key and Ctrl+C combinations.", $
IGNORE_ACCELERATORS = [ "Del", "Ctrl+C" 1 )
text3 = WIDGET TEXT( tlb, /EDITABLE, $
VALUE = "Receives all accelerator key combinations.", $
IGNORE_ACCELERATORS = 1)

; Add a check box to desensitize the Delete menu item.

base2 = WIDGET_BASE( tlb, /FRAME, /NONEXCLUSIVE )

checkl = WIDGET_BUTTON( base2, VALUE = "Menu DEL sensitive", $
EVENT_PRO = "menu_sense_event" )
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WIDGET_CONTROL, checkl,

/SENSITIVE )

; Draw the widget.

WIDGET_CONTROL, tlb,
XMANAGER, "manage_accel",

END

Chapter 3: Widget Application Techniques

SET_BUTTON = WIDGET_INFO ( menuDel, $

/NO_BLOCK

Compile and run the example. Try highlighting and deleting, or copying and pasting
text in each textbox using accelerators defined in the Edit menu. All keyboard events
are ineffective (stolen by the accel erators) when the first textbox has focus. The
second textbox receives only copy and delete keyboard combinations. The third
textbox receives all accelerators. When the delete menu item is desensitized, the
Delete key can delete text from all textboxes. The IDL Output Log window printsthe
name of any menu item that is activated using an accelerator.
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Using Widget Buttons

The following topics are covered in this chapter:

Using Button Widgets ................ 102 TooltipsS. ..o 106
Bitmap ButtonLabels ................ 103 Exclusive and Non-Exclusive Buttons ... 107
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Using Button Widgets

Button widgets allow users to respond to “yes-or-ng” type questions via the widget
interface. While button widgets are generally fairly simple to understand and use,
there are numerous optionsthat allow you to fine-tune the appearance and behavior of
buttonsin your interface. This section discusses some useful ideas and techniquesfor
using button widgets. See “WIDGET_BUTTON" (IDL Reference Guide) for a
complete description of the function used to create button widgets.

This section discusses the following topics:
e “Bitmap Button Labels’ on page 103
e “Tooltips’ on page 106
e “Exclusive and Non-Exclusive Buttons’ on page 107

Note
Menus also make use of button widgets. See* Creating Menus’ on page 64 for more

information.
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Bitmap Button Labels

In addition to setting the VALUE of a button widget to atext string, you can use a
bitmap image as the label for the button. To us a bitmap image, set VALUE to one of
the following:

e The path to abitmap imagefile, if the BITMAP keyword is a so specified.

* Annx mbyte array converted to a bitmap byte array using the CVTTOBM
function, which displays as a black-and-white bitmap image.

« Annxmx 3 bytearray, which displays as a 24-hit color bitmap image.

The following sections describe the process of creating bitmap files, black-and-white
arrays, and color arrays for use as bitmap button labels.

Creating Bitmap Files for Buttons

You can produce appropriate bitmap files (for use with the BITMAP keyword to
WIDGET_BUTTON) using any bitmap editor available on your operating system. Be
sureto save thefileasa . bmp file.

Transparent Bitmaps

For 16- and 256-color bitmaps included using the BITMAP keyword, IDL usesthe
color of the pixel in the lower left corner as the transparent color. All pixels of this
color become transparent, allowing the button color to show through. Thisalowsyou
to use bitmaps that do not appear to be rectangular. For 24-bit bitmaps, there is no
transparent pixel.

If you have a 16- or 256-color rectangular bitmap and you want to maintain the
rectangular shape of a bitmap, you can either draw a border of a different color
around the bitmap (making sure that the lower |eft pixel is a different color from the
background you want to maintain) or save the bitmap as a 24-bit (TrueColor) image.
If your bitmap also contains text, make sure the border you draw is a different color
than the text, otherwise the text color will become transparent.

Note on 8-bit X Windows Displays
Displaying bitmap buttons on 8-bit color X Windows displays may require using

additional X colormap colorsto allocate colors used by the bitmaps. If the required
colormap colors are not available, the button bitmap may not display properly.
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Creating Black-and-White Bitmap Arrays for Buttons

You can produce appropriate black-and-white bitmap arraysin IDL in the following

ways:

Create ablack and white bitmap using an external bitmap editor, and read it
into an IDL byte array using the appropriate procedure (READ_BMP,
READ_JPEG, etc.) and convert the byte array to a bitmap byte array using the
CVTTOBM function.

On an X-Window system, use the X11 bitmap utility to create ablack and
white bitmap byte array and read it in to IDL using the READ_X11 BITMAP
routine.

Create a black and white bitmap using the XBM_EDIT procedure. This
procedure offers several alternatives for the form of the final bitmap.

Create an n x m byte array using the BY TARR function and modify array
elements using array operations. Use CVTTOBM to convert the array to a
bitmap byte array.

Creating Color Bitmap Arrays for Buttons

You can produce appropriate color bitmap arraysin IDL in the following ways:

Create a 24-bit color image using an external bitmap editor, and read it into an
IDL byte array using the appropriate procedure (READ_BMP, READ_JPEG,
etc.). Remember that the image array must be interleaved by plane (n x m 3),
with the planesin the order red, green, blue. Note that image files created by
image editors are often interleaved by pixel rather than by plane; use the
TRANSPOSE function to reformat the array.

For example, if you read a 24-hit color image into an array using the
READ_BMP function, the resulting array will be interleaved by pixel (with
dimensions 3 x n x m), with planesin the order blue, green, red. To create an
array in the proper format for use as a button bitmap, use the following IDL
commands:

READ_BMP ('bitmap_file.bmp', /RGB)
TRANSPOSE (button_image, [1,2,0])

button_image
button_image

button = WIDGET_BUTTON (base, VALUE=button_image)

Here, the RGB keyword to READ_BMP reorders the color planesto be in the
order red, green, blue; the call to TRANSPOSE puts the array in the proper
format for use in a bitmap button.
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e Create an n x mx 3 byte array using the BY TARR function and modify the
array elements using array operations.

Although IDL places no restriction on the size of bitmap allowed, the varioustoolkits
may prefer certain sizes.
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Tooltips

You can specify a“tooltip” — a short text string that will appear when the mouse
pointer hovers over a button widget — by specifying the string as the value of the
TOOLTIP keyword to WIDGET_BUTTON.

pT=IES

Do This | Do That | Do Semething Else |

About this butkan

Figure 4-1: A tool tip.

Note
Tooltips cannot be created for menu sub-items. The topmost button of a pulldown
menu can, however, have atooltip.
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Exclusive and Non-Exclusive Buttons

By default, when a user clicks on a button widget, the button appears to be depressed
while the user holds down the mouse button, but the button returns to the undepressed
appearance when the user releases the mouse button. While such “normal” buttons
visually reflect the state of the button (depressed or undepressed), normal buttons are
used to gather a single piece of information: whether the user clicked on the button or
not.

Buttons placed into exclusive or non-exclusive bases (created viathe EXCLUSIVE
or NONEXCLUSIVE keywords to WIDGET_BASE procedure) are created as two-
state “toggle”’ buttons—radio buttons (exclusive) or checkboxes (nonexclusive).
Visually, when a user clicks on an exclusive or nonexclusive button, it remainsin the
depressed state, either until the user clicks on it again or (in the case of exclusive
buttons) until another button in the group is depressed. Buttons that toggle in this
manner can be used to gather information about a quantity that has two possible
states.

Exclusive and nonexclusive buttons differ in the following way:

e |If abaseis created with the EXCLUSIVE keyword, only one button on the
base can be selected at a given time. If one button is selected and another
button pressed, the first button becomes unsel ected.

» If abaseiscreated with the NONEXCLUSIVE keyword, any number of
buttons can be sel ected at a given time. Pressing one button has no effect onthe
selected/unsel ected state of other buttons on the base.

Exclusive and nonexclusive buttons take on different appearances, depending on the
type of button and on the windowing toolkit in use (Microsoft Windows or Matif).

Often, it is easier to create groups of buttons (normal, exclusive, or nonexclusive)
using the CW_BGROUP compound widget than it is to program them yourself from
base and button widgets and manage the events from each button individually. See
“Button Groups’ on page 64 and “CW_BGROUP’ (IDL Reference Guide) for
additional information on using button groups.
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Using Draw Widgets

The following topics are covered in this chapter:

Using Draw Widgets ................. 110
Using Direct Graphicsin Draw Widgets .. 111
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Scrolling Draw Widgets .............. 113
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121
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Using Draw Widgets

Draw widgets are graphics windows that appear as part of awidget hierarchy rather
than appearing as an independent window. Like other graphics windows, draw
widgets can be created to use either Direct or Object graphics. (See Chapter 5,
“Graphic Display Essentials’ (Using IDL) for a discussion of IDL’s two graphics
modes.) Draw widgets allow designers of IDL graphical user interfaces to take
advantage of the full power of IDL graphicsin their displays. See
“WIDGET_DRAW?” (IDL Reference Guide) for a complete description of the
function used to create draw widgets.

(O]

IShaded Surface 'l Color Table: Hue Sat Walue 2

Figure 5-1: An IDL Draw Widget Displaying a Shaded Surface
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Using Direct Graphics in Draw Widgets

By default, draw widgets use IDL Direct graphics. (To create a draw widget that uses
Object graphics, set the GRAPHICS LEVEL keywordto WIDGET_DRAW egual to
two; see “ Using Object Graphicsin Draw Widgets’ on page 112.) Once created, draw
widgets using Direct graphics are used in the same way as standard Direct graphics
windows created using the WINDOW procedure.

All IDL Direct graphics windows are referred to by awindow number. Unlike
windows created by the WINDOW procedure, the window number of a Direct
graphics draw widget cannot be assigned by the user. In addition, the window number
of adraw widget is not assigned until the draw widget is actually realized, and thus
cannot be returned by WIDGET _DRAW when the widget is created. Instead, you
must use the WIDGET_CONTROL procedure to retrieve the window number, which
is stored in the value of the draw widget, after the widget has been realized.

Unlike normal graphics windows, creating a draw widget does not cause the current
graphics window to change to the new widget. You must use the WSET procedure to
explicitly make the draw widget the current graphics window. The following IDL
statements demonstrate the required steps:

;Create a base widget.
base = WIDGET_BASE ()

;Attach a 256 x 256 draw widget.
draw = WIDGET_DRAW (base, XSIZE = 256, YSIZE = 256)

;Realize the widgets.
WIDGET_CONTROL, /REALIZE, base

;Obtain the window index.
WIDGET_CONTROL, draw, GET VALUE = index

;Set the new widget to be the current graphics window
WSET, index

If you attempt to get the value of a draw widget before the widget has been realized,
WIDGET_CONTROL returnsthe vaue -1, which is not avalid index.
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Using Object Graphics in Draw Widgets

To create a draw widget that uses Object graphics, set the GRAPHICS LEVEL
keyword to WIDGET_DRAW equal to two. Once created, draw widgets using Object
graphics are used in the same way as standard IDLgrWindow objects.

All IDL Object graphics windows (that is, IDLgrwWindow objects) are referred to by
an object reference. Since you do not explicitly create the IDLgrWindow object used
in adraw widget, you must retrieve the object reference by using the
WIDGET_CONTROL procedure to get the value of the draw widget. Aswith Direct
graphics draw widgets, the window object is not created—and thus the object
reference cannot be retrieved—until after the draw widget isrealized. If you attempt
to retrieve the object reference for a draw widget's IDLgrWindow object before the
draw widget isrealized, IDL returns a null object.
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Scrolling Draw Widgets

Another difference between a draw widget and either agraphics window created with
the WINDOW procedure or an IDLgrWindow object isthat draw widgets can include
scroll bars. Setting the APP_SCROLL keyword or the SCROLL keyword to the
WIDGET_DRAW function causes scrollbars to be attached to the drawing widget,
which allows the user to view images or graphics larger than the visible area.

Differences Between SCROLL and APP_SCROLL

The amount of memory used by a draw widget is directly related to the size of the
drawable area of the widget. If adraw widget does not have scroll bars, the entire
drawable areais viewable. In this case, the size of the drawable areais controlled by
the XSIZE and Y SIZE keywords to WIDGET_DRAW.

With the addition of scroll bars, it is possible to display an image that islarger than
the viewable area (the viewport) of the draw widget. IDL provides two options for
dealing with images larger than the viewport:

1. Create the draw widget using the SCROLL keyword. This method creates a
draw widget whose drawable areais specified by the XSIZE and Y SIZE
keywords, and whose viewable areais specified by the X_SCROLL_SIZE and
Y _SCROLL_SIZE keywords. Since the entire image is kept in memory, | DL
can display the appropriate portions automatically when the scroll bars are
adjusted.

2. Create the draw widget using the APP_SCROLL keyword. This method
creates adraw widget whose drawable areaisthe same size asitsviewable area
(specified by the X_SCROLL_SIZE and Y_SCROLL_SIZE keywords), but
which can be different from the virtual drawable area (specified by the XSIZE
and Y SIZE keywords) that is equal to the full size of the image. In this case,
only the portion of the image that is currently visiblein the viewport iskept in
memory; the IDL programmer must use viewport eventsto determine when the
scroll bars have been adjusted and display the appropriate portion of the full
image.

The concept of avirtual drawable area allows you to display portions of very large
images in a draw widget without the need for enough memory to display the entire
image. The pricefor thisfacility isthe need to manually handle display of the correct
portion of the image in an event-handling routine.
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Example Using SCROLL

The following code creates a simple scrollable draw widget and displays an image.

Note

Thisexampleisincluded in thefile draw_scroll.pro inthe
examples/doc/widgets subdirectory of the IDL distribution. You can either
open thefilein an IDL editor window and compile and run the code using items on
the Run menu, or smply enter

draw_scroll
a the IDL command prompt. See “Running the Example Code’ on page 15 if IDL
does not run the program as expected. You may need to enter DEVICE, RETAIN=2
at the IDL command prompt before running this example.

; Event-handler routine. Does nothing in this example.
PRO draw_scroll_event, ev

END

; Widget creation routine.
PRO draw_scroll

7

Read an image for use in the example.

READ_JPEG, FILEPATH('muscle.jpg', $

7

SUBDIR=|['examples', 'data']), image

Create the base widget.

base = WIDGET_BASE ()

7
7
7

7

Create the draw widget. The size of the viewport is set to
200x200 pixels, but the size of the drawable area is

set equal to the dimensions of the image array using the
XSIZE and YSIZE keywords.

draw = WIDGET_DRAW(base, X_SCROLL_SIZE=200, Y_SCROLL_SIZE=200, $

7

XSIZE=(SIZE (image)) [1], YSIZE=(SIZE(image)) [2], /SCROLL)

Realize the widgets.

WIDGET_CONTROL, base, /REALIZE

7

Retrieve the window ID from the draw widget.

WIDGET_CONTROL, draw, GET_VALUE=drawID

7

Set the draw widget as the current drawable area.

WSET, drawID

7

Load the image.

TVSCL, image
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; Call XMANAGER to manage the widgets.
XMANAGER, 'draw_scroll', base, /NO_BLOCK

END

In this example, the drawabl e area created for the draw widget is the full size of the
displayed image. Since IDL handles the display of the image as the scroll bars are
adjusted, no event-handling is necessary to update the display.

Example Using APP_SCROLL

We can easily rework the previous example to use the APP_SCROL L keyword rather
than the SCROLL keyword. Using APP_SCROLL has the following consequences:

1. IDL no longer automatically displays the appropriate portion of the image
when the scroll bars are adjusted. As aresult, we must add code to our event-
handling procedure to check for the viewport event and display the appropriate
part of the image. Here is the new event-handler routine:

; Event-handler routine.
PRO draw_app_scroll_event, ev

COMMON app_scr_ex, image
IF (ev.TYPE EQ 3) THEN TVSCL, image, 0O-ev.X, 0O-ev.Y

END

First, notice that since we need access to the image array in both the widget
creation routine and the event handler, we place the array in a COMMON
block. Thisis appropriate since the image dataitself is not altered by the
widget application.

Second, we check the TvPE field of the event structure to seeif it isequal to 3,
which isthe code for aviewport event. If it is, we use the values of the x and v

fields of the event structure as the Position argumentsto the TV SCL routine to
display the appropriate portion of the image array.

We must add the COMMON block to the widget creation routine.

We change the call to WIDGET_DRAW to include the APP_SCROLL
keyword rather than the SCROLL keyword. In this context, the values of the
XSIZE and Y SIZE keywords are interpreted as the size of the virtual drawable
area, rather than the actual drawable area.
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Example Code
The modified exampleisincluded in thefile draw_app_scroll.pro inthe
examples/doc/widgets subdirectory of the IDL distribution. Run this example
procedure by entering draw_app_scroll at the|DL command prompt or view the
fileinan IDL Editor window by entering . EDIT draw_app_scroll.pro.

On the surface the two examples appear identical. The difference is that the example
using APP_SCROLL uses only the memory necessary to create the smaller drawable
area described by the size of the viewport, whereas the example using SCROLL uses
the memory necessary to create the full drawable area described by the XSIZE and

Y SIZE keywords. While the example image is not so large that this makes much
difference, if the image contained several hundred million pixels rather than afew
hundred thousand, the memory saving could be significant.
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Context Events in Draw Widgets

The WIDGET_DRAW function does not have a CONTEXT_EVENTS keyword to
specify that context menu events be generated when the user clicks the right mouse
button over adrawable area. Instead, the event structure generated by draw widgets
when the BUTTON_EVENTS keyword is set includes the PRESS and RELEASE
fields, both of which contain information regarding which mouse button was pressed.

See “ Context-Sensitive Menus’ on page 69 for techniques used to simulate the
generation of context menu events with draw widgets.
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Draw Widget Example

The following example program creates a small widget application consisting of a
draw widget and a droplist menu. One of three plotsis displayed in the draw widget
depending on the selection made from the droplist. To add to dynamic behavior, we
will use timer eventsto change the color table used in the draw window every three
seconds.

Example Code
Thisexampleisincluded in the file draw_widget_example.pro inthe
examples/doc/widgets subdirectory of the IDL distribution. Run this example
procedure by entering draw_widget_example at the IDL command prompt or
view thefilein an IDL Editor window by entering . EDIT
draw_widget_example.pro. See “Running the Example Code” on page 15 if
IDL does not run the program as expected.

This procedure checks the type of event structure returned. See “Identifying Widget
Type from an Event” on page 57 for more on identifying widget types from returned
event structures.

The intent of this example isto demonstrate the use of draw widgets, menus, and
timer events with aminimum of other complicating issues. However, it is easy to
imagine applications wherein a graphics window containing a plot or some other
information is updated periodically by atimer. The method used here can be easily
applied to more redlistic situations.
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Accessing Draw Widget Events

To go beyond merely displaying an image in a draw widget and allow the user to
interact in some way with the displayed image, you must configure the draw widget
to generate either button, motion, wheel, or keyboard events:

Button events are enabled by setting the BUTTON_EVENTS keyword to
WIDGET_DRAW. Once enabled, button events are generated when the user
clicks on the draw widget.

Motion events are enabled by setting the MOTION_EVENTS keyword to
WIDGET_DRAW. Once enabled, motion events are generated whenever the
cursor moves over the draw widget.

Wheel events are enabled by setting the WHEEL _EVENTS keyword to
WIDGET_DRAW. Once enabled, wheel events are generated when the draw
widget has focus and the user rolls the scroll whed.

Note
Wheel events are enabled only under Microsoft Windows.

Keyboard events are enabled by setting the KEYBOARD _EVENTS keyword
to WIDGET_DRAW. Once enabled, events are generated when the draw
widget has focus and a keyboard key is pressed.

The following example uses mation events to update the val ues of severa label
widgets as the mouse cursor moves over an image in adraw widget. This and several
other features are discussed in the section following the code.

Example Code

Seethefiledraw_widget_data.pro inthe examples/doc/widgets
subdirectory of the IDL distribution for the example code. Run this example
procedure by entering draw_widget_data at the IDL command prompt or view
thefilein an IDL Editor window by entering . EDIT draw_widget_data.pro.
See “Running the Example Code” on page 15 if IDL does not run the program as
expected. You may need to enter DEVICE, DECOMPOSED=1 at the DL command
prompt before running this example.

The following things about this example are worth noting:

Since we use the image data in both the widget creation routine (where we
display the image) and the event-handler routine (where we retrieve the value
of the data point under the cursor), we need access to the variable that holdsthe
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image in both places. We could pass the entire image array from the creation
routine to the event-handler in the stash structure, but since the image could
belarge, we choose to pass a pointer to the image instead. This meanswe must
dereference the pointer variable every time we need to use the image data. For
more information on pointers and how to dereference them, see Chapter 17,
“Pointers”’.

In this example we have set the MOTION_EVENTS keyword to
WIDGET_DRAW,; this causes events to be generated continuously as the
cursor moves across the draw widget. We could have set the
BUTTON_EVENTS keyword instead; this would force the user to click the
draw widget in order to update the text fields.
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Implementing Drag and Drop Functionality

In IDL versions 6.3 and later, you can create applications that allow usersto drag tree
nodes from atree widget to adraw widget. Drag and drop functionality is not enabled
by default. When creating an IDL application that incorporates both atree widget and
adraw widget you can enable drag and drop behavior to drag values from the tree
widget to the draw widget. This section discusses the steps necessary to implement
drag and drop functionality in your application.

Implementing drag and drop functionality in your application entails three steps:

1. Making Nodes Draggable. You must explicitly specify that a node or group of
nodes in the tree widget can be dragged. See “Dragging and Dropping Tree
Nodes’ on page 193 for details.

2. Responding to Drag Notifications (Callbacks). When the user drags atree node
onto adraw widget, IDL generates a notification, which is passed to a callback
function. In most cases, you can use the default callback function, but you can
create your own callback function to handle special or complex situations.
Drag notifications allow you to control if and where drops are allowed.

3. Responding to Drop Events. When the user releases the mouse button to drop
the selected nodes, IDL generates a drop event. You can use the information
contained in the drop event structure to perform an operation, such as loading
an image or other visualization in the draw widget.

Responding to Drag Notifications (Callbacks)

When the user drags agroup of selected nodes over adraw widget, IDL automatically
callsthe routine defined as the drag notification callback for the draw widget. The
purpose of the drag notification callback isto provide the widget system with
information about where dragged nodes can be dropped, allowing it to change the
cursor display to indicate to the user whether nodes can be dropped at the current
position. You, as an IDL application programmer, cannot respond to the value
returned by the drag notification callback directly, but you can choose to specify your
own version of the callback function to override the default behavior. Drag
notification callbacks are specified viathe DRAG_NOTIFY keyword to
WIDGET_DRAW, or the SET_DRAG_NOTIFY keyword to WIDGET_CONTROL.

Drag natifications are also generated when the state of adrag modifier key changes
(either up or down). If you override the default drag notification callback, you can use
thisinformation to update the drag cursor with a plus symbol (+).

If no callback is defined for the draw widget, the default callback will be used.
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Drag Notification Callback Return Values

The drag notification callback function returns an integer value calculated by ORing
the following values together:

Value Meaning
0 User cannot drop
1 User can drop onto
2 Show the plus indicator

Table 5-1: Drag Notification Callback Return Values

For example, if the callback returns the value 3, the use can drop onto the draw
widget and the plus indicator will be displayed.

The Default Drag Notification Callback

The default drag notification callback function is used if no function is specified for
the draw widget. The default callback returns O if drop events are not enabled
(DROP_EVENTS=0) and 1 otherwise.

Writing Custom Drag Notification Callbacks

In most cases, the default drag notification callback should be adequate for an
application that allows the user to drop tree nodes onto a draw widget. If it proves
inadequate, however, you can create a custom callback to perform extra processing.

The drag notification callback routine has the following signature:

FUNCTION Callback_Function_Name, Destination, Source, $
X, Y, Modifiers, Default

where

e Callback Function_Nameisthe name of the callback function. Thisvalueis
specified as the value of the DRAG_NOTIFY keyword.

» Dedtination isthe widget ID of the draw widget over which theitemis
dragged.

* Sourceisthewidget ID of the source tree, from which alist of widget IDs
representing the list of selected nodes can be retrieved using the
TREE_SELECT or TREE_DRAG_SELECT keywords to WIDGET_INFO.
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« Xisthe position to the right of the lower |eft corner of the drawable area, in
device coordinates (pixels).

* Yisthe position above the lower left corner of the drawable area, in device
coordinates (pixels).

« Maodifiersindicates the state of the modifier keys. The widget system generates
them by ORing the following values together for the depressed keys:

Bitmask Modifier Key
1 Shift
2 Control
4 Caps Lock
8 Alt

Table 5-2: Bitmask and Corresponding Key

Note
For UNIX, the Alt key is the currently mapped MOD1 key.

+ Default isthe value that the default callback would have returned. A common

usage isto have the callback return its value after modifying it to show the +
indicator.

The return value should indicate where adrop is allowed to take place relative to the
destination widget and whether the“+" symbol should appear with the drag cursor, as
described in Table 5-1. For additional information on writing drag notification
callbacks, see “Dragging and Dropping Tree Nodes’ on page 193.

Responding to Drop Events

When the user releases the mouse button over avalid drop target (that is, when the
DROP_EVENTS keyword to WIDGET_DRAW has been set), aWIDGET_DROP
event is generated. Your application’s event handler should recognize this drop event
and perform some action.

Thedrop event’sinformation is contained in aWIDGET_DROP structure. (See Drop
Eventsin the reference section for WIDGET _DRAW for afull definition of the
WIDGET_DRORP structure.) The important components of the structure when
responding to drop events are:
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e |ID — Thewidget ID of the destination node.

« DRAG_ID — Thewidget ID of the source tree widget. The selected nodes of
thistree are the nodesthat are being dragged. You can usethe TREE_SELECT
keyword to WIDGET _INFO along with thiswidget ID to retrieve the list of

selected nodes.
e X andY — Thedrop position relative to the lower left corner of the drawable
area.

« MODIFIERS — An integer representing the state of the modifier keys,
calculated by ORing together the values shown in Table 5-2. On some
platformsit is common for the Ctrl key to be used as the copy key, with simple
move operations being performed when Ctrl is not pressed.

Draw Widget Drag and Drop Example

The IDL distribution contains an example that contains a tree widget representing
various image files and a draw widget onto which the tree nodes can be dragged to
display the images.

Example Code
The draw widget drag and drop example isincluded in the file
drag_and_drop_draw.pro inthe examples/doc/widgets subdirectory of
the IDL distribution. Run this example procedure by entering
drag_and_drop_draw at the IDL command prompt or view thefilein an IDL
Editor window by entering .EDIT drag_and_drop_draw.pro.

Implementing Drag and Drop Functionality Widget Application Programming



Chapter 6

Using Property Sheet

Widgets

The following topics are covered in this chapter:

Using Property Sheet Widgets.......... 126
Registering Properties ................ 127
Selecting Properties . ................. 128

Changing Properties

Widget Application Programming

User-defined Properties .............. 133
Property Sheet Sizing . ............... 134
Property Sheet Example .. ............ 136
Multiple PropertiesExample .......... 150

125



126 Chapter 6: Using Property Sheet Widgets

Using Property Sheet Widgets

The purpose of aproperty sheet (created with WIDGET _PROPERTY SHEET) isto
enable the user to view and edit the properties of an object subclassed from the
IDLitComponent class. (All IDLit* objects and most IDLgr* subclass from the
IDLitComponent class.)

For example, a user may have rendered data as a surface. Using IDL’siSurface tool,
the user can select the surface and bring up a property sheet that lists al of the
surface's properties, including color, shading method, etc. To change the color, the
user can go to the property sheet, select the color property, bring up the color picker,
and select anew color. The name of the changed property isplaced into an IDL event.
It isin the processing of this event that the object is updated. An existing property
sheet can be assigned a new component, which causesit to reload with the new list of
properties and their values.

Thetopicsin this chapter show how to use the property sheet widget with the iTool’s
paradigm.
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Registering Properties

In order for a property associated with a component object to be included in the
property sheet for that component, the property must be registered. The property
regi stration mechanism accomplishes several things:

* It allowsyou to expose as many or as few of the properties of an underlying
object as you choose.

« It allowsyou to add user-defined properties to existing objects, and expose
those new properties to users of your application.

Groups of properties of graphical atomic objects can be registered by setting their
REGISTER_PROPERTIES properties to True when the object is initialized. See the
property tables for each graphical atomic object in the IDL Reference Guide.
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Selecting Properties

A property sheet consists of rows and columns. The left-most column identifies the
properties, and the other column or columns identify the property values of one or
more objects (a so known as components). A select event is generated whenever a
cell containing a property name or a property value is selected by left-clicking on it
using the mouse. When a single property valueis clicked on, the associated property
name appears indented. Only a single property value can be selected at one time.
However, when the MULTIPLE_PROPERTIES keyword is set, multiple properties
can be selected in a property sheet using the Ctrl key to make nonadjacent selections
or using the Shift key to make adjacent selections.

Note
Setting the EDITABLE keyword to O (zero) allows the user to select, but not modify
properties. See “WIDGET_PROPERTY SHEET” (IDL Reference Guide) for

details.
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When the property sheet isinitially realized, no properties are selected by default.
However a single property or multiple properties can be selected programmatically
using the PROPERTY SHEET SETSELECTED keyword to the
WIDGET_CONTROL procedure.

Set the PROPERTY SHEET SETSELECTED keyword to astring or an array of
strings identifying the properties to appear selected. The strings should match valid
property identifiers. When this keyword is set to an empty string or an array that
contains only an empty sting, it clears all property selections. For example, the
following code pre-selects two properties in a property sheet:

; Create the property sheet.

oComp = OBJ_NEW ('IDLitVisAxis')

wPropAxis = WIDGET_PROPERTYSHEET (base, VALUE = oComp, $
EVENT_PRO = 'PropertyEvent', UNAME = 'PropSheet', $
/MULTIPLE_PROPERTIES)

; Pre-select the color and transparency properties of
; axis component.
WIDGET_ CONTROL, wPropAxis,

PROPERTYSHEET SETSELECTED=['Color', 'Transparency']

Accessing Property Sheet Selection Events

The event structure (WIDGET_PROPSHEET_SEL ECT) provided when selection
occurs containsa COMPONENT tag, an IDENTIFIER tag, and aNSELECTED tag.

{WIDGET_PROPSHEET_SELECT, ID:0L, TOP:0L, HANDLER:0L, TYPE:O0L,
COMPONENT : OBJREF, IDENTIFIER:"", NSELECTED:O0OL }

The COMPONENT tag is areference to the object associated with the selected
property value. When multiple objects (also known as components) are associated
with the property sheet, this member indicates which one object had one of its
property values selected. If aproperty (instead of a property value) is selected, the
COMPONENT tag always contains an object reference to the first object, even if
there are multiple objects in the property sheet. The IDENTIFIER tag uniquely
identifies the property. Thisidentifier is unique among all of the component’s
properties. The component and identifier can be used to obtain the value of the
selected property:

isDefined = event.component-> $

GetPropertyByIdentifier (event.identifier, wvalue)

where event isthe event structure, isbefined isalif thevalueis defined (0,
otherwise), and value receivesthe property’s value.
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The NSELECTED tag returns the number of currently selected properties. When
more than a single property is selected, the IDENTIFIER field holds the identifier of
the first item selected. Thisis not the first item selected with the mouse, but the first
item encountered in the property sheet definition among those which are selected.
The NSELECTED tag is equivalent to calling WIDGET_INFO with the
/PROPERTY SHEET_NSELECTED keyword.

Using WIDGET _INFO, it is also possible to return the identifiers of al selected
properties using the /PROPERTY SHEET SELECTED keyword. Thisreturns a
string or string array containing the identifiers of the selected properties.

; Return information about single or multiple property

; selections.

vNumSelected = WIDGET_INFO (event.ID, /PROPERTYSHEET NSELECTED)
vSelected = WIDGET_INFO (event.ID, /PROPERTYSHEET_ SELECTED)
PRINT, 'Number properties selected: ' + STRING (vNumSelected)
PRINT, 'Selected properties:

PRINT, vSelected

Controlling When Properties are Selectable

Three things that determine the appearance of a property sheet datacells. They are, in
order of greatest to least precedence:

1. Sensitivity of the entire widget — If SENSITIVE=0 for
WIDGET_PROPERTY SHEET then no selection or scrolling is possible.

2. Editability of the entire widget — If EDITABLE=0 for the property sheet
(meaning it is marked as read-only), cells can be sdlected but cannot be
changed. If EDITABLE=1 (the default value meaning properties can be
selected and modified), then the editability of individual propertiesis
controlled by their individual sensitivity values.

3. Sensitivity of an individual property — If SENSITIVE=0 for an individual
property (set using the RegisterProperty or SetPropertyAttribute methods of
IDLitComponent), then the individual property cannot be selected or changed.
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Changing Properties

A change event is generated whenever anew value is entered for a property. Itisalso
used to signal that a user-defined property needs changing. The event structure
(WIDGET_PROPSHEET_CHANGE) provided when a change occurs contains a
COMPONENT, an IDENTIFIER, a PROPTYPE, and aSET_DEFINED tag. The
COMPONENT tag contains a reference to the object associated with the property
sheet. When multiple objects are associated with the property sheet, this member
indicates which object isto change. The IDENTIFIER tag specifies the value of the
property’s identifier attribute. Thisidentifier is unique among all of the component’s
properties. The PROPTY PE tag indicates the type of the property (integer, string,
etc.). Integer values for these types can be found in the documentation for
components. The SET_DEFINED tag indicates whether or not an undefined property
is having its value set. In most circumstances, along with its new value, the property
should have its ‘UNDEFINED’ attribute set to zero. If aproperty is never marked as
undefined, thisfield can be ignored.

Although the component’s object reference isincluded in the event structure, it can
aso beretrieved viathe following call:

WIDGET_CONTROL, event.id, GET_VALUE = obj
where event isthe event structure and obj isthe object reference of the component.

The PROPTY PE field is provided for convenience. The property type should be
known implicitly based on IDENTIFIER, but can beretrieved (in integer form) by:

obj->GetPropertyAttribute, event.identifier, TYPE = type

where ob3j isthe object reference of the component, event isthe event structure, and
type represents the data type of the property. Here, the value returned in by the

TY PE keyword is the same as the val ue of the PROPTY PE field of the widget event
structure.

Properties can use their UNDEFINED attribute to show an indeterminate state (set
attribute UNDEFINED = 1). This might arise after the aggregation of two or more
properties. One could imagine a COLOR property representing both the border and
the interior color of a polygon so that just one color property is displayed in the
property sheet. When set, the chosen color would be applied to both, and then the
following code could be used to mark the property as defined:

IF (event.set_defined) THEN $
event .component->SetPropertyAttribute, $
event.identifier, UNDEFINED = 0
WIDGET_CONTROL, event.id, REFRESH_PROPERTY = event.identifier
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where event isthe event structure.

Note
The REFRESH_PROPERTY keyword to WIDGET_CONTROL is used to refresh
the property sheet. Thisis necessary because although the property sheet knows
about its component, it does not directly change the component itself. Just as with
changing properties values, the property sheet and underlying component have a
clear boundary and can only affect each other through IDL statements.

Properties can aso be hidden (removing them from the property sheet entirely) or
desensitized (displaying the property in the property sheet, but not allowing the user
to changeits value). See “ Property Attributes’ (Chapter 4, iTool Developer’s Guide)
for additional details.

Updating the Component

When a value has been changed in the property sheet, you can access this resulting
value through the WIDGET _INFO function:

value = WIDGET_INFO (event.id, PROPERTY VALUE = event.identifier)

where event isthe event structure. This value can then be used to update the
changed property in the component object by calling its SetPropertyByldentifier
method:

event.component->SetPropertyByIdentifier, event.identifier, $
value

where event isthe event structure and value isthe modified property value.
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User-defined Properties

User-defined properties allow IDL programmersto provide their own custom means
for editing aproperty. One significant difference from other types of propertiesis that
user-defined properties must have a string version of their value. This string value is
stored in the USERDEF attribute of the property and must be explicitly updated. The
string value is the value displayed in the property sheet. See Chapter 4, “Property
Management” (iTool Developer’s Guide) for further discussion of user-defined
properties.

Updating User-defined Properties

Like other property types, user-defined properties generate IDL property sheet
change events. The differenceisthat the IDL event handler cannot query the property
sheet for the new value. It must use some other means to determine a new value.
Typically thisis done through widget code, in which the user is asked to set avalue,
but virtually any other technique isvalid.

When handling change events, determine the property’s type using the PROPTY PE
field of the widget event structure. Once a value has been acquired, update the
component using its SetProperty method. In addition, the string version of the user-
defined property’s value should be updated. Thisis done by executing a statement
similar to the following example:

eventBase.component->SetPropertyAttribute, $
eventBase.identifier, USERDEF = userDefValue

where eventBase isthe event structure of the top-level-base and userbefvalue is
the string representing the user-defined value when the property sheet isrefreshed.

Once the underlying component has been updated, the property sheet is ready to be
refreshed. Execute a call to update a given property with the current value:

WIDGET_CONTROL, propsheet, REFRESH_PROPERTY = eventBase.identifier

where propsheet isthewidget 1D of the property sheet widget and eventBase is
the event structure of the top-level-base.
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Property Sheet Sizing

Property sheets without a size definition (lacking a specified SCR_XSIZE or XSIZE
keyword value) are naturally sized. Column widths are dependent upon the cell
contents of the components. Naturally sized property sheets allow the full contents of
the longest cell to be visible in a column as shown in the left-hand image in the
following figure. When asize definition is provided, selecting the cell displaysthelist
contents in a drop-down box that is wide enough for the longest item as shown in the
right-hand image in the following figure.
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Figure 6-2: Property Sheet Column Sizing

Note
If you manually change the width of a property sheet column, natural resizing
functionality is overridden. Dynamic resizing is not supported when the property
sheet isrefreshed or loaded with different data. Natural sizing can be recovered by
destroying and recreating the property sheet.

Thefollowing elements are considered when determining column width in anaturally
sized property sheet:

e The column width is dependent upon the length of the longest cell value
(regardless of cell type) or longest component name. If the length is excessive,
areasonable default is used. When there are multiple components, only the
datain the first three component columns are considered when determining
column width. All columns will be the same width.

« If atext cell containsthe longest value, approximately 25 characterswill be
displayed. When you click in the cell, a drop-down box shows any additional
text. A scroll bar is provided to show text beyond that displayed in the drop-
down box.
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» If adrop-down list contains the longest value, the width of the longest
enumerated value will determine the column width.

« If anumber cell contains the longest value, ten digits plusthe“.” and “—
characters will be displayed.

e |f thelongest cell valueisin acell containing color, symboal, line thickness, or
line style items, then the column width isintelligently sized to allow the
minimal width required for user identification and selection.

When a property sheet sizeis explicitly defined, the column width may crop the
display of thefull cell contents. However, when you select the cell, the full contents
will bevisible as follows:

e A drop-down list box will expand to show the longest item if the column width
is less than the width of the longest item.

« A drop-down edit box will wrap text and provide a vertical scrollbar as
necessary.
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Property Sheet Example

Thefollowing example provides a property sheet containing all the available controls,
including user-defined properties of a custom component.

Enter the following text into the IDL Editor:
; Property Sheet Demo
; This program contains these sections of code:
; (1) Definition of the IDLitTester class.

; (2) Methods for handling the user-defined data type.
; (3) Event handlers and main widget program.

; IDLitTester

; Superclasses:
; IDLitComponent

; Subclasses:
; none

; Interfaces:
H ITIDLProperty

; Intrinsic Methods:
; none (because it contains no objects)

; IDLitTester::Init

FUNCTION IDLitTester::Init, _REF_EXTRA = _extra
compile_opt idl2

; Initialize the superclass.

IF (self->IDLitComponent::Init() ne 1) THEN $

RETURN, O

; Create IDLitTester.
; Nothing to do, for now.

; Register properties.
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; * Only registered properties will show up in the property sheet.
; * <identifier> must match self.<identifier>.

self->RegisterProperty, 'BOOLEAN', /BOOLEAN , $
NAME = 'Boolean', DESCRIPTION = 'TRUE or FALSE'

self->RegisterProperty, 'COLOR', /COLOR, $

NAME = 'Color', DESCRIPTION = 'Color (RGB)'
self->RegisterProperty, 'USERDEF', USERDEF = '', S
NAME = 'User Defined', DESCRIPTION = 'User defined property'

self->RegisterProperty, 'NUMBER1', /INTEGER , $
NAME = 'Integer', DESCRIPTION = 'Integer in [-100, 100]', $
valid_range = [-100, 100]

self->RegisterProperty, 'NUMBER2', /FLOAT, $
NAME = 'Floating Point', DESCRIPTION = 'Number trackbar', $
valid_range = [-19.0D, 6.0D, 0.33333333333333D]

self->RegisterProperty, 'NUMBER3', /FLOAT, $

NAME = 'Floating Point', $
DESCRIPTION = 'Double in [-1.0, 1.0]', S
valid_range = [-1.0D, 1.0D]

self->RegisterProperty, 'LINESTYLE', /LINESTYLE, $
NAME = 'Line Style', DESCRIPTION = 'Line style'

self->RegisterProperty, 'LINETHICKNESS', /THICKNESS , $
NAME = 'Line Thickness', $
DESCRIPTION = 'Line thickness (pixels)'

self->RegisterProperty, 'STRINGOLA', /STRING , $
NAME = 'String', DESCRIPTION = 'Just some text'

self->RegisterProperty, 'SYMBOL', /SYMBOL , $
NAME = 'Symbol', DESCRIPTION = 'Symbol of some sort'

self->RegisterProperty, 'STRINGLIST', $

NAME = 'String List', DESCRIPTION = 'Enumerated list', $
enumlist = ['dog', 'cat', 'bat', 'rat', 'mat', $
'emu', 'owl', 'pig', 'hog', 'ant']

; Set any property values.

self->SetProperty, _EXTRA = _extra
RETURN, 1
END
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; IDLitTester::Cleanup

PRO IDLitTester::Cleanup
compile_opt 1dl2
self->IDLitComponent: :Cleanup

END

; IDLitTester::GetProperty
; Implemention for IIDLProperty interface

PRO IDLitTester::GetProperty, $
boolean = boolean, $
color = color, $
userdef = userdef, $
font = font, $
numberl = numberl, $
number?2 = number2, $
number3 = number3, $
linestyle = linestyle, $
linethickness = linethickness, $
stringola = stringola, $

stringlist = stringlist, $
symbol = symbol, $
_REF_EXTRA = _extra

compile_opt 1dl2

IF (arg_present (boolean)) THEN boolean = self.boolean

IF (arg_present (color)) THEN color = self.color

IF (arg_present (userdef)) THEN userdef = self.userdef

IF (arg_present (font)) THEN font = self.font

IF (arg_present (numberl)) THEN numberl = self.numberl

IF (arg_present (number2)) THEN number2 = self.number2

IF (arg_present (number3)) THEN number3 = self.number3

IF (arg_present(linestyle)) THEN linestyle = self.linestyle
IF (arg_present (linethickness)) $

THEN linethickness = self.linethickness
IF (arg_present(stringola)) THEN stringola = self.stringola
IF (arg_present(stringlist)) THEN stringlist = self.stringlist
IF (arg_present (symbol)) THEN symbol = self.symbol

; Superclass' properties:
IF (n_elements(_extra) gt 0) THEN $
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self->IDLitComponent: :GetProperty, _EXTRA = _ex

END

; IDLitTester::SetProperty
; Implementation for IIDLProperty interface

PRO IDLitTester::SetProperty, $
boolean = boolean, $
color = color, $
userdef = userdef, $
font = font, $
numberl = numberl, $
number?2 = number2, $
number3 = number3, $
linestyle = linestyle, $
linethickness = linethickness, $
stringola = stringola, $
stringlist = stringlist, $
symbol = symbol, $
_REF_EXTRA = _extra

compile_opt 1dl2

IF (n_elements (boolean) ne 0) THEN self.boolean =
IF (n_elements(color) ne 0) THEN self.color = colo
IF (n_elements (userdef) ne 0) THEN self.userdef =
IF (n_elements(font) ne 0) THEN self.font = font
IF (n_elements (numberl) ne 0) THEN self.numberl =
IF (n_elements (number2) ne 0) THEN self.number2 =
IF (n_elements (number3) ne 0) THEN self.number3 =
IF (n_elements(linestyle) ne 0) THEN self.linestyl
IF (n_elements(linethickness) ne 0) THEN $

self.linethickness = linethickness
IF (n_elements(stringola) ne 0) THEN self.stringol
IF (n_elements(stringlist) ne 0) THEN self.stringl
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tra

boolean
r
userdef

numberl
number?2
number3
e = linestyle

a = stringola
ist = stringlist

IF (n_elements (symbol) ne 0) THEN self.symbol = symbol

self->IDLitComponent: :SetProperty, _EXTRA = _extra

END

; IDLitTester__ Define

PRO IDLitTester_ Define
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compile_opt idl2, hidden

struct = (S
IDLitTester, $
inherits IDLitComponent, $
boolean:0L, $
color: [0B, 0B, 0B], $
userdef:"", $
numberl:0L, $
number?2:0D, $
number3:0D, $
linestyle:0L, $
linethickness:0L, $
stringola:"", $
stringlist:0L, $
symbol:0L $

; UserDefEvent

; This procedure is just part of the widget code for
; the user defined property.

PRO UserDefEvent, e

IF (tag_names (e, /structure_name) eq 'WIDGET_ BUTTON') $
THEN BEGIN

widget_control, e.top, get_uvalue = uvalue
widget_control, e.id, get_uvalue = numb_ness

propsheet = uvalue.propsheet
component = uvalue.component
identifier = uvalue.identifier

; Set the human readable value.
component->SetPropertyAttribute, $

identifier, userdef = numb_ness

; Set the real value of the component.
component->SetPropertyByIdentifier, identifier, numb_ness

WIDGET CONTROL, propsheet, refresh property = identifier
PRINT, 'Changed: ', uvalue.identifier, ': ', numb_ness
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WIDGET CONTROL, e.top, /destroy
ENDIF

END

; GetUserDefValue

; Creates widgets used to modify the user defined property's
; value. The value is actually set in UserDefEvent.

PRO GetUserDefValue, e

base = WIDGET_ BASE(/row, title = 'Pick a Number',6 $
/modal, group_leader = e.top)

one = WIDGET_ BUTTON (base, value = 'one', uvalue = 'oneness')
two = WIDGET_BUTTON (base, value = 'two', uvalue = 'twoness')
six = WIDGET BUTTON (base, value = 'six', uvalue = 'sixness')
ten = WIDGET_BUTTON (base, value = 'ten', uvalue = 'tenness')
; We will need this info when we set the value
WIDGET CONTROL, base, $

SET_UVALUE = {propsheet:e.id, $

component :e.component, $

identifier:e.identifier}
WIDGET_CONTROL, base, /REALIZE
XMANAGER, 'UserDefEvent', base, event_handler = 'UserDefEvent'

END

; Event handling code for the main widget program and
; the main widget program.

; prop_event
; The property sheet generates an event whenever the user changes
; a value. The event holds the property's identifier and type, and

; an object reference to the component.

; Note: widget_control, e.id, get_value = objref also retrieves an
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; object reference to the component.

PRO prop_event, e

IF (e.type eqg 0) THEN BEGIN ; Value changed

; Get the value of the property identified by e.identifier.
IF (e.proptype ne 0) THEN BEGIN

; Get the value from the property sheet.
value = widget_info(e.id, property_value = e.identifier)

; Set the component's property's value.
e.component->SetPropertyByIdentifier, e.identifier, $
value

; Print the change in the component's property value.
PRINT, 'Changed', e.identifier, ': ', value
ENDIF ELSE BEGIN

; Use alternative means to get the value.
GetUserDefValue, e

ENDELSE
ENDIF ELSE BEGIN ; selection changed
PRINT, 'Selected: ' + e.identifier
r = e.component->GetPropertyByIdentifier (e.identifier, value)
PRINT, ' Current Value: ', value
ENDELSE
END

; refresh_event
PRO refresh_event, e
WIDGET_CONTROL, e.id, get_uvalue = uvalue

uvalue.o->SetProperty, boolean = 0L

uvalue.o->SetProperty, color = [255, 0, 46]
uvalue.o->SetPropertyAttribute, 'userdef', userdef = "Yeehaw!"
uvalue.o->SetProperty, numberl = 99L

uvalue.o->SetProperty, number2 = -13.1

uvalue.o->SetProperty, number3 = 6.5
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uvalue.o->SetProperty, linestyle = 6L
uvalue.o->SetProperty, stringola = 'It worked!'
uvalue.o->SetProperty, stringlist = 6L
uvalue.o->SetProperty, symbol = 6L

uvalue.o->SetPropertyAttribute, 'Numberl', sensitive = 1
uvalue.o->SetPropertyAttribute, 'Number2', sensitive

1l
[N

WIDGET_CONTROL, uvalue.prop, $

REFRESH_PROPERTY = ['boolean', 'color', 'userdef',K $
'numberl', 'number2', 'number3', 'linestyle', $
'stringola', 'stringlist', 'symbol']

END

; reload_event

PRO reload_event, e

WIDGET_ CONTROL, e.id, GET_UVALUE = uvalue
LoadValues, uvalue.o

WIDGET_CONTROL, uvalue.prop, SET VALUE = uvalue.o
update_state, e.top, 1

END

; hide_event

PRO hide_event, e

WIDGET_CONTROL, e.id, get_uvalue = uvalue
uvalue.o->SetPropertyAttribute, 'color', /HIDE
WIDGET_CONTROL, uvalue.prop, refresh_property = 'color'

END

; show_event
PRO show_event, e

WIDGET_CONTROL, e.id, get_uvalue = uvalue
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uvalue.o->SetPropertyAttribute, 'color', hide = 0
WIDGET_CONTROL, uvalue.prop, REFRESH_PROPERTY = 'color'

END

; clear_event

PRO clear_event, e

update_state, e.top, O

WIDGET_ CONTROL, e.id, GET_UVALUE = uvalue
WIDGET_CONTROL, uvalue.prop, SET_VALUE = OBJ_NEW()

END

; psdemo_large_event
; Handles resize events for the property sheet demo program.
PRO psdemo_large_event, e

WIDGET_CONTROL, e.id, GET_UVALUE = base
geo_tlb = WIDGET_INFO(e.id, /GEOMETRY)

WIDGET CONTROL, base.prop, $
SCR_XSIZE = geo_tlb.xsize - (2*geo_tlb.xpad), $
SCR_YSIZE = geo_tlb.ysize - (2*geo_tlb.ypad)

END

; sensitivity_event
; Procedure to test sensitizing and desensitizing
PRO sensitivity_event, e

WIDGET_CONTROL, e.id, GET_UVALUE = uvalue, GET_VALUE = value

IF (value eq 'Desensitize') THEN b = 0 $
ELSE b = 1

uvalue.o->SetPropertyAttribute, 'Boolean', sensitive = b
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uvalue.o->SetPropertyAttribute, 'Color', sensitive = b

uvalue.o->SetPropertyAttribute, 'UserDef', sensitive = b
uvalue.o->SetPropertyAttribute, 'Numberl', sensitive = Db
uvalue.o->SetPropertyAttribute, 'Number2', sensitive = Db
uvalue.o->SetPropertyAttribute, 'Number3', sensitive = Db

uvalue.o->SetPropertyAttribute, 'LineStyle', sensitive = b
uvalue.o->SetPropertyAttribute, 'LineThickness', sensitive = b
uvalue.o->SetPropertyAttribute, 'Stringola', sensitive = b
uvalue.o->SetPropertyAttribute, 'Symbol', sensitive = b
uvalue.o->SetPropertyAttribute, 'StringList', sensitive = b

WIDGET_CONTROL, uvalue.prop, $

refresh_property = ['Boolean', 'Color', 'UserDef', $
'Numberl', 'Number2', 'Number3', 'LineStyle', $
'LineThickness', 'Stringola', 'Symbol', 'StringList']
END
; LoadValues

PRO LoadValues, o

o->SetProperty, boolean = 1L ; 0 or 1
o->SetProperty, color = [200, 100, 50] ; RGB
o->SetPropertyAttribute, 'userdef', userdef = ""
; to be set later

o->SetProperty, numberl = 42L ; integer
o->SetProperty, number2 = 0.0 ; double
o->SetProperty, number3 = 0.1 ; double
o->SetProperty, linestyle = 4L ; bth item (zero based)
o->SetProperty, linethickness = 4L ; pixels
o->SetProperty, stringola = "This is a silly string."
o->SetProperty, stringlist = 3L ; 4th item in list
o->SetProperty, symbol = 4L ; 5th symbol in list

END

; quit_event
PRO quit_event, e
WIDGET_CONTROL, e.top, /DESTROY

END

; update_state
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PRO update_state, top, sensitive

WIDGET_CONTROL, top, GET_UVALUE = uvalue

FOR i = 0, n_elements (uvalue.b) - 1 do $
WIDGET CONTROL, uvalue.b[i], sensitive = sensitive

END

; psdemo_large

PRO psdemo_large

; Create and initialize the component.
o = OBJ_NEW('IDLitTester"')

LoadValues, o

; Create some widgets.

base = WIDGET_BASE(/COLUMN, /TLB_SIZE_EVENT, $
TITLE = 'Property Sheet Demo (Large) ')

prop = WIDGET_ PROPERTYSHEET (base, value = o, $
YSIZE = 13, /FRAME, event_pro = 'prop_event')

bl = WIDGET_BUTTON (base, value = 'Refresh', $

uvalue = {o0:0, prop:prop}, $
event_pro = 'refresh_event')

b2 = WIDGET_ BUTTON (base, value = 'Reload', $

uvalue = {o0:0, prop:prop}, $
event_pro = 'reload_event')

b3 = WIDGET_BUTTON (base, value = 'Hide Color', $

uvalue = {o0:0, prop:prop}, $
event_pro = 'hide_event')

b4 = WIDGET_BUTTON (base, value = 'Show Color', $

uvalue = {o0:0, prop:prop}, $
event_pro = 'show_event')

b5 = WIDGET BUTTON (base, value = 'Clear', $

uvalue = {o0:0, prop:prop}, $
event_pro = 'clear_event')

Property Sheet Example
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b6 = WIDGET_BUTTON (base,

b7 = WIDGET_BUTTON (base,
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value = 'Desensitize', $
uvalue = {o0:0, prop:prop}, $
event_pro = 'sensitivity_ event')

value = 'Sensitize',

uvalue = {o:0, prop:prop}, $
event_pro = 'sensitivity event')

b8 = WIDGET_BUTTON (base,
EVENT_PRO = 'quit_event'

Buttons that can't be pushed after clearing:

b = [bl, b3, b4, b5, b6,

; Activate the widgets.

WIDGET_CONTROL, base, SET _UVALUE = {prop:prop,

XMANAGER, 'psdemo_large'

END

value = 'Quit', $

)

b7]

, base, /NO_BLOCK

The following figure displays the output of this example:

&l Property Sheet Demo [Large]

- (O] x|

M ame

Component 1

Drescription

Boolean

Caolar

Uszer Defined

Integer

Floating Faint

Floating Faint

Line Style

Line Thickness

Shing

Symbaol

String List

True
[ (200.100,50)

Thiz iz a silly sting.
<> Diamond
rat

Refresh

Reload

Hide Color

Show Color

Clear

Desensitize

Sensitize

Cluit

$

b:b}, /REALIZE

Figure 6-3: User-Defined Property Sheet Example
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To demonstrate the controls available from the WIDGET_PROPERTY SHEET, do
the following and note the selected and changed messages in the IDL Output

Log:

Change the Boolean field to False.
Select anew Color from the color picker.
Select anew “numberness’ value in the User Defined field.

Changethe Integer field to anew value. Note that this field has been restricted
to integersin the range -100 to 100.

Changethefirst Floating Point field to a new value by moving the dlider.

Change the second Floating Point field to a new value by editing the text.
Note that thisfield has been restricted to floating point numbersin the range -
1.0to1.0.

Changethe Line Stylefield to anew style.
Changethe Line Thickness field to a new thickness.
Select anew symbol in the Symbol field.

Select anew string from the String List.

Click the eight buttons at the bottom of the property sheet to initiate the following
events:

The Refresh button loads the data specified in refresh_event into the
property sheet, using the REFRESH_PROPERTY keyword to
WIDGET_CONTROL.

The Reload button rel oads the data specified in Loadvalues into the property
sheet, using the SET_VALUE keyword to WIDGET_CONTROL.

The Hide Color button runshide_event, which sets the HIDE attribute for
the color property to one.

The Show Color button runs show_event, which setsthe HIDE attribute for
the color property to zero.

The Clear button runs clear_event, which creates a new set of empty
objects, deactivating all but the Reload button.

The Desensitize button runs sensitivity_ event, which deactivates the
displayed fields.

The Sensitize button runs sensitivity_event, which reactivates the
displayed fields.
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e The Quit button runs quit_event, which destroys the top-level base and
ends the program.
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Multiple Properties Example

The following example shows how to create a property sheet for multiple
components.

Enter the following text in the IDL Editor:

; ExMultiSheet.pro
; Provides an example of a property sheet that is
; associated with more than one object. In this case,

; multiple IDLitVisAxis objects are used, with random
; colors and hidden cells, just for fun.

PRO PropertyEvent, event

IF (event.type EQ 0) THEN BEGIN ; Value changed.
PRINT, 'Changed: ', event.component
PRINT, ', event.identifier, ': ', $

WIDGET_INFO (event.id, COMPONENT = event.component, $
PROPERTY_VALUE = event.identifier)

ENDIF ELSE BEGIN ; Selection changed.
PRINT, 'Selected: ' + event.identifier

ENDELSE

END

PRO CleanupEvent, baseID
WIDGET CONTROL, baseID, GET_UVALUE = objects

FOR i = 0, (N_ELEMENTS (objects) - 1) DO ¢
OBJ_DESTROY, objects[i]

END
PRO ExMultiSheet_event, event

ps = WIDGET_INFO (event.id, $
FIND_BY_ UNAME = 'PropSheet')

geo_tlb = WIDGET_INFO (event.id, /GEOMETRY)

WIDGET_CONTROL, ps, $
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SCR_XSIZE =
SCR_YSIZE =

geo_tlb.xsize -
geo_tlb.ysize -

END
PRO ExMultiSheet

tlb = WIDGET_BASE (/COLUMN,
KILL_NOTIFY = 'CleanupEvent')

; Create some columns.

OBJ_NEW('IDLitVisAxis',
COLOR = RANDOMU (sl, 3)*256, $
TEXT_COLOR = RANDOMU (s7,

oComp2 = OBJ_NEW('IDLitVisAxis',
COLOR = RANDOMU (s2, 3)*256, $
TEXT_COLOR = RANDOMU (s8,

oComp3 = OBJ_NEW('IDLitVisAxis',
COLOR = RANDOMU (s3, 3)*256, $
TEXT_COLOR = RANDOMU (s9,
oComp4 = OBJ_NEW('IDLitVisAxis',
COLOR = RANDOMU (s4, 3)*256, $
TEXT_COLOR = RANDOMU (s10,

oCompl =

151

(2*geo_tlb.xpad), $
(2*geo_tlb.ypad)

/TLB_SIZE_EVENTS, $

3)*256)

3)*256)

3)*256)

3)*256)

oComp5 = OBJ_NEW('IDLitVisAxis',

COLOR = RANDOMU (s5, 3)*256, $

TEXT_COLOR = RANDOMU (sl1ll, 3)*256)
oComp6 = OBJ_NEW('IDLitVisAxis',

COLOR = RANDOMU (s6, 3)*256, $

TEXT_COLOR = RANDOMU (sl1l2, 3)*256)
oComps = [oCompl, oComp2, oComp3, $

oComp4, oComp5, oCompb]
WIDGET_CONTROL, tlb, SET_UVALUE = oComps
; Hide some properties.
oComp2->SetPropertyAttribute, 'color', /HIDE
oComp2->SetPropertyAttribute, 'ticklen', /HIDE
oComp5->SetPropertyAttribute, 'ticklen', /HIDE

; Create the property sheet.

prop = WIDGET_PROPERTYSHEET (tlb, $
UNAME = 'PropSheet',6 $
VALUE = oComps, $
FONT = 'Courier New*1l6', $
XSIZE = 100, YSIZE = 24, $
/FRAME, EVENT_PRO = 'PropertyEvent')
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; Activate the widgets.
WIDGET_CONTROL, tlb, /REALIZE
XMANAGER, 'ExMultiSheet', tlb, /NO_BLOCK

END

Savethe program as ExMultiSheet . pro, then compileand runit. A property sheet
displaying the properties of six axesis displayed:

- (]|
ixis | Lxis | Lxis | Lxis | Lxis | Lxis |

Hame Lxis Lxis Lxis Lxis Lxis Lxis

Description Lxis Visualizalxis Visualizalxis Visualizalxis Visualizalxis Visualizalixis Visualiza

Hide Show Show Show Show Show Show

Fajor tick length 0.05 0.05 0.05 0.05

Title

Text color W (136,55, 108 [ (186,3,54) [ (74, 143,255) ] (229, 136, 196 (10,222, 91) [ (207,174,211

Axiz color .czzs,ss,zzn) .HQ,QE,lEE] Dt175,247,215.t134,3,52) D(230,232,212

Color palette

Line style
Line thickness 1 1 1 1 1 1

Use logarithmic axis |[False False False False False False
Use exact axis range |True True True True True True
Extend axis False False False False False False
Nurber of major ticks |6 6 6 6 6 5

Nurber of minor ticks |3 a a 3 3 3

Finor tick length 0.5 0.5 0.5 0.5 0.5 0.5

Tick incerval o] o a o o o

Tick layout Lxis plus Lxis plus Lxis plus Lxis plus Lxis plus Lxis plus

Tick format code

Text hide False False False False False False

Text position Eelow/ lefr Below/lefr Below/lefr Below/lefr Below/lefr Below/lefr
Text font Helvetica Helvetica Helvetica Helvetica Helvetica Helvetica
Text style Mormal MNormal MNormal MNormal MNormal MNormal
Text font size 1z 1z 1z 1z 1z 1z

Figure 6-4: Multi-Sheet Example

The gray boxes indicate properties that have been hidden. To remove the gray boxes,
comment out the code after the following comment:

; Hide some properties.

Thetext isdisplayed at 16 pointsin the Courier New font. To view the property sheet
with the text displayed in the default size and font, comment out the following
segment of the property sheet creation code:

FONT = "Courier New*1l6", S

To seethetext displayed in afont and size of your choosing, edit the same segment to
include a different font name and size.
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Using Table Widgets

The following topics are covered in this chapter:

Using TableWidgets ................. 154
Default TableSize ................... 155
SelectionModes .................... 156
DataTypes .....covivi i 158
DataRetrieval ...................... 159
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EditMode .. ....... ... .. i 162
Cell Attributes .. ............ ... ..., 163
Example: Single Data TypeData . . . .. .. 170
Example: StructureData ............. 174
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Using Table Widgets

Table widgets display two-dimensional data and allow in-place data editing.

See “WIDGET_TABLE" (IDL Reference Guide) for a complete description of the
function used to create table widgets.

This section discusses the following topics:
o “Default Table Size” on page 155
e “Selection Modes’ on page 156
o ‘“DataTypes’ on page 158
« “DataRetrieval” on page 159
* “Edit Mode” on page 162
» “Cdll Attributes’ on page 163
« “Example: Single Data Type Data” on page 170
e “Example: Structure Data” on page 174

Using Table Widgets Widget Application Programming
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Default Table Size

Table widgets are sized according to the value of the following pairs of keywordsto
WIDGET_TABLE, in order of precedence: SCR_XSIZE/SCR_Y SIZE,
XSIZE/YSIZE, X_SCROLL_SIZE/Y _SCROLL_SIZE, and VALUE. If either
dimension remains unspecified by one of the above keywords, the default value of six
(columns or rows) is used when the tableis created. If the width or height specified is
less than the size of the table, scroll bars are added automatically.

Note
The default row height and column width vary with different user interface toolkits.
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Selection Modes

Groups of table cells can be selected either manually (using the mouse or keyboard)
or programmatically. The table widget supports two selection modes — standard and
digoint. Both modes can be used either by an interactive table user or by the IDL
programmer. See “Data Retrieval” on page 159 for information on retrieving data
from various types of selections.

Standard Selection Mode

In standard selection mode, exactly one rectangular area (of asingle cell or multiple
cells) can be selected at a given time.

Interactive Selection

Interactive users select cells by clicking the left mouse button on a cell, holding the
mouse button down, and dragging the mouse until the desired cells are selected.
Sdlections can be extended by holding down the SHIFT key and selecting additional

cells.
Programmatic Selection

Programmers select cells by specifying a four-element array, of the form
[ l€ft, top, right, bottom], asthe value of the SET_TABLE_SELECT keyword to

WIDGET_CONTROL.

Disjoint Selection Mode

In digjoint selection mode, multiple rectangul ar areas can be selected at once. In order
to place atable in digoint selection mode, the programmer must either specify the
DISIOINT_SELECTION keyword to WIDGET_TABLE when creating the table, or
set the TABLE_DISIOINT_SELECTION keyword to WIDGET _CONTROL after
the table has been created.

Interactive Selection

Interactive users select multiple disjoint cell regions by:
1. Creating aninitial selection as described above.

2. Holding down the ConTROL key and selecting an unselected cell by clicking
and holding down the left mouse button.
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3. Releasing the ConTROL key (while continuing to hold the mouse button down)
and dragging the mouse until the next desired region is selected.

4. Repeating as necessary.

Sdlections can be extended by holding down the SHIFT key and selecting additional
cells.

Programmatic Selection

Programmers create select multiple digoint cell regions by providing a2 x n element
array of column/row pairs specifying the cells to act upon as the value of the
SET_TABLE_SELECT keyword to WIDGET _CONTROL.
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Data Types

Table data can be of any IDL datatype or types.

Single Data Type

If al of the table datais of the same data type, the table value is specified as a two-
dimensional array.

Values returned by the GET_VALUE keyword to WIDGET_CONTROL are either a
two-dimensional array (for full tables or selections when the table isin standard
selection mode) or a one-dimensional array (for tablesin digoint selection mode).
(See“Data Retrieval” on page 159 for details.)

Multiple Data Types

If the table contains data of several data types, the table value is specified as a vector
of structures. All of the structures must be of the same type, and must contain one
field for each row (if the COLUMN_MAJOR keyword to WIDGET_TABLE is s&t)
or column (if the ROW_MAJOR keyword to WIDGET_TABLE is set; thisisthe
default) in the table.

Values returned by the GET_VALUE keyword to WIDGET_CONTROL are either a
vector of structures (for full tables or selections when thetableisin standard selection
mode) or asingle structure with one field per cell (for selections when the tableisin
disjoint selection mode). (See “ Data Retrieval” on page 159 for details.)
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Data Retrieval

To retrieve data from atable widget, use the GET_VALUE keyword to
WIDGET_CONTROL. You can retrieve the entire contents of the table or the
contents of either a standard or disjoint selection. The format of the variable returned
by the GET_VALUE keyword depends on the type of datadisplayed in the table (see
“Data Types’ on page 158) and the type of selection (see “ Selection Modes” on

page 156).
Entire Table

To retrieve data from the entire table, use the following command:
WIDGET_CONTROL, table, GET_VALUE=table_value

where table isthe widget ID of the table widget. The table value variable will
contain either:

e anarray with the same dimensions as the table, with one element per table cell,
if the table contains data of a single datatype, or

e avector of structures, with one structure per table row or column, if the table
contains structure data.

Standard Selection

To retrieve datafor a group of selected cells, use the following command:
WIDGET_CONTROL, table, GET_VALUE=selection_value /USE_TABLE_SELECT

where table isthe widget ID of the table widget. In standard selection mode, the
selection_value variable will contain either:

e anarray with the same dimensions as the selection, with one element per
selected cell, if the table contains data of a single data type, or

e avector of structures, with one structure per selected row or column, if the
table contains structure data.

Note
You can also set the USE_TABLE_SELECT keyword equal to afour-element array
of the form [ left, top, right, bottom] containing the zero-based indices of the
columns and rows that should be selected.
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To retrieve the list of selected cells, use the following command:
selected cells = WIDGET_INFO (table, /TABLE_SELECT)

where table isthe widget ID of the table widget. The selected _cells variable will
contain afour-element array of the form [ left, top, right, bottom ] containing the
zero-based indices of the columns and rows that are sel ected.

Disjoint Selection

To retrieve datafor a group of selected cells, use the following command:

WIDGET CONTROL, table, GET_VALUE=selection_value,
/USE_TABLE_SELECT

where table isthe widget ID of the table widget. In digoint selection mode, the
selection_value variable will contain either:

e aone-dimensiona array of values, with one element per selected cell, if the
table contains data of a single data type, or

» astructure, with onefield per selected cell, if the table contains structure data.

Note
You can also setthe USE_TABLE_SELECT keyword equal to a2 x n el ement array
of column/row pairs specifying the cdlls that should be selected.

To retrieve the list of selected cells, use the following command:
selected cells = WIDGET INFO(table, /TABLE_SELECT)

where table isthe widget ID of the table widget. The selected_cells variable will
contain 2 x n array of column/row pairs containing the zero-based indices of the
selected cells.

Converting Between Cell List Formats

With the addition of the ability to create digoint table selectionsin IDL 5.6, the
format of thelist of selected cellsreturned by WIDGET _INFO was altered to
accommodate non-rectangular regions when disjoint selections are enabled. To
preserve backwards-compatibility, the format of the list was not changed for tables
using standard selection mode, which guarantees a rectangular selection region.

If your application allows the table widget to switch between standard and disjoint
selection mode, or if you have selection-handling routines that can be used with
tables in either mode, you may want to madify the rectangular selection values
returned for standard selections to match the lists of cells returned for digjoint
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selections. The following is atemplate for such a utility function. It accepts afour-
element array of theform [ |€eft, top, right, bottom] containing the zero-based indices
of the columns and rows that are selected and convertsit into a2 x n array of
column/row pairs containing the zero-based indices the selected cells.

FUNCTION Make_ Cell_List, Selection_Vector

num_cells = (Selection_Vector[2]-(Selection_Vector[0]-1)) * $
(Selection_Vector[3]-(Selection_Vector[1l]-1))

return_arr = intarr(2,num cells)

n=0

FOR i=Selection_Vector[l], Selection_Vector[3] DO BEGIN
FOR j=Selection_Vector[0], Selection_Vector[2] DO BEGIN
return_arr (n)=j
return_arr (n+l) =1
n=n+2
ENDFOR
ENDFOR
RETURN, return_arr
END

With this function compiled, you could retrieve the four-element selection array from
astandard selection and turn it into a 2 x n element array with the following
commands:

selected_cells = WIDGET_INFO(table, /TABLE_SELECT)
cell _list = Make_Cell List(selected_cells)

where table isthe widget ID of atable widget in standard selection mode.
To reform the array returned by
WIDGET_CONTROL, table, GET_VALUE=Selection_Value

for a standard selection into one-dimensional array like those returned for disjoint
selections, use the following command:

REFORM (Selection_Value, N_ELEMENTS (Selection Value), 1)
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Edit Mode

Edit mode allows a user to select and change the contents of atable cell. There are
numerous ways to enter and exit Edit mode, including:

Edit Mode

Clicking on an unselected cell, then typing any character. This replaces the
existing text with the new character.

Clicking on an unselected cell, then typing a carriage return. This selects the
contents of the cell and positions the cursor at the right. A second carriage
return exits edit mode, making no changes.

Double-clicking on an unselected cell. This selects the contents of the cell and
positions the cursor at the right.

Clicking on a selected cell. This selects the contents of the cell and positions
the cursor at the right.

Double-clicking on a selected cell. This positions the cursor at the position
where the mouse pointer was clicked.
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The table widget supports avariety of cell attributes that you can apply either to the
entire table or to a subset of its cells. You can set them at table creation with the
WIDGET_TABLE function and change them after creation with the
WIDGET_CONTROL procedure. You can also query for some of them with the
WIDGET _INFO function. The following table describes the table cell attributes.

Attribute

Description

ALIGNMENT

Horizontal alignment of text within acell (left, middle,
right)

BACKGROUND_COLOR

Color of the background of a cell

EDITABLE Indication of whether you can edit a cell

FONT Font to use when drawing a cell’s text
FOREGROUND_COLOR Color of the foreground of a cell

FORMAT Formatting string to use when drawing a cell’s value

Table 7-1: Table Cell Attributes

The following table indicates whether you can use these attributes with the widget
creation (WIDGET_TABLE), modification (WIDGET_CONTROL), and querying
(WIDGET _INFO) routines.

Attribute WIDGET_TABLE | WIDGET_CONTROL | WIDGET_INFO
ALIGNMENT Yes Yes No
BACKGROUND_COLOR Yes Yes Yes
EDITABLE Yes Yes Yes
FONT Yes Yes Yes
FOREGROUND_COLOR Yes Yes Yes
FORMAT Yes Yes No

Table 7-2: Use of Table Cell Attributes with Key Widget Routines
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There are afew issues surrounding table widget attributes that IDL programmers
should be aware of, especially on Motif (UNIX) platforms. While it is expected that
most users will not see any performance problems, you should consider the hardware
limitations of your users’ systems.

Oneissueisthat the more cells atable has, the more sluggish the table can be. You
can mitigate this limitation by operating on as few cells as possible. For example, if
you know that all cells have the same background color, WIDGET_INFO need only
query for the background color of one cell.

Another issue involves color on Motif systems. Depending on the graphics system in
use, there might be only a small number of distinct colors available for the table.

Setting Cell Attributes at Table Creation

You can set table cell attributes when you create the widget. The value can be either a
scalar or an array of values. The application and default use of cell attributes depends
on which type you choose in specifying the value. (For descriptive purposes here,
consider a color value to be a scalar, although in readlity it is athree-element vector of
bytes.) Here are the two scenarios:

e Thevalueis specified asa scalar — applied to all cells. Additionaly, it
becomes the table's default value, used when new cells are created.

* Thevalueis specified asan array — applied left to right, moving from the
top row to the bottom row. The input array’s dimensions need not match the
table’s dimensions. If the number of attribute value elements is insufficient for
the number of cells, the values are recycled to apply to the cells, starting with
the first value. If you supply more attribute values than there are cells, IDL
does not use the remainder.

The following example shows how you can initialize atable to have the vintage ook
of alternating mint-green and white lines.

PRO minty_fresh
tlb = WIDGET_BASE ()

5
5

rows =
cols =
; Create 2-D array of background colors (3-D, actually)
backgroundColors = MAKE_ARRAY( 3, cols, 2, /BYTE )

153 ; mint-green
255

backgroundColors [0, *,0]
backgroundColors|[1l,*,0]
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backgroundColors[2,*,0] = 204
backgroundColors[*,*,1] = 255 ; white

; Create a table where every other line is mint-green
table = WIDGET_TABLE( tlb, $

BACKGROUND_COLOR = backgroundColors, $

VALUE = INDGEN (cols,rows) )

; Realize the widgets
WIDGET_CONTROL, tlb, /REALIZE

END

Note that in the example, only enough colors for the first two rows are specified. The
table widget repeats the pattern for the remaining rows. Setting up atable with
aternating column colorsis even easier. To do so, you can create a table widget with
the following line:

background_color = [ [153,255,204], [255,255,255] 1

If the example used this code, the table would have a checkerboard pattern because
there are an odd number of columns.

The various types of cell attributes will try to convert input to the proper data type.
The following table details the types and values that you should supply.

Attribute FITEIEEe Value or Value Range
Data Type

ALIGNMENT BYTE 0,1,0r2

BACKGROUND COLOR | BYTE RGB triplet whose elements are in the range of
[0,255]

EDITABLE BYTE 0 or non-zero

FONT STRING See “About Device Fonts’ (Appendix H, IDL
Reference Guide)

FOREGROUND_COLOR | BYTE RGB triplet whose elements are in the range of
[0,255]

FORMAT STRING See the FORMAT keyword of the PRINT
procedure

Table 7-3: Preferred Data Types and Values of Table Cell Attributes
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Users of table widgets should be aware of the following issues regarding cell
attributes:

«  Whenacdl valueis edited, the foreground and background colors revert to the
system defaults for edit cells. The font remains the same.

» Attablecreation, IDL automatically determines an optimal row height based
on the fonts specified. However, an explicitly specified row height takes
precedence. After creation, row heights do not automatically change when
fonts change.

* Row and column header cells have alimited set of attributes. Only foreground
color and font can be set. Header cells are indexed by using -1. For example,
the header for the third row isindexed by [-1,2], and the third column is
indexed by [2,-1]. Actions on cell [-1,-1] are ignored.

e OnWindows, the number of distinct fontsislimited to 100. On UNIX systems,
the table widget limits the number of distinct fontsto 1000 (although the user’s
particular system might have limitations).

Changing Cell Attributes after Table Creation

After you create atable widget, you can change cell attributes with the
WIDGET_CONTROL procedure. There are two attribute-changing scenarios to
consider:

« Attributesareapplied to arectangular region of cells— occurs when all of
the table's cells are operated on because the USE_TABLE_SELECT keyword
is not used, or occurs when that keyword is used and the table isin non-digjoint
selection mode.

Regardless, an attribute keyword’s value can be a scalar or an array and is
applied repeatedly to the targeted cells. If the array of valuesis exhausted, it is
recycled by wrapping back to the first value. Excess values are not used. The
values are applied to the cellsrow by row (i.e., each row is completed before
the next row begins). The ordering is | eft to right and top to bottom.

« Attributesareapplied to alist of cells— occurs when
USE TABLE_SELECT isused and the table isin digjoint selection mode. As
in the previous scenario, an attribute keyword’s value can be a scalar or an
array. In both cases, values are applied to cells by synchronously stepping
through the list of cells and vaues. If the number of valuesisinsufficient, IDL
recycles them. IDL does not use excess values.

Note that when you specify scalar values, they do not replace the table’s defaults. You
can set atable cell attribute’s defaults with the WIDGET _TABLE function. These
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defaults come into play when you use the INSERT _ROWS and
INSERT _COLUMNS keywords for WIDGET_CONTROL. New cellswill have the
defaults unless you a so supply attribute keywords to override them.

If you change fonts, the table does not adjust row or column sizesto better fit the new
font. You can programmatically change cell sizes with the COLUMN_WIDTHS and
ROW_HEIGHTS keywords.

Note
The ROW_HEIGHTS keyword works on Windows with the limitation that all rows
receive the same height.

You can also change the column header’s height by specifying avalue of -1 asthe
index for acell’s row. Unlike value cells, the column header can have aheight that is
different from the value-cell heights. You can control the row header’s width by
specifying -1 as the index for acell’s column.

The following example code demonstrates how you can modify atable's cell
attributes. The example creates the table with all cellsbeing editable, but changes that
value so arectangular region of six cells becomes uneditable (and grayed out to
indicate that).

PRO alternate_editability
tlb = WIDGET_BASE ()

; Create a table

table = WIDGET _TABLE( tlb, $
/EDITABLE, $ ; all cells are editable
VALUE = INDGEN(5,5) )

; Change the widget
WIDGET_CONTROL, table, $

EDITABLE=0, $ ; not editable
BACKGROUND_COLOR=[223,223,223], $ ; gray them out
USE_TABLE_SELECT=[1,1,3,2] ; block of six cells

; Realize the widgets
WIDGET_CONTROL, tlb, /REALIZE

end

IDL repeatedly applies the editability value and background colorsto al six target
cells. If the table were in digjoint selection mode, the USE_ TABLE_SELECT line
would look like this:

USE_TABLE_SELECT=[ [1,1], [2,1], [3,1], $
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(1,21, (2,21, [3.,2] 1

Finally, if you want to apply the change to the current selection,
/USE_TABLE_SELECT issufficient.

Querying for Cell Attributes

You can retrieve certain table cdll attribute values, thereby eliminating the need for
the IDL programmer to independently keep track of these values. The
WIDGET_INFO function can return information on the following cell attributes:

* BACKGROUND_COLOR

« EDITABLE
« FONT

« FOREGROUND_COLOR

The corresponding WIDGET _INFO keywords are preceded by “TABLE " (e.g.,
TABLE_BACKGROUND_COLOR). You can query for only one attribute at atime.
However, you can use the USE_ TABLE SELECT keyword conjunction with these
attribute keywords to specify a set of cellsto query. The following table shows how
the dimensions of the returned variable depend on the table's selection mode and the

requested attribute.

Attribute Keyword

Table in Non-Disjoint
Selection Mode;
Selection Has M

Columns and N Rows

Table in Disjoint
Selection Mode; List
of Selected Cells Has

N Elements

TABLE_BACKGROUND_COLOR

3D array of bytes
(8xM x N)

2D array of bytes (3 x N)

TABLE_EDITABLE

2D array of bytes (M x N)

1D array of bytes (N)

TABLE_FONT

2D array of strings
(M x N)

1D array of strings (N)

TABLE_FOREGROUND_COLOR

3D array of bytes
(3XMxN)

2D array of bytes (3x N)

Table 7-4: Dimensions of WIDGET _INFO’s Return Variable with Use of
USE_TABLE_SELECT and the Table Attribute Keywords
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Thereisalso a specia case. If all valuesin the returned variable would be identical,
USE TABLE_SELECT returns ascalar (or athree-element array in the case of
colors). This conglomeration preserves backward compatibility if you have used
WIDGET _INFO to get atable's editability. If cell editability is not uniform for the
queried cells, WIDGET _INFO returns an array, and conditional s using the returned
value could throw an error. Therefore, if you make use of individual cell editability,
you should check and test your code for these possible errors.

Similar to the way attribute values are applied to cells, WIDGET _INFO fillsthe
return variable in arow-by-row fashion or with a one-to-one correspondence if the
tableisin disjoint selection mode.

Finally, for those cells that have not been explicitly assigned a value for the queried
attribute, WIDGET _INFO returnsthe default value. Thisvalueisthe one specified by
WIDGET_TABLE or, failing that, the system default.

Adding and Deleting Cells

You can add and del ete table cells through a variety of methods. Oneisto use the
WIDGET_CONTROL procedure's row and column insertion and deletion keywords.
Another isto change the table’'s XSIZE or Y SIZE attributes. You can also make the
change by setting the table's value. Regardless of the method, cell attributes shift
appropriately with the change. Explicitly set row and column labels also shift, as do
current column widths and row heights.

For exampl e, suppose you insert arow above the current third row of an existing table
by using the following statement:

WIDGET CONTROL, myTable, $
INSERT_ROWS = 1, $
USE_TABLE_SELECT = [0,2,0,2]

After IDL executes this statement, the attributes of the first two rows are unchanged,
and all of the other pre-existing rows have their attributes shifted down with them.
Cellsin the new row receive the table's default cell attributes.
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Example: Single Data Type Data

Thefollowing procedures build asimple application that allows the user to select data
from atable, plotting the datain a draw window and optionally displaying the data
valuesin atext widget. The user can switch the table between standard and disjoint
selection modes.

Example Code
Thisexampleisincluded in thefile table_widget_examplel.pro inthe
examples/doc/widgets subdirectory of the IDL distribution. Run this example
procedure by entering table_widget_examplel at the IDL command prompt or
view thefilein an IDL Editor window by entering . EDIT
table_widget_examplel.pro. See“Running the Example Code” on page 15 if
IDL does not run the program as expected.

; Event-handler routine
PRO table_widget_examplel_event, ev

; Retrieve the anonymous structure contained in the user value of
; the top-level base widget.
WIDGET_CONTROL, ev.top, GET_UVALUE=stash

; Retrieve the table's selection mode and selection.
disjoint = WIDGET_INFO(stash.table, /TABLE_DISJOINT_ SELECTION)
selection = WIDGET_ INFO (stash.table, /TABLE_SELECT)

; Check to see whether a selection exists, setting the
; variable 'hasSelection' accordingly.
IF (selection[0] ne -1) THEN hasSelection = 1 $

ELSE hasSelection = 0

; If there is a selection, get the value.
IF (hasSelection) THEN WIDGET CONTROL, stash.table, $
GET_VALUE=value, /USE_TABLE_SELECT

; The following sections define the application's reactions to
; various types of events.

; If the event came from the table, plot the selected data.
IF ((ev.ID eq stash.table) AND hasSelection) THEN BEGIN
WSET, stash.draw
PLOT, value
ENDIF

; If the event came from the 'Show Selected Data' button, display
; the data in the text widget.
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IF ((ev.ID eq stash.b_value) AND hasSelection) THEN BEGIN
IF (disjoint eqg 0) THEN BEGIN
WIDGET_CONTROL, stash.text, SET VALUE=STRING (value, /PRINT)
ENDIF ELSE BEGIN
WIDGET_CONTROL, stash.text, SET_VALUE=STRING (value)
ENDELSE
ENDIF

; If the event came from the 'Show Selected Cells' button,
display the selection information in the text widget. Use
; different displays for standard and disjoint selections.
IF ((ev.ID eq stash.b_select) AND hasSelection) THEN BEGIN
IF (disjoint eqg 0) THEN BEGIN
; Create a string array containing the column and row
; values of the selected rectangle.

7

1list0 = 'Standard Selection'

listl = 'Left: ' + STRING (selection[0])

list2 = 'Top: ' 4+ STRING(selection[1])

list3 = 'Right: ' 4+ STRING(selection[2])

list4 = 'Bottom: ' + STRING (selection[3])

list = [1listO, 1listl, 1list2, list3, 1list4]

ENDIF ELSE BEGIN
; Create a string array containing the column and row
; information for the selected cells.
n = N_ELEMENTS (selection)
list = STRARR(n/2+1)

1list[0] = 'Disjoint Selection'
FOR j=0,n-1,2 DO BEGIN
list[j/2+1] = 'Column: ' + STRING(selection[j]) + $
', Row: ' + STRING(selection[j+1])
ENDFOR
ENDELSE
WIDGET_CONTROL, stash.text, SET_VALUE=list
ENDIF

; If the event came from the 'Change Selection Mode' button,
; change the table selection mode and the title of the button.
IF (ev.ID eq stash.b_change) THEN BEGIN
IF (disjoint eqg 0) THEN BEGIN
WIDGET_CONTROL, stash.table, TABLE_DISJOINT_SELECTION=1
WIDGET_CONTROL, stash.b_change, $
SET_VALUE='Change to Standard Selection Mode'
ENDIF ELSE BEGIN
WIDGET_CONTROL, stash.table, TABLE_DISJOINT SELECTION=0
WIDGET_CONTROL, stash.b_change, $
SET_VALUE='Change to Disjoint Selection Mode'
ENDELSE
ENDIF
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; If the event came from the 'Quit' button, close the
; application.
IF (ev.ID eq stash.b_quit) THEN WIDGET CONTROL, ev.TOP, /DESTROY

END

; Widget creation routine.
PRO table_widget_examplel

; Create data to be displayed in the table.
data = DIST(7)

; Create initial text to be displayed in the text widget.
help = ['Select data from the table below using the mouse.']

; Create the widget hierarchy.
base = WIDGET_BASE (/COLUMN)
subbasel = WIDGET_BASE (base, /ROW)
draw = WIDGET_DRAW (subbasel, XSIZE=250, YSIZE=250)
subbase2 = WIDGET_BASE (subbasel, /COLUMN)
text = WIDGET_text (subbase2, XS=50, YS=8, VALUE=help, /SCROLL)
b_value = WIDGET_BUTTON (subbase2, VALUE='Show Selected Data')
b _select = WIDGET_ BUTTON (subbase2, VALUE='Show Selected Cells')
b_change = WIDGET_ BUTTON (subbase2, $
VALUE='Change to Disjoint Selection Mode')
b_quit = WIDGET_BUTTON (subbase2, VALUE='Quit')
table = WIDGET_TABLE (base, VALUE=data, /ALL_EVENTS)

; Realize the widgets.
WIDGET_CONTROL, base, /REALIZE

; Get the widget ID of the draw widget.
WIDGET_CONTROL, draw, GET_VALUE=drawID

; Create an anonymous structure to hold widget IDs. This

; structure becomes the user value of the top-level base

; widget.

stash = {draw:drawID, table:table, text:text, b_value:b_value, $
b_select:b_select, b_change:b_change, b_quit:b_qgquit}

; Set the user value of the top-level base and call XMANAGER
; to manage everything.

WIDGET_CONTROL, base, SET_UVALUE=stash

XMANAGER, 'table_widget_examplel', base

END

The following things about this example are worth noting:
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e Itisimportant to check whether a selection exists before using
WIDGET_CONTROL to retrieve the selection.

- Datafrom digoint selectionsis handled differently than data from standard
selections.

* For areatively simple application, passing a group of widget IDs via the top-
level base widget's user value allows the use of a single event routine rather
than separate event routines for each widget.
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Example: Structure Data

The following procedures build a simple application that displays the same structure
datain two table widgets; one in row-major format and one in column-major format.

Example Code
Thisexampleisincluded in thefile table_widget_example2.pro inthe
examples/doc/widgets subdirectory of the IDL distribution. Run this example
procedure by entering table_widget_example2 at the IDL command prompt or
view thefilein an IDL Editor window by entering . EDIT
table_widget_example2.pro. See“Running the Example Code” on page 15 if
IDL does not run the program as expected.

; Event-handler routine for 'Quit' button

PRO table_widget_example2_quit_event, ev
WIDGET_CONTROL, ev.TOP, /DESTROY

END

; Widget creation routine.
PRO table_widget_example?2

; Create some structure data.

dO0={planet: 'Mercury', orbit:0.387, radius:2439, moons:0}
dl={planet: 'Venus', orbit:0.723, radius:6052, moons:0}
d2={planet:'Earth', orbit:1.0, radius:6378, moons:1}
d3={planet: 'Mars', orbit:1.524, radius:3397, moons:2}

; Combine structure data into a vector of structures.
data = [d0, d1, d2, d3]

; Create labels for the rows or columns of the table.
labels = ['Planet', 'Orbit Radius (AU)', 'Radius (km)', 'Moons']

; To make sure the table looks nice on all platforms,

; set all column widths to the width of the longest string

; that can be a header.

max_strlen = strlen('Orbit Radius (AU)')

maxwidth = max_strlen * !d.x_ch_size + 6 ; ... + 6 for padding

; Create base widget, two tables (column- and row-major,

; respectively), and 'Quit' button.

base = WIDGET_BASE (/COLUMN)

tablel = WIDGET_TABLE (base, VALUE=data, /COLUMN_MAJOR, $
ROW_LABELS=labels, COLUMN_LABELS='"',6 $
COLUMN_WIDTHS=maxwidth, /RESIZEABLE_COLUMNS)

table2 = WIDGET_ TABLE (base, VALUE=data, /ROW_MAJOR, $
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ROW_LABELS='"', COLUMN_LABELS=labels, /RESIZEABLE_COLUMNS)
b_quit = WIDGET_BUTTON (base, VALUE='Quit', $
EVENT_PRO="'table_widget_example2_quit_event')

; Realize the widgets.
WIDGET_CONTROL, base, /REALIZE

; Retrieve the widths of the columns of the first table.
; Note that we must realize the widgets before retrieving
; this value.

col_widths = WIDGET_INFO (tablel, /COLUMN_WIDTHS)

; We need the following trick to get the first column (which is

; a header column in our first table) to reset to the width of

; our data columns. The initial call to keyword COLUMN_WIDTHS

; above only set the data column widths.

WIDGET_CONTROL, tablel, COLUMN_WIDTHS=col_widths[0], $
USE_TABLE_SELECT=[-1,-1,3,3]

; This call gives table 2 the same cell dimensions as table 1

WIDGET CONTROL, table2, COLUMN_WIDTHS=col_widths[0], $
USE_TABLE_SELECT=[-1,-1,3,3]

; Call XMANAGER to manage the widgets.
XMANAGER, 'table_widget_examplel2', base

END

The following things about this example are worth noting:

By default, column and row titles will contain the index of the column or row.
To remove either column or row titles entirely, set the value of the
COLUMN_LABELS or ROW_LABELS keyword to an empty string (' *).

Setting the width of the row-title column of the row-major table requires usto
select column -1 using the USE_ TABLE_SELECT keyword.
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The following topics are covered in this chapter:
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Using Tab Widgets

Tab widgets create a “tabbed” interface that allows the user to select one of alist of
rectangular display areasto be displayed in asingle space (the tab set). The displayed
interface elements are contained in base widgets — that is, selecting a tab displays
the contents of a specified base widget within the tabbed interface. See
“WIDGET_TAB” (IDL Reference Guide) for a complete description of the function
used to create tab widgets.

——
ERTenE
Tabh 1| Tab 2| Tabh 2

¥ one tuo three

areen blue

Figure 8-1: A tab widget displaying a tab set with three tabs.
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Example: A Simple Tab Widget

The following procedures build a simple tabbed interface with three tabs containing a
variety of other widgets.

Example Code
Thisexampleisincluded in thefile tab_widget_examplel.pro inthe
examples/doc/widgets subdirectory of the IDL distribution. Run this example
procedure by entering table_widget_examplel at the IDL command prompt or
view thefilein an IDL Editor window by entering . EDIT
table_widget_examplel.pro. See“Running the Example Code” on page 15 if
IDL does not run the program as expected.

Calling tab_widget_examplel withthe LocaTTON keyword set to an integer
value between 0 and 4 displays the same interface with the tabs placed on different
sides.

Aswith many of the examplesin this chapter, this one is designed to merely exhibit
the features of the tab widget. Most of the useful things you might do with atab
widget take place in the event handling routines for the individual widgets displayed
on each tab; see “Example: Retrieving Values’” on page 182 for a more complicated
example that stores the values of the individual widgets for later use.

Widget Application Programming Example: A Simple Tab Widget
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Tab Sizing and Multiline Behavior

The size of the rectangular area of the tab display (where individual widgets are
placed) is determined by the size of the largest base widget included in the tab set.
The size of the “tab” itself (the curved areathat sticks out from the rectangular base
and containsthe tab'stitle) is determined by a number of factors, including the size of
other tabs, the presence of the LOCATION and MULTILINE keywords, and the
platform on which the widget application is running.

IDL attemptsto create atab that islarge enough to contain the tab’stitle (which is set
viathe TITLE keyword to WIDGET_BASE for the base widget that has the tab
widget asits parent). This, coupled with the fact that the value of the MULTILINE
keyword has different meanings on different platforms (see “WIDGET_TAB” (IDL
Reference Guide) for details), leads to the following behaviors:

Windows Behavior

Tabs are created to show the entire text of the TITLE keyword to WIDGET_BASE.
If LOCATION=0o0r1

Setting the LOCATION keyword to WIDGET_TAB equal to zero places the tabs on
the top of the tab set; setting LOCATION to one places the tabs on the bottom of the
tab set. In either case, if the MULTILINE keyword is set equal to zero, and the width
of the tabs exceeds the width of the largest child base widget, the tabs are shown with
scroll buttons. This allows the user to scroll through the tabs while the base widget
stays immobile.

If the MULTILINE keyword is set to a positive value, the tabs will be placed in as
many rows as are necessary in order to display the entire text of each tab (limited by
the width of the largest base, see note below).

If LOCATION =2o0r 3

Setting the LOCATION keyword to WIDGET_TAB equal to two places the tabs on
the left edge of the tab set; setting LOCATION equal to three places the tabs on the
right edge of the tab set. In either case, amultiline display is aways used if the width
of the tabs exceeds the height of the largest child base widget, even if the
MULTILINE keyword is set equal to zero. Tabs are placed in as many rows as are
necessary in order to display the entire text of each tab (limited by the height of the
largest base, see note below).

Tab Sizing and Multiline Behavior Widget Application Programming
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Note
The width or height of the tab widget is based on the width or height of the largest
base widget that is a child of the tab widget. If the width of the text of one tab
exceeds the width or height of the tab widget, the text will be truncated even if the
MULTILINE keyword is set.

Motif Behavior

Motif platformsinterpret the value of the MULTILINE keyword to be the maximum
number of tabs to display per row. If the keyword is not specified or is explicitly set
equal to zero, all tabs are placed on the same row. Tabs are created to show the entire
text of the TITLE keyword to WIDGET_BASE. The text of the tabs is not truncated
in order to make the tabsfit the space available, unlessthe text of asingle tab exceeds
the width or height of the largest base widget that is achild of the tab widget. This
means that if the MULTILINE keyword is set to any value other than one, some tabs
may not be displayed.

Tips for Tab Layout

Thereisno good way to determine in advance the best setting for the MULTILINE
keyword to ensure an appropriate tab display. In most cases, however, the following
suggestions should enable you to create atab display that is useful on both Windows
and UNIX platforms.

» Keeptabtitlesshort. If you need along description of the contents of atab, use
alabel widget in the tab’s base widget rather than creating along title.

e Setthe MULTILINE keyword equal to avalue greater than one. This allows
you to tune the appearance of your tab set to the Motif platform without
changing the appearance under Windows, since any value greater than zero
will result in amultiline tab display under Windows.

« If practical, place the tabs along the longest dimension of the tab widget, as
determined by the size of the largest base widget.

Widget Application Programming Tab Sizing and Multiline Behavior
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Example: Retrieving Values

The following example builds on “Example: A Simple Tab Widget” on page 179 by
adding the following features:

Example Code

“Next” and “Previous’ buttons that switch the tab display to the next (or
previous) tab in the tab set.

A mechanism for saving the values of the widgetsin the tab interface.
Implementing such a mechanism allows the user to view and change all of the
settings accessible via the tab widget before committing any of them.

A mechanism for canceling — exiting from the tabbed interface without
committing any changes made viathe tab interface.

Thisexampleisincluded in thefile tab_widget_example2.pro inthe
examples/doc/widgets subdirectory of the IDL distribution. Run this example
procedure by entering table_widget_example2 at the IDL command prompt or
view thefilein an IDL Editor window by entering . EDIT
table_widget_example2.pro. See“Running the Example Code” on page 15 if
IDL does not run the program as expected.

The following things about this example are worth noting:

The retstruct structure is an example of the kind of information you might
pass out of atab widget, back to alarger widget application. Using an
approach like the one here allows the user to set a group of values before
sending any of them to the larger application. This may be more efficient than
updating the larger application “on the fly” as the user makes changes to the
widgetsin the tab interface.

Similarly, if the user’s changes are not sent to the larger application until he or
she clicksthe “Done” button, it isimportant to provide away for the user to
cancel the operation entirely, without sending any changes.

In most cases, when we refer to afield in astructure, we refer to it by its name.
The event function TWE2_savevalue refersto thefields of the retstruct
structure by their indices instead. We do this because whileit is not possible to
passthe field namein avariable, it is possible to pass the integer index value.
Passing the index value of the appropriate field in the ret Struct structure as
the user value of the widget whose value is being saved allows usto write a
single TWE2_savevalue function, rather than one function for each field in
the retStruct structure.
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The“Next” and “Previous’ buttonsin this exampleimply that thereisan order
to the actions performed using the tab set. While thereis no order in this
example, it is easy to imagine a situation in which values from one tab would
influence actions taken on another. You could even require that some action be
taken on a given tab before alater tab could be displayed.

Widget Application Programming Example: Retrieving Values
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Using Tree Widgets

The following topics are covered in this chapter:

Using TreeWidgets .................. 186 Replacing the Default Bitmaps ........ 191
Typesof TreeWidgets . ............... 187 Dragging and Dropping Tree Nodes .... 193
Example: A SmpleTree .............. 188 Tree Widget Drag and Drop Examples .. 205
Setting the Tree Selection State . . ... ... 189 Positioning TreeNodes .............. 207
Making a Tree Entry Visible ........... 190
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Using Tree Widgets

Tree widgets display information in ahierarchical structure or tree. Branches and
sub-branches of the tree can be expanded and collapsed (either programmatically or
by the user) to display or hide the information they contain. See “WIDGET_TREE"
(IDL Reference Guide) for a complete description of the function used to create tree
widgets.

&l TREE Example

= Root
[ Sefting1-1: On
=-E Branch1-2
L Setting 1-2-1; Off
E . Setting 1-2-2: On
Setting 1-3; Off
“ [ Setting 1-4: On

% .=l£ﬂ3ﬂ

Daone

Figure 9-1: A tree widget.

This section discusses the following topics:
e “Typesof Tree Widgets’ on page 187
* “Example: A Simple Tree” on page 188
e “Setting the Tree Selection State” on page 189
e “Making aTree Entry Visible’ on page 190
» “Replacing the Default Bitmaps® on page 191
»  “Dragging and Dropping Tree Nodes’ on page 193
« “Positioning Tree Nodes’ on page 207
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Types of Tree Widgets

Tree widgets behave slightly differently depending on whether their parent widget is
abase widget or another tree widget:

« |f thetreewidget's Parent is a base widget, the tree widget becomes the root of
anew tree widget hierarchy. The tree widget itself is not displayed, but it
becomes the parent widget for other tree widgets that are displayed. Thistype
of tree widget isreferred to asaroot node. Note that atree widget that is aroot
node cannot be the parent widget for any widget except another tree widget.

« If thetree widget's Parent is an existing tree widget, the new tree widget
becomes a branch node or leaf node in the existing tree widget. In this case:

e If the FOLDER keyword to WIDGET_TREE is present, the node becomes
a branch node. Tree widgets that are branch nodes can become the parent
widget of other tree widgets (but not of any other type of widget).

« If the FOLDER keyword to WIDGET_TREE is not present, the node
becomes aleaf node. Leaf nodes cannot serve as the parent widget for any
other widget.

Widget Application Programming Types of Tree Widgets
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Example: A Simple Tree

The following example builds a simple tree widget (shown in Figure 9-1). Double-
clicking on the leaf nodes toggles the value of the displayed text between the values
“On” and “Off.”

Example Code
Thisexampleisincluded in thefile tree_widget_example.pro inthe
examples/doc/widgets subdirectory of the IDL distribution. Run this example
procedure by entering tree_widget_example at the IDL command prompt or
view thefilein an IDL Editor window by entering .EDIT
tree_widget_example.pro. See"Running the Example Code” on page 15 if
IDL does not run the program as expected.

Aswith many of the examplesin this chapter, this oneis designed to merely exhibit
the features of the tree widget. Most of the useful things you might do with atree
widget take place in the event handling routines for the leaf nodes; whereasin this
example clicking on aleaf simply changes the displayed text value, in area
application more complicated things might take place. Alternately, you might use a
tree widget for display purposes only, in which case user interaction would be limited
to expanding and collapsing the branches.

Example: A Simple Tree Widget Application Programming
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Setting the Tree Selection State

You can programmatically select or deselect nodes in a tree widget hierarchy using
the SET_TREE_SELECT keyword to WIDGET_CONTROL. Selecting anode or
nodes visually highlights the node on the tree display. In the above example, placing
the following command just above the call to XMANAGER:

WIDGET_CONTROL, wtLeafll, /SET_TREE_SELECT

would cause the first leaf node to be highlighted when the widget tree was first
displayed.

Widget Application Programming Setting the Tree Selection State
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Making a Tree Entry Visible

If your treeislarge or has many branches, you may need to explicitly bring a given
node to the user’s attention. You can do thisusing the SET_TREE VISIBLE
keyword to WIDGET_CONTROL.:

WIDGET_CONTROL, wTreeNode, /SET_TREE_VISIBLE

were wTreeNode is any node attached to atree widget — that is, any tree widget that
has another tree widget as its parent widget. Setting this keyword has two possible
effects:

1. If the specified node isinside a collapsed folder, the folder and all folders
above it are expanded to reveal the node.

2. If the specified node isin a portion of the tree that is not currently visible
because the tree has scrolled within the parent base widget, the tree view
scrolls so that the selected nodeis at the top of the base widget.

Use of this keyword does not affect the tree widget selection state.

Making a Tree Entry Visible Widget Application Programming
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Replacing the Default Bitmaps

By default, tree widgets use bitmap images of afolder and a single piece of paper as
the icons representing branch and leaf nodes in atree widget hierarchy. You can
modify the look of the tree widget by supplying your own bitmap for a given node.
Set the BITMAP keyword to WIDGET_TREE equal to a 16 x 16 x 3 array that
contains a 24-bit color image.

For example, suppose you have a16 x 16 pixel TrueColor icon stored in a TIFF file.
The following commands make the image the icon used for the root node of atree
widget hierarchy:

myIcon = READ_TIFF('/path_to/myicon.tif', INTERLEAVE=2)
wtRoot = WIDGET_TREE (wTree, /FOLDER, BITMAP=myIcon)

Note the use of the INTERL EAV E keyword to ensure that the resulting image array
has dimensions 16 x 16 x 3. Depending on your image file format, you may need to
modify the image array in other ways.

Using Images from the IDL Distribution

The /resources/bitmaps subdirectory of the IDL distribution containsaselection
of 16-color (4-bit), 16 x 16 pixel icon images. To use these images as bitmapsin a
tree widget, you must convert them to 16 x 16 x 3 (24-bit color) arrays.

The following code snippet loads the cameraicon stored in
IDLDIR/resources/bitmaps/camera.bmp intoal6 x 16 x 3 array:

; Create a 24-bit image array.

imageRGB = BYTARR(16,16,3, /NOZERO)

; Read in the bitmap.

file=FILEPATH('camera.bmp', SUBDIR=['resource', 'bitmaps'])
image8 = READ_BMP(file, Red, Green, Blue)

; Pass the image through the color table

imageRGB[0,0,0] Red[image8]

imageRGB[0,0,1] Green[image8]

imageRGB[0,0,2] Blue[image8]

To use the cameraicon in atree widget, you would specify the imageRGB variable as
the value of the BITMAP keyword to WIDGET_TREE.

Widget Application Programming Replacing the Default Bitmaps
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Adding Transparency to Icons

User supplied bitmaps can have transparent pixels, just as the default icons do. This
ensures that the icon’'s background matches the background of your tree widget,
which you can customize. It also enables one bitmap to suffice for all platforms,
which often have different default tree widget background colors.

The MASK family of keywords is used to affect tree widget bitmaps. When atree
widget is created with a bitmap or given a new bitmap, the MASK keyword serves to
set the masked sub-property of the bitmap. Those pixels in the bitmap that have the
same color as the lower left pixel are made to be transparent. Internally, amask is
built and then used to draw only those non-transparent pixels.

The following code creates a tree widget node with an unmasked bitmap and then
changesit to a different, masked bitmap.

node = WIDGET_TREE( parentNode, BITMAP = iconl )
WIDGET_CONTROL( node, SET_TREE_BITMAP = icon2, /SET_MASK )

Note
The MASK keyword of WIDGET_CONTROL has no effect when not used with
SET_TREE_BITMAP. The MASK keyword to WIDGET_INFO can be used to
determineif atree’s bitmap is masked. For more information see
WIDGET_CONTROL and WIDGET _INFO in the IDL Reference Guide.

Replacing the Default Bitmaps Widget Application Programming
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Dragging and Dropping Tree Nodes

In IDL versions 6.3 and later, you can create applications that allow usersto drag tree
nodes within asingle tree widget, between tree widgets, or from atree widget to a
draw widget. Depending on the circumstances, the dragged tree node is either copied
to the new location (leaving the source node intact) or moved to the new location
(removing the source node). IDL provides avariety of controlsthat allow you to
define the exact behavior of the application when a user drags and drops tree nodes.

This section discusses the following topics:
e “The Drag and Drop User Interface” on page 194
e “Implementing Drag and Drop Functionality” on page 196
e “Tree Widget Drag and Drop Examples’ on page 205
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The Drag and Drop User Interface

To the user of an IDL program that supports drag and drop functionality, the activity
of dragging and dropping conforms to platform guidelines. The user selects one or
more hodes using the left mouse button and drags them while holding the mouse
button down. When dragging a node, the cursor indicates where the drop is alowed
(above, on, below) or not allowed. Optionally, the cursor can include a+ symbol to
indicate the different between copy and move operations.

Note
On Windows platforms, the cursor shows an opaque copy of the node under the
mouse pointer, but does not show all selected nodes, even though they are selected
and are dragged. On UNIX platforms, acursor reflecting the active drag isall that is
shown.

In addition to the default platform-specific drag and drop behavior, IDL tree widgets
implement the following:

< |f thetree widget includes avertical scroll bar, dragging nodes into the region
at the top or bottom of the widget will automatically scroll to bring new nodes
into view.

» If the user has dragged one or more nodes to a new location, but presses the
Escape key before releasing the mouse button, the drag operation is cancelled.

Asthe user drags the selected nodes, the drag and drop cursor changes to indicate
whether adrop is alowed at the current position. The drag and drop cursor is
displayed differently on different platforms:

Node Windows UNIX
Placement

Above Horizontal line above target Arrow bent and pointed up
node

On Target node highlighted Straight arrow

Below Horizontal line below target Arrow bent and pointed down
node

Not Allowed | Circle with dlash through Circle with slash through

Table 9-1: Platform-Specific Appearance of the Drag and Drop Cursor
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Figure 9-2 shows the appearance of the drag and drop cursor when inserting a node
(here named Leopard) after a node named Jaguar, but within the node category
Sootted.

v - E X
- Sobd &y Salid
Purma o @ Puma
=] Pantizs
Segseted | (BT @ Panther
[§] Cheetah -y Spotted
= _Ja &| Leopard ..... @ Cheetah
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...... @ LEEI:IF'EIT"lj
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Figure 9-2: Inserting a Node After Another Node
in Windows (left) and Unix (right)

Note
The IDL application ultimately controls which nodes to copy or move, where they
are placed, and the destination tree's final state. For example, IDL may override the
restoration of a previous selection and instead select newly copied nodes.
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Implementing Drag and Drop Functionality

Drag and drop functionality is not enabled by default. When creating an IDL
application that incorporates atree widget, you can enable drag and drop behavior to
copy, move, or otherwise rearrange tree widget nodes. This section discusses the
steps necessary to implement drag and drop functionality in your application.

Implementing drag and drop functionality in your tree widget application entails

three steps:
1. Making Nodes Draggable. You must explicitly specify that a node or group of
nodes can be dragged.

2. Responding to Drag Notifications (Callbacks). When the user drags a node,
IDL generates a notification, which is passed to a callback function. You can
use the default callback function for simple situations, or create your own
callback function to handle special or complex situations. Drag notifications
alow you to control if and where drops are allowed.

3. Responding to Drop Events. When the user releases the mouse button to drop
the selected nodes, IDL generates a drop event. You can use the information
contained in the drop event structure to copy, move, or otherwise modify the
tree widget.

Drag and Drop Properties are Inheritable

Drag and drop-related properties of atree widget node (the values of the
DRAG_NOTIFY, DRAGGABLE, and DROP_EVENTS keywords) are inheritable.
This means that unless the value of one of these keywords is set specifically for a
given tree node, that node will inherit the value of its parent. This meansthat if you
set these values on the root node of atree, but not on any child node, all nodes will
have the values specified for the root node.

Inheritance is dynamic. This meansthat if the value of one of the inherited properties
changes after the tree widget has been created (viaa change of parent, dueto adrag
and drop operation, or viaacall to WIDGET_CONTROL), the values for all of the
inheriting nodes will change aswell. One advantage of thistype of inheritanceis that
nodes don't keep track of their own property settings as they are copied and moved.
Thisallowsyouto create, for example, afolder that allows itemsto be dropped in, but
not dragged out, simply by setting properties on the folder.

The drag and drop-related properties can al be queried using the WIDGET _INFO
function.

Implementing Drag and Drop Functionality Widget Application Programming
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Making Nodes Draggable

The value of the DRAGGABLE property of atree widget node (as set viathe
DRAGGABLE keyword to WIDGET_TREE or the SET_DRAGGABLE keyword to
WIDGET_CONTROL) determines whether or not it can be used to initiate drag and
drop operations.

Note
The value of atree node’s draggability is independent of its dropability. Making a
node draggable does make it droppable, but it is possible to have no alowable place
to drop it. See “Responding to Drag Natifications (Callbacks)” on page 197 for
information on alowing users to drop nodes.

If atree widget allows multiple selection (if the MULTIPLE keyword was set on the
root node of thetree), it is possible that auser could select amixture of draggable and
non-draggable nodes. If the user attempts to drag this mixed selection by moving a
draggable node, your IDL application will have to determine whether to allow a drop.
You have several possible options to respond to this situation:

e Prevent the problem — Prevent the user from creating a mixed selection by
responding to selection events and then programmatically altering the selection
to makeit legal.

« Deny all drops— Use adrag notification callback to inspect the selection (the
dragged items) and reject all dropsif any of the selected items are non-
draggable.

* Allow the drag but only drop a subset of the nodes — Create a routine that
checks (and possibly modifies) the list of selected nodes before calling the
WIDGET_TREE_MOVE routine. Alternately, create your own copy/move
routine.

Responding to Drag Notifications (Callbacks)

When the user drags a group of selected nodes over another node, IDL automatically
callsthe routine defined as the drag notification callback for the node over which the
selection is dragged. The purpose of the drag notification callback isto provide the
widget system with information about where dragged nodes can be dropped, allowing
it to change the cursor display to indicate to the user whether nodes can be dropped at
the current position. You, asan IDL application programmer can choose to specify
your own version of the callback function to override the default behavior. Drag
notification callbacks are specified viathe DRAG_NOTIFY keyword to
WIDGET_TREE, or the SET_DRAG_NOTIFY keyword to WIDGET_CONTROL.

Widget Application Programming Implementing Drag and Drop Functionality



198

Chapter 9: Using Tree Widgets

Drag notifications are also generated when the state of adrag modifier key changes
(either up or down). If you override the default drag notification callback, you can use
thisinformation to update the drag cursor with a plus symbol (+).

You can specify aunique drag notification callback function for each node. If you
choose not to specify a callback for a particular node, it will inherit the callback
defined for its parent node. If no callback is defined for any of a particular node’'s
ancestors, the default callback will be used.

Drag Notification Callback Return Values

The drag notification callback function returns an integer val ue calculated by ORing
the following values together:

Value Meaning
0 User cannot drop
1 User can drop above
2 User can drop onto
4 User can drop below
8 Show the plus indicator

Table 9-2: Drag Notification Callback Return Values

For example, if the drag notification callback returns 7, this means that dragged nodes
can be dropped above, onto, or below the currently selected node. If the callback
returns 10, the dragged nodes can be dropped onto (but not above or below) the
current node, and the plus-sign indicator isincluded in the cursor.
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The Default Drag Notification Callback

The default drag notification callback function isused if no function is specified for a
given node or any of its ancestors. The return values for the default callback depend
on the location of the node being targeted and (if it isafolder) whether it is expanded

or not:
Tl\rli?j ;/V%i/ggt Expanded I?/(Ztlt? Meaning
Root 2 Onto
Folder No 7 Above, Onto, Below
Yes 3 Above, Onto
Leaf 5 Above, Below

Table 9-3: Default Drag Notification Callback Return Values

The default callback also compares the dragged nodes with the destination. If the
destination matches or is a descendant of any of the dragged nodes then the default
callback returns 0. Finally, if the destination will not generate drop events
(DROP_EVENTS = 0) then the default callback will return 0.

Writing Custom Drag Notification Callbacks

The signature of adrag notification callback function is:

FUNCTION Callback_Function_Name, Destination, Source, $
Modifiers, Default

where:
e Callback Function_Name is the name of the callback function

» Dedtinationisthewidget ID of the node over which the drag cursor is currently
positioned

* Sourceisthewidget ID of the source tree, from which alist of widget IDs
representing the list of selected nodes can be retrieved using the
TREE_SELECT or TREE_DRAG_SELECT keywords to WIDGET_INFO.

« Modifiersisan integer value calculated by ORing the following values
together, depending on which modified keys are currently depressed:

Widget Application Programming Implementing Drag and Drop Functionality
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Value Modifier Key
1 Shift
2 Control
4 Caps Lock
8 Alt

Table 9-4: Modifier keys

« Default isthe value that would be returned by the default drag notification
callback. If your criteriaare similar to the default criteria for where nodes can
be dropped, using this value can greatly simplify your callback code.

The return value should indicate where adrop is allowed to take place relative to the
destination widget and whether the“+” symbol should appear with the drag cursor, as
described in Table 9-2.

When you write drag notify callbacks, remember that “above” one node may be
“below” another node. Also, the concepts of “above,” “on,” and “below” are relative
to the level of the destination node. For example, if anode isthe fina (bottom) node,
then its defined “below” is a different position than it would be for its parent. The
default callback takes these differences into account and does not allow you to drop
below an open folder, preventing confusion over whether the dropped nodes will got
into or below the folder.

When writing drag notification callbacks, keep the following in mind:

1. Drag callbacks should execute quickly. If a callback takes too long to drag,
events may be skipped. Remember that the drag callback isinvoked after every
change in position of the cursor.

2. The source and destination trees should not be modified during the drag.
Callbacks should not select, unselect, create, move, or delete nodes of the
source or destination trees. Additionally, layout changes affecting the trees are
aso strongly discouraged.

3. Thedrag callback should be tested thoroughly using a CATCH statement.
Although the widget system will do its best to recover from errorsthat occur in
adrag callback function, errorsinside the callback function could lead to loss
of keyboard and mouse input.
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Note
In Windows recovery an error in the callback function issimple: click awvay
from IDL and then back on IDL. Recovery on UNIX systems may require
that the IDL session be killed from another terminal session.

The following code shows a callback function that intentionally generates an
error, along with a CATCH statement that can be used to prevent the error from
freezing IDL.:

FUNCTION bad_callback, dest, source, modifiers, default

; The following CATCH statement protects against UI freezes.
CATCH, Error_status
IF Error_status NE 0 THEN BEGIN

CATCH, /CANCEL

PRINT, 'Error index: ', Error_status
PRINT, 'Error message: ', !ERROR_STATE.MSG
RETURN, O

ENDIF

; The undefined variable caused an IDL interpreter error.
IF (undefined EQ 0) THEN RETURN, 7 $
ELSE RETURN, O

END

In this example, an error occurs because the variable undefined isundefined. The
catch block handles this error and prevents loss of keyboard and mouse control.

You can also test your callback functions by explicitly calling them before the widget
system does. Thiswould test the callbacks from a safe state where the implications of
errors are minor.

“Tree Widget Drag and Drop Examples’ on page 205 shows several uses of the
default and custom callbacks. All of these examples have reliable static callbacks,
alowing for safe removal of CATCH statements.

Responding to Drop Events

When the user releases the mouse button over avalid drop target, aWIDGET_DROP
event is generated. Your application’s event handler should recognize this drop event
and perform some action. In most cases, the event handler will call code to move or
copy the selected nodes (seethe WIDGET_TREE_MOVE routine for a ready-made
move/copy routine), but you can execute any action you wish when the drop event is
generated.
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The drop event’sinformation is contained in aWIDGET_DROP structure. (See Drop
Events in the reference section for WIDGET _TREE for afull definition of the
WIDGET_DRORP structure.) The important components of the structure when
responding to drop events are:

e |D— Thewidget ID of the destination node. You can use the INDEX keyword
to WIDGET _INFO along with thiswidget ID to determine the index of the
destination node within the tree widget.

« DRAG_ID — Thewidget ID of the source tree widget. The selected nodes of
this tree are the nodes that are being dragged. You can use the
TREE_DRAG_SELECT and TREE_SELECT keywordsto WIDGET_INFO
aong with thiswidget 1D to retrieve the list of selected nodes or
TREE_DRAG_SELECT.

POSITION — The drop position (above, on, or below) relative to the drop
target (returned in the ID field). Use this value, along with index of the
destination node, to determine the index of the location where the dropped
nodes should be inserted.

« MODIFIERS— An integer representing the state of the modifier keys,
calculated by ORing together the values shown in Table 9-4. On some
platformsit is common for the Ctrl key to be used as the copy key, with ssimple
move operations being performed when Ctrl is not pressed.

Issues Related to Dropping Nodes

IDL’s drag and drop functionality is quite general, because applications can have
diverse requirements. Trees might allow only a single node to be selected, or may
alow multiple selection. The application might use the Ctrl key to distinguish
between copy and move operations. Other drag and drop issues that need to be solved
by your specific application include:

e Copying nodesthat are not marked as DRAGGABLE — IDL’s widget
system does not mandate what can or will be copied. The DRAGGABLE
keyword controls only theinitiation of dragging. Applications can choose not
to copy any node that is not DRAGGABLE.

< Dragging a node to one of its descendants — The default drag notification
callback invalidates all drops that occur on a drag source or any of the drag
source's descendants. |f you write your own drag notification callback, be sure
to reject drops onto a source node (or any of its descendents) to avoid infinite
recursion.

e Copying unsdected children of selected parents— Thisis shown in the
following figure.
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Figure 9-3: Copying Unselected Children of Selected Parents

If treeNodel? is dragged and dropped, should treeNodel21 also be copied, if
we know that treeNodel22 has been specifically selected and treeNodel21
has not? One solution to this could be an individual copy of only the selected
nodes. Another solution could be to attempt to preserve the hierarchy. Also, an
application could choose to use the drag callback to reject the selection as
unsuitable for dropping anywhere. The examples used here assume that a
folder is dragged and dropped because all descendents are wished to be copied
aong with that folder, regardless of the selection state.

The following code illustrates one way to handle drop events:

PRO handle_drop_event, event

7

figure out the new node's parent and the index

The key to this is to know whether or not the drop took
place directly on a folder. If it was then the new node
will be created within the folder as the last child.
Otherwise the new node will be created as a sibling of
the drop target and the index must be computed based on
the index of the destination widget and the position
information (below or above/on) .

IF (( event.position EQ 2 && $
WIDGET INFO( event.id, /TREE_FOLDER ))) THEN BEGIN
wParent = event.id
index = -1

ENDIF ELSE BEGIN

wParent = WIDGET_INFO( event.id, /PARENT )
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index = WIDGET_INFO( event.id, /TREE_INDEX )
IF ( event.position EQ 4 ) THEN index++

ENDELSE

; move the dragged node (single selection tree)
wDraggedNode = WIDGET_INFO( event.drag_id, /TREE_SELECT )
WIDGET_TREE_MOVE, wDraggedNode, wParent, INDEX = index

END

This code does the following things:

Determinesthe parent and insertion position (index) for the new node —
Drops can be above, on, or below, and the destination node can be afolder or a
leaf. This example determines where to place the new node. Dropping onto a
folder isthe simplest option, but other situations require a knowledge of where
the destination sits relative to its siblings. The INDEX group of tree widget
keywords allows us to query and set the position of tree widget nodes. For
more information on these keywords, see “WIDGET_TREE” (IDL Reference
Guide).

Movesthe selected nodeto the new position — First, we determine the
widget ID of the dragged node, then use the WIDGET_TREE_MOVE
procedure to move it to the new location.

The above example works well for single selection trees that use the default drag
notification callback. Situations involving multiple selection should use the
TREE_DRAG_SELECT keyword to WIDGET_INFO rather than TREE_SELECT.

A more complete version of the previous example and more complex examples
involving multiple selection and custom callbacks can be found in the next section.
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Tree Widget Drag and Drop Examples

Tree widget drag and drop scenarios can range from relatively straight forward to
quite complex. The degree of complexity usually increases with the inclusion of
multiple selection and custom drag callbacks. Two example applications are included
inthe IDL distribution, illustrating simple and relatively complex drag and drop
applications.

Simple Drag and Drop Example

The IDL distribution contains an example that creates a single selection tree that
allows you to rearrange the folder and leaf nodes. The example demonstrates how to:

* Enable dragging and drop events
e Handledrop events

* Moveanodein responseto a drop event
Including:

* Determining the insertion parent

e Determining the insertion index

Example Code
The simple drag and drop example isincluded in thefile
drag_and_drop_simple.pro inthe examples/doc/widgets subdirectory
of the IDL distribution. Run this example procedure by entering
drag_and_drop_simple at the IDL command prompt or view thefilein an IDL
Editor window by entering .EDIT drag_and_drop_simple.pro.

Complex Drag and Drop Example

The IDL distribution contains an example that creates three multiple selection trees
and demonstrates how to:

e Handle multiple selection drags

»  Create custom drag notification callbacks

* Implement control-key copying (versus simple moving)
e Implement “trigger-loaded” folders

e Enable dragging

* Enable drop events
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»  Copy one or more nodes in response to a drop event
Including:

* Determining the insertion parent.
e Determining the insertion index

This example also demonstrates many of the tree widget manipul ation capabilities,
such as those involving node indexes and masked bitmaps,

Example Code
The complex drag and drop example isincluded in the file
drag_and_drop_complex.pro inthe examples/doc/widgets subdirectory
of the IDL distribution. Run this example procedure by entering
drag_and_drop_complex at the IDL command prompt or view thefileinan IDL
Editor window by entering . EDIT drag_and_drop_complex.pro.

Tree Widget Drag and Drop Examples Widget Application Programming



Chapter 9: Using Tree Widgets 207

Positioning Tree Nodes

The position of tree widget nodes within atree can be controlled in several ways.
When atree node is created without the TOP or INDEX keywords, the default
behavior isto position the new node last among its siblings. If the TOP keyword is
specified, the new node is created as the first child. If the INDEX keyword is
specified, the new node is created at the position specified.

Existing tree widget nodes can be repositioned using the SET_TREE_INDEX
keyword to WIDGET_CONTROL. Use this keyword for reordering nodes within a
an existing tree.

Note
The root node cannot be reordered relative to its siblings.

When positioning tree nodes using the INDEX or SET_TREE_INDEX keywords, the
valueis the desired zero-based index of the node. Values that are less than zero, or
greater than or equal to the number of children will position the node as the last child.

You can usethe TREE_INDEX keyword to WIDGET _INFO to discover the current
position of anode. To get the node to a particular position, there are two additional
useful keywordsto WIDGET_INFO: the N_CHILDREN and ALL_CHILDREN
keywords return the number and identifiers of a parent’s children. For example, atree
widget can be “walked” asfollows:

children=WIDGET_INFO( node, /ALL_CHILDREN )

FOR 1=0, WIDGET_INFO( node, /N_CHILDREN ) - 1 DO BEGIN
; do something important here with children([i]
ENDFOR

Widget Application Programming Positioning Tree Nodes



208 Chapter 9: Using Tree Widgets

Positioning Tree Nodes Widget Application Programming



Index

A

accelerators
Alt key on Mac, 93
assigning, 92
ignoring, 97
application state
preserving, 42
widgets, 42

B

base widgets
bulletin board bases, 77
setting size/location, 77
bitmaps
transparent
button widgets, 103

Widget Application Programming

blocking, widgets, 35
button widgets
about, 102
accelerators, 92
accelerators on Mac, 93
checkbox, 107
exclusive (radio), 107
labels, 103
nonexclusive (checkbox), 107
push button, 107
radio button, 107
tabbing, 85
toggle, 107
tooltips, 106
buttons
checkbox, 107
radio, 107

209



210

C

callback routines

widget, 38
callbacks

event processing, 38
changing

widget values, 27
checkbox widgets
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radio buttons
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